[entwanne](https://zestedesavoir.com/membres/voir/entwanne/)
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# Introduction

Bien le bonjour ! Bienvenue dans le monde magique de Python !

À toi qui t’intéresses à la programmation informatique, au développement logiciel et à son apprentissage : voici un tutoriel pour te guider et te permettre d’avancer dans ta quête.

Ce cours a pour but de t’apprendre à parler le Python. Il s’agit d’un langage particulier—un langage de programmation—pour communiquer avec ton ordinateur afin de lui demander de réa- liser des tâches précises (comme exécuter un calcul, récupérer des événements du clavier, afficher une image à l’écran, etc.), c’est-à-dire exécuter un programme informatique (un logiciel).

Il existe une multitude de langages de programmation (tels que le C, le Java, le PHP ou le Javascript), j’ai choisi le Python pour ce cours car il me semble être le langage idéal pour débuter puis continuer la programmation.

Peut-être connais-tu déjà l’un ou l’autre de ces langages, ou même que tu programmes au quotidien : ce cours s’adresse tout de même à toi, il vise à apprendre le Python quelque soit ton niveau de départ.

Ta quête du Python est sur le point de commencer ! Un tout nouveau monde de rêves, d’aventures et de programmation t’attend ! Dingue !
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Figure .0.1. – Un zeste de Python.

J’ai découpé ce cours en plusieurs parties (ou paliers) pour te permettre d’avancer pas à pas dans l’apprentissage du Python, en commençant par les bases pour à terme réussir à réaliser des programmes complets.

Chaque partie se divise en chapitres, pour présenter les différentes notions du langage, avec des exercices pour les mettre en pratique.

Les parties sont généralement conclues par un chapitre de travaux pratiques (TP), pour utiliser concrètement les connaissances apprises au long des chapitres qui précèdent, dans le but de réaliser un jeu de combat au tour par tour en mode texte.

***i***

Tu n’as pas besoin de connaissances particulières pour démarrer ce tutoriel : savoir installer un logiciel sur ton ordinateur et connaître les bases du calcul (opérations élémentaires) sont les seuls pré-requis.

Quelques notions d’anglais sont un plus.

La difficulté augmente bien sûr au long du cours, mais j’ai fait en sorte que l’avancée soit progressive et donc que cette difficulté soit transparente. N’hésite pas à demander de l’aide si toutefois tu buttais sur un point ou étais bloqué sur un exercice.

Je suis aussi ouvert à tous retours si tu trouves que telle notion est mal expliquée ou que telle autre mériterait d’être abordée.
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Mais ce tuto ne traite pas de la programmation objet en Python ou des notions avancées du langage, sujets pour lesquels j’ai écrit deux autres cours afin de compléter ton apprentissage :
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Je t’ai donné soif d’apprendre ? Alors installe-toi, prends un smoothie, et n’hésite pas à y ajouter un zeste de Python.

# Première partie Premiers pas avec Python

Cette première partie a pour but d’entrer en contact avec Python pour être en mesure d’exécuter vos premières commandes.

## Introduction

Avant d’entrer dans le dur du sujet, j’aimerais déjà que vous fassiez connaissance et je vais donc vous parler un peu de Python.

Vous décrire ses caractéristiques et son histoire, vous montrer de quoi il est capable.

## Qui es-tu, Python ?
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Figure I.1.1. – Logo de Python

Comme je le disais en introduction, Python est ce que l’on appelle un langage de programmation. L’ordinateur ne parlant pas notre langue, il est nécessaire d’adopter la sienne pour parler avec lui. Mais celle-ci est très rudimentaire, c’est le langage machine compris par le processeur.

Avec le temps, d’autres langages sont apparus autour pour pouvoir communiquer avec l’ordinateur plus simplement que par des instructions processeurs, les langages de programmation.
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Python est un langage dit de haut-niveau, c’est-à-dire qu’il s’éloigne du langage machine en ajoutant des concepts et des outils le rendant plus facile à lire et à écrire, plus proche du langage humain (de l’anglais en l’occurrence).

Python est aussi un langage portable : en dehors de certains cas exceptionnels, un programme Py- thon peut être exécuté de la même manière sur un ordinateur Windows, Mac OS ou GNU/Linux, ainsi que sur des OS mobiles comme Android ou iOS.

Voici un exemple de code écrit en Python :

|  |  |
| --- | --- |
| 1 | **def hello**(name=None): |
| 2 | **if** name **is** None: |
| 3 | **print**('Hello World!') |
| 4 | **else**: |
| 5  6  7 | **print**('Hello', name)  hello('Clem') |
| 8 | hello() |
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***i***

Comme vous pouvez le remarquer dans cet exemple, plusieurs lignes commencent par des espaces.

C’est ce qui permet en Python de séparer les différentes portions de code tout en l’aérant, on appelle celà l’**indentation**, mais on y reviendra.

Figure I.1.2. – «Piles incluses»—*Crédits : Frank Stajano*
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Mais en plus de ça il dispose d’une large communauté de développeurs et développeuses, contribuant à élargir l’écosystème Python en développant un grand nombre de nouveaux outils pour répondre à des tâches particulières, que vous pourrez réutiliser à votre tour dans vos logiciels.

Cette forte communauté fournit aussi à Python une documentation très complète, qui est de plus traduite en français.

De même, vous trouverez facilement quelqu’un dans la communauté Python pour vous aider dans votre développement, en vous orientant vers des forums de discussion tels que celui de Zeste de Savoir.

On dit aussi de Python qu’il est un langage orienté objet.

Cela signifie que les valeurs que l’on y manipule sont des objets : ils ont des propriétés et des actions qui leur sont propres, ils interagissent les uns avec les autres.

C’est une technologie libre d’utilisation et gratuite. Vous pouvez utiliser Python dans vos programmes comme vous le voulez, distribuer ou vendre ces programmes. Cela signifie aussi que vous pouvez vous-même contribuer au code de Python.

Python se démarque par sa lisibilité, mais cela représente un coût en performances car il faut dans tous les cas que le code soit converti en langage machine.

Cela ne devrait pour autant pas trop vous limiter dans ce que vous pourrez faire avec lui, comme je le montre dans la section qui suit.

De plus c’est un langage extensible, il vous sera donc toujours possible de réaliser du code dans un autre langage dont vous tireriez d’autres avantages puis de le brancher à du code Python.

## Réalisations concrètes

La première question que vous pourriez vous poser à propos de Python serait : «Qu’est-ce qu’il est possible de faire avec ?». À laquelle je pourrais répondre «à peu près tout» mais ce ne serait pas très précis.

Python est utilisé dans de nombreux domaines, à commencer par les sites web.

Le cœur d’Instagram par exemple est entièrement écrit en Python1 , de même qu’une bonne partie de Spotify2 . Youtube a démarré avec Python et l’utilise encore aujourd’hui pour de nombreuses tâches, il représente aussi une part importante chez Google3 .
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Figure I.1.3. – Quelques projets utilisant Python.

Zeste de Savoir lui-même tourne grâce à Python : avec Django plus précisément, un outil Python très répandu pour écrire des sites Internet.

Python est aussi très représenté dans le monde scientifique, avec des applications dans l’intelli- gence artificielle et le *machine learning*. Il a par exemple été impliqué dans la photographie du trou noir M87 en 20194 ou le vol de l’hélicoptère Ingenuity sur Mars en 20215 .
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Figure I.1.4. – Trou noir M87 (*crédits : Event Horizon Telescope Collaboration*)

Le langage est aussi beaucoup utilisé dans le développement lui-même, pour la réalisation de scripts : des petits programmes rapides pour réaliser des tâches précises.

Enfin, on le retrouve aussi dans différents logiciels, que ce soit dans le cœur du programme ou dans des modules annexes.

Le logiciel de synchronisation de fichiers Dropbox est par exemple écrit en Python. Le langage occupe aussi une place importante dans les jeux Civilization IV et Eve online3 . Il intervient encore dans le moteur d’animation du logiciel de modélisation Blender, et sous forme de modules complémentaires dans le logiciel de dessin Inkscape.

## Histoire

Place maintenant à un petit historique du langage Python, pour mieux le situer et le com- prendre.
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Python tire son nom de la troupe comique des Monty Python, dont était fan Guido. On trouve d’ailleurs de nombreuses références à cette troupe dans la documentation du langage, avec des exemples usant des noms spam et eggs.

La version 1.0 de Python arriva en 1994 et ressemblait déjà beaucoup au Python d’aujourd’hui que je vais vous enseigner dans ce cours.
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La version 3 fit grand bruit puisqu’elle choisit de casser la rétro-compatibilité pour corriger des erreurs de conception des versions précédentes, il fallut une dizaine d’années pour achever la transition de Python 2 vers Python 3.
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À la tête du développement du projet depuis sa création en tant que [BDFL](#_bookmark561) (ou «Dictateur bienveillant à vie»), Guido van Rossum s’en retire en 2018 pour des «vacances permanentes», laissant place à un comité de direction. Il reste depuis très impliqué dans les évolutions du langage.

## Versions de Python

Ce cours est destiné à un apprentissage de Python 3. Une version au moins supérieure à 3.8 est recommandée, les précédentes n’étant plus officiellement supportées (ou seulement partiellement) par les développeurs de Python.

Une version non supportée est susceptible de comporter des bugs ou des problèmes de sécurité qui ne seront pas corrigés, il est donc toujours préférable de se maintenir à jour et d’utiliser une version récente de Python. Cela permet de plus de profiter des dernières nouveautés du langage, car Python est un langage qui évolue sans cesse et dont les mises à jour sont intégrées aux nouvelles versions.

Ainsi, faite votre choix selon les versions proposées par votre système d’exploitation, mais sachez que je ne garantis pas le bon fonctionnement des exemples du tutoriel pour les versions antérieures à la 3.6.
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Même si la question du choix de version est aujourd’hui simple, elle s’est longtemps posée en raison de la coexistence entre Python 2 et Python 3. La version 2.7 a finalement arrêté d’être supportée au 1er janvier 2020.

Cependant, il est à noter qu’il se peut que vous rencontriez sur le net des exemples de code utilisant Python 2 et qui ne seraient alors pas compatibles avec votre version.

# Installation

## Introduction

Avant de pouvoir commencer à programmer avec Python, il nous faut faire comprendre ce langage à notre ordinateur. Et pour cela, nous avons besoin d’installer un logiciel qui lui servira d’interprète. Ce logiciel répond simplement au nom de Python.

Je ne vais pas revenir sur l’historique des versions de Python : à moins d’une contrainte imposée par votre système d’exploitation ou votre gestionnaire de paquets, préférez la dernière version

3.x.y en date.

***i***

Il existe en fait plusieurs implémentations du langage Python qui sont par exemple CPython, Jython ou encore pypy. Leurs différences se situent sur l’outillage mis en place pour faire comprendre le code Python à l’ordinateur, et non sur le langage en lui-même. Nous resterons ici sur l’implémentation officielle de Python, CPython.

## Installation sous Windows

### Depuis le Microsft Store

Le plus simple si vous utilisez Windows 10 ou plus est de vous orienter vers le *Microsoft Store*, le gestionnaire de paquets officiel sous Windows.

Vous pourrez y trouver la dernière version du paquet «Python», publié par la *Python Software Foundation*. Ce paquet se chargera d’installer les programmes Python et IDLE (je reviendrai sur lui par la suite) qui seront tous deux présents dans le menu «Démarrer».

**!**

Le paquet Python publié par la *PSF* est entièrement gratuit. Si vous êtes invité à payer c’est que vous avez sélectionné un paquet frauduleux ne provenant pas de la PSF.

***i***

Le *Microsoft Store* impose certaines restrictions sur les paquets qui y sont publiés. Ainsi, Python installé de cette manière ne vous permettra pas de réaliser des programmes utilisant les emplacements partagés ou le registre.

Ces fonctionnalités ne sont pas abordées dans ce tutoriel et donc ne devraient pas poser problème, mais reportez-vous à l’installateur officiel si vous avez un tel besoin.

### Avec l’installateur officiel

Pour l’installation classique sous Windows, il vous suffit de vous rendre sur le site officiel de Python dans la section «Downloads > Windows » : [https://www.python.org/downloads/win-](https://www.python.org/downloads/windows/)
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Figure I.2.1. – Page des téléchargements.

Là, vous pouvez sélectionner le lien «Download Windows installer (64-bit)» de la version stable (*Stable Release*) la plus récente1 . Téléchargez le fichier .exe pointé et exécutez-le.

**!**

Téléchargez toujours l’installateur depuis le site officiel de Python plutôt qu’une autre source, afin d’éviter tout programme frauduleux.

* + - * 1. Ces informations sont données pour le cas général. Dans d’autres cas précis (version ancienne de Windows, système 32 bits), référez-vous aux recommandations données par la page de téléchargement.
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Figure I.2.2. – Installation de Python

Cochez alors les cases «Install launcher for all users» (installer pour tous les utilisateurs) et

«Add Python to PATH» (ajouter Python aux chemins système) pour simplifier les utilisations futures. Cliquez ensuite sur «Install now» (installer maintenant) afin de procéder à l’installation de Python sur votre système.

### Avec un environnement de développement
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## Installation sous MacOS

Python est souvent déjà installé sur MacOS mais en version 2.7. Or c’est de la version 3 dont nous avons besoin pour ce cours.
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Figure I.2.3. – Page des téléchargements.

Après exécution de cet installateur, vous devriez trouver Python dans les applications de l’ordinateur.

## Installation sous GNU/Linux

Si vous utilisez Linux, il est probable que Python soit déjà installé sur votre système, car il est nécessaire à certains outils d’administration. Mais il se peut qu’il ne soit pas installé dans la bonne version.

Pour savoir s’il est déjà installé, vous pouvez entrer la commande python -V ou python3 -V

dans un terminal et vous assurer de voir apparaître un message Python 3.x.y

### Ubuntu / Debian / Linux Mint

Sur la distribution Debian et ses dérivées, le gestionnaire de paquets est apt et le paquet dédié à Python 3 se nomme python3. Il vous faudra les droits administrateur pour l’installer au niveau du système.

Si vous utilisez un gestionnaire de paquets graphique, il vous suffit de faire une recherche sur

python3 et d’installer le paquet correspondant.

Sinon cela peut aussi se faire à l’aide des commandes suivantes.

|  |  |
| --- | --- |
| 1 | sudo apt update |
| 2 | sudo apt install python3 |

La première commande ne sert qu’à mettre à jour l’index des dépôts pour éviter toute surprise.

**!**

Sur ces distributions, il faudra utiliser la commande python3 plutôt que simplement

python pour invoquer la version 3 de Python.

### Fedora

Sur Fedora, vous pouvez installer le paquet python à l’aide du gestionnaire dnf. Vous aurez pour cela besoin des droits administrateurs.

dnf install python

1

### Archlinux

Sur Archlinux, python est présent dans les dépôts du gestionnaire de paquets pacman. Vous pouvez l’installer avec la commande suivante, qui nécessite les droits administrateurs.

pacman -Sy python

1

### Autres distributions

Pour les autres distributions Linux, vous pouvez vous référer à votre gestionnaire de paquets pour trouver un paquet python ou python3.
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## Lancement de Python

### IDLE

Suite à cette installation, vous devriez trouver un programme intitulé «IDLE» dans les applica- tions installées sur votre ordinateur. Vous pouvez le trouver dans le menu Démarrer, le dossier Applications, ou autres selon votre système d’exploitation.

IDLE c’est l’environnement de développement fourni par défaut avec Python (*Interactive DeveLopment Environment*). Il va nous permettre d’exécuter facilement du code Python quelque soit votre système.

La fenêtre qui s’ouvre devrait ressembler à cela :
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Figure I.2.4. – IDLE

C’est un peu austère, mais vous voilà dans un interpréteur Python ! Il n’attend que votre code.

Vérifiez bien que la version qui s’affiche est une 3.x.x, sinon c’est que vous n’avez pas installé la bonne version et je vous renvoie aux chapitres précédents.

Le «i» de IDLE est pour «interactif», c’est-à-dire qu’il est possible d’y exécuter directement du code et d’en obtenir le résultat. Nous reviendrons dessus par la suite, mais cet interpréteur interactif nous sera très utile pour tester nos premiers codes.

Les possibilités d’IDLE ne s’arrêtent pas là et il nous sera aussi possible d’exécuter du code Python depuis un fichier.

### Depuis un terminal

Si vous êtes un peu plus à l’aise avec votre système d’exploitation, vous pouvez aussi choisir d’exécuter directement Python depuis un terminal.

Le terminal varie selon votre système, il s’appellera par exemple Powershell sur Windows et Terminal sur Mac. C’est une invite de commandes qui est propre à cet OS et qui permet d’interagir avec lui.

Tout se passe en mode texte : on écrit des commandes, elles sont exécutées par le système et il nous affiche leur résultat dans la fenêtre.

Pour accéder à Python depuis un terminal, il nous suffit alors d’y exécuter la commande python

(ou python3 selon la version par défaut) :

1

2

3

4

% python

Python 3.9.4 (default, Apr 20 2021, 15:51:38) [GCC 10.2.0] on linux

Type "help", "copyright", "credits" or "license" for more information.

>>>

5

## Éditeur de texte

Un éditeur de texte est un programme tel que le bloc-notes qui nous permet de modifier des fichiers texte, ici nos fichiers de code Python.

Même si IDLE peut faire office d’éditeur de texte, il n’est pas le plus pratique pour ça. Il offre en effet de la coloration syntaxique sur le code (ce qui permet de mettre en évidence les mots-clés et structures du langage) mais est assez rudimentaire sur le reste.

D’autres éditeurs vont fournir des fonctionnalités supplémentaires utiles pour travailler sur vos projets, comme le fait de fournir des onglets pour naviguer entre les fichiers.

Ainsi, je vous conseille d’installer un autre éditeur pour être plus à l’aise avec votre code Python.

Mais je fais face à une question houleuse, le choix d’un éditeur de texte s’apparentant parfois à une guerre de religions. Il existe plein d’éditeurs, il y en a pour tous les goûts : des plus ou moins complets, plus ou moins légers, plus ou moins faciles, etc.

J’utilise personnellement emacs mais je ne l’impose à personne.

### Geany

Ici, j’aimerais vous recommander Geany, c’est un éditeur simple à prendre en main avec quelques fonctionnalités pratiques comme le fait d’intégrer directement un terminal dans la fenêtre pour y exécuter vos programmes.
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Figure I.2.5. – Geany

Le terminal dont je parlais se trouve dans la fenêtre des messages au bas de l’écran, vous pouvez faire défiler les onglets jusqu’à lui.
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Figure I.2.6. – Terminal intégré à Geany

Une autre fonctionnalité intéressante de Geany est qu’il vous permet d’exécuter directement Python sur vos fichiers de code, grâce au menu *Construire* > *Execute* ou simplement par un clic
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sur le bouton dédié (rouages) ou la touche . Les commandes utilisées sont définies dans le

menu *Construire* > *Définir les commandes de construction*.

### PyCharm

J’aimerais aussi vous parler de PyCharm car c’est un éditeur de texte dédié au Python assez en vogue. Il est donc courant de le voir utilisé dans différents cours sur Internet, ou recommandé sur les forums. Il intègre aussi un débogueur directement dans l’éditeur, ce qui pourra être utile pour aider à dénicher les erreurs dans un programme.
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### Autres éditeurs

Figure I.2.7. – PyCharm

Si vous possédez déjà un éditeur de texte dédié au code, vous pouvez regarder s’il gère déjà nativement la coloration pour Python ou si c’est quelque chose que vous pouvez installer afin de conserver ce même éditeur.

## Conclusion
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# Prise en main de l’interpréteur

## Introduction

Il est maintenant temps d’entrer dans le vif du sujet et de commencer à communiquer avec Python ! Pour cela nous avons besoin de lancer l’interpréteur, le programme qui comprendra et exécutera le code que nous entrerons.

## Interpréteur interactif

Ainsi, comme nous l’avons vu dans le chapitre précédent, nous pouvons exécuter l’interpréteur interactif à l’aide du programme IDLE, ou de la commande python dans un terminal.

Vous vous retrouvez maintenant face à ce que l’on appelle une invite de commande. Cela se reconnaît par les >> en début de ligne, qu’on appelle le *prompt*. L’interpréteur attend que vous lui demandiez quelque chose.

Mais quoi ? Pour commencer, je vous propose d’entrer un nombre, Python le comprendra.

**>>> 12**

12

1

2
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Figure I.3.1. – Exécution dans l’interpréteur interactif.

Nous avons demandé à Python d’exécuter le code 12, il a répondu 12. Ce qu’on ne voit pas, c’est que Python a évalué le code que nous avons entré. Il l’a analysé et en a calculé le résultat. Puis il a affiché ce résultat pour que nous en ayons connaissance.

Ainsi, Python nous dit que 12 vaut 12. Merci Python !

***i***

Notez que lorsqu’au long de ce cours je vous présenterai un code sous la forme suivante :

Cela signifie qu’il faut exécuter le code xxx dans l’interpréteur Python et que celui-ci nous affiche alors yyy.

J’utiliserai donc cette notation avec des chevrons pour présenter des exemples de l’inter- préteur interactif.

|  |  |
| --- | --- |
| 1 | **>>>** xxx |
| 2 | yyy |

## Une machine à calculer

Mais il ne se limite pas à cela, nous pouvons lui demander de calculer des opérations, comme une calculatrice. Tout ce que nous avons à faire, c’est d’exprimer le calcul dans les termes qu’il comprend.

Nous avons de la chance, Python utilise la même notation que nous pour l’addition.

**>>> 5** + **3**

8

1

2

Plus fort encore, on peut lui demander d’additionner plusieurs nombres !

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | **1** | + | **2** | + | **3** |
| 2 | 6 |  |  |  |  |  |

Je mets des espaces autour des + mais celles-ci sont facultatives. Elles sont néanmoins préférables pour une bonne lisibilité du code.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **1**+**2**+**3** |
| 2 | 6 |  |

Python connaît aussi la soustraction et les nombres négatifs.

1

2

3

4

5

**>>> 8** - **5**

3

**>>> 1** - **10**

-9

**>>> 1** - -**10**

11

6

Autre opération courante, Python sait évaluer la multiplication entre deux nombres. Mais il faut parler dans son langage, l’opérateur pour la multiplication est \*.

|  |  |
| --- | --- |
| 1 | **>>> 4** \* **5** |
| 2 | 20 |
| 3 | **>>> 6** \* **7** \* -**1** |
| 4 | -42 |

Et bien sûr, les priorités entre les opérations sont gérées. Quand en mathématiques on écrit «1

+ 2 × 3», la multiplication est prioritaire sur l’addition, donc elle est exécutée en premier, d’où le résultat de «7». Il en est de même en Python :

|  |  |
| --- | --- |
| 1 | **>>> 1** + **2** \* **3** |
| 2 | 7 |

Et comme en maths, on peut utiliser des parenthèses pour prioriser certaines opérations.

|  |  |
| --- | --- |
| 1 | **>>>** (**1** + **2**) \* **3** |
| 2 | 9 |

Les parenthèses permettent aussi de jouer sur l’associativité des opérateurs, 1 - 2 - 3 n’est pas la même chose que 1 - (2 - 3)

1

2

3

4

**>>> 1** - **2** - **3**

-4

**>>> 1** - (**2** - **3**)

2

Tout ce que nous demandons à Python doit être exprimé dans la syntaxe qu’il comprend—ici des nombres et des opérations, mais nous verrons par la suite qu’il est possible de bien plus. Dans le cas contraire, Python nous annoncera gentiment qu’il ne comprend pas ce que nous lui demandons, que la syntaxe est incorrecte.

1

2

3

4

5

6

7

8

9

10

**>>>** il fait beau aujourd'hui File "<stdin>", line **1**

il fait beau aujourd'hui

^

SyntaxError: invalid syntax

**>>> 1**!

File "<stdin>", line **1 1**!

^

SyntaxError: invalid syntax

# Écrire du code dans des fichiers

## Introduction

Nous avons vu comment utiliser Python en mode interactif, mais l’interpréteur peut aussi exécuter du code contenu dans des fichiers. Cela nous sera utile pour réaliser nos premiers programmes.

Un fichier de code Python se présente comme un fichier texte avec une extension .py. On dit que le contenu du fichier est le code source du programme.

## Éditer un fichier Python

Pour ouvrir un fichier avec IDLE, il suffit de cliquer sur le menu *File* > *New File* (ou utiliser le
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAAkCAYAAADGrhlwAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABS0lEQVRYhe3ZP06EQBTH8TcomPAvQSoPwFhpz4YKDmFivVujF6CgpVBod0ujMXqFpZoTWM4cwEoJu4FEKMbK3oDJzJr5nOD3LV71EOcc9vv96Xq9vieEXI3jaMAB0XV9iKLoebVa3TiO84natvXTNH1rmuYsjmOEMQbLskTv/JWu64BSCnVdc8/z3ququkBFUTwQQq6zLENBEIjeOAljDPI851EUPR7Ztv0Ux/FxkiSid03m+z60bYsIIefaOI4Gxlj0ptkwxjAMw4kGAGCapug9s/3cvSZ4x59TQbJTQbJTQbJTQbJTQbJTQbJTQbJTQbJTQbJTQbJTQbJTQbLTAAD6vhe9Y7au6wAAQNN1faCUCp4zH6UUDMP40haLxct2u+WMMdGbJmOMQV3XPAzD13/18CrL8hJxzmG32/mbzebukF+Sy+Xy1nXdj2/MHYdxRGaXXgAAAABJRU5ErkJggg==)

Ctrl

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAkCAYAAAAgh9I0AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABQ0lEQVRYhe3ZMW7CMBiG4S/BLEmEpUioB0BJt+5mQzlBpx4hS5UrwMqKuuQEqFJRLxAvLNk7EvkAFQsQwYIld2BuVRCS/0h+TvC9gxf/njEG+/1+WJblW13Xz1rrPohjjJ2FEKs8zwvO+dbb7XbDoii+DofDQ5ZlXpIkCILA9s5fnU4nNE2DqqoM5/x7sVg8efP5fFnX9ct0OvVGo5Htjf+mlMJsNjPj8fi9F0XRMsuy3mQysb3rKnEco21bb71eP/pa636aprY33SRJEmit+z4A0m/gL2EYAgB8yzvuwkVQ4SKocBFUuAgqXAQVLoIKF0GFi6DCRVDhIqhwEVS4CCp84PLT3EXH4xEA4DPG9GazsTznNk3TgDF29oUQH1JKo5SyvekqSilIKY0QYtXZI4uU0gwGg8uRpcPnrs88z18559sftgeHbKAC+OkAAAAASUVORK5CYII=)

O

Cela ouvrira une nouvelle fenêtre à côté de l’interpréteur interactif.

Vous vous retrouvez alors face à une fenêtre blanche, où il est possible d’entrer du texte, ou plutôt du code Python. On peut par exemple écrire le contenu suivant :

**8** + **5**

**3** \* **7**

1

2

Listing 2 – calc.py

Là, vous pouvez rédiger votre code Python puis enregistrer le fichier avec l’option *Save* du menu
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calc.py comme nom de fichier.

Nous commençons simple pour le moment avec deux calculs faciles comme nous le faisions dans le chapitre précédent. Nos fichiers de code s’étofferont avec le temps pour devenir des programmes plus complets, mais calc.py est déjà un programme Python à part entière, qui ne permet que de calculer le résultat de simples opérations.

C’est à peu près le même fonctionnement si vous utilisez Geany comme éditeur de texte, vous trouvez le même genre d’options pour ouvrir un nouveau fichier, ouvrir un fichier existant et enregistrer le fichier courant, dans le menu *Fichier*.

### En-têtes de fichier

Dans certains cas d’usage, si par la suite vous rencontrez des problèmes avec des caractères accentués par exemple, il peut être utile de définir des en-têtes à notre fichier Python.

Ce sont des données associées au fichier qui permettront à Python et au système d’exploitation d’interpréter correctement son contenu.
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## Exécution du fichier

Maintenant que nous avons écrit notre premier programme nous pouvons donc passer à la prochaine étape : l’exécuter !

Dans IDLE, cela se fait à l’aide du menu *Run* > *Run Module* (ou de la touche ). De même
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F5

dans Geany avec la commande *Execute* ( ).

On exécute donc le fichier à l’aide de l’interpréteur… et rien ne se passe. Enfin plus précisément on ne voit rien de particulier.
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Figure I.4.1. – Exécution du fichier dans IDLE.

Le code a bien été exécuté mais il n’a affiché aucun résultat, donc rien de visible. Dans

l’interpréteur interactif, la valeur calculée de chaque ligne était affichée dans le terminal, parce que c’est plus facile à suivre. Mais dans le cas d’un fichier, ça polluerait inutilement la console, on ne veut pas afficher le résultat de chaque calcul intermédiaire.

On aimerait tout de même pouvoir en afficher certains, et il existe pour cela la commande print. Elle permet, suivie d’une paire de parenthèses comprenant une valeur, d’afficher cette valeur sur le terminal.

|  |  |
| --- | --- |
| 1 | **print**(**8** + **5**) |
| 2 | **print**(**3** \* **7**) |

Listing 3 – calc.py

Il faut bien différencier l’affichage de l’évaluation. L’évaluation c’est le processus par lequel Python calcule le résultat d’une opération, sans nécessairement l’afficher.

#### I.4.2.0.1. Commentaires

Dans notre fichier, nous pouvons aussi placer des commentaires pour expliquer ce qui est fait. Les commentaires ne sont pas interprétés par Python, ils se destinent aux développeurs qui liront le fichier, et permettent de renseigner des informations ou documenter.

Un commentaire est simplement une ligne commençant par un # et suivie de n’importe quel texte. On peut aussi placer un commentaire derrière une ligne de code, toujours en le faisant précéder d’un #.

1

2

3

4

# Calcul du prix au kilo de pommes

# Nous avons acheté 500g de pommes pour 1€

**print**(**1** / **0.5**) # Prix total (€) / Poids des pommes (Kg)

Listing 4 – pommes.py

* + - 1. **Exécution depuis le terminal**

Voilà pour l’exécution depuis l’éditeur de texte, mais si vous êtes un adepte de la console vous voudrez peut-être aussi lancer votre programme depuis le terminal.

Pour cela, il suffit de lancer un terminal dans le répertoire où se trouve votre fichier de code (ou de se rendre dans le bon répertoire avec la commande cd) puis de lancer python calc.py (ou python3 suivant la version par défaut).

1

2

3

% python calc.py

**13**

**21**

**!** Attention sous Windows, pensez à utiliser un terminal persistant pour éviter que celui-ci ne se ferme à la fin du programme ou lorsqu’une erreur est rencontrée.

**!**

Évitez donc d’exécuter vos fichiers en double-cliquant dessus et préférez ouvrir un Power- shell dans lequel vous appellerez Python comme ci-dessus.

# Fichiers ou interpréteur interactif ?

## Introduction

Nous avons vu les deux modes d’exécution de l’interpréteur Python, par fichiers et en interactif. Mais quel mode est le meilleur choix dans quelle situation ? C’est ce que nous allons voir dans ce chapitre.

## Interpréteur interactif

L’interpréteur interactif est très pratique pour tester un bout de code rapidement ou explorer une valeur : on peut directement voir ce que contient une valeur, et facilement essayer telle ou telle ligne de code pour vérifier qu’elle fonctionne.

Il permet aussi de réaliser des calculs étape par étape.

Mais il n’est pas adapté pour écrire du plus long code, il gère mal l’indentation (c’est une spécificité du langage Python sur laquelle nous reviendrons par la suite) et les blocs de code à la suite.

De plus tout code tapé dans l’interpréteur interactif est à usage unique : il est possible de le retrouver dans l’historique de saisie, mais les lignes précédemment tapées ne sont plus modifiables.

***i***

Au long de ce cours j’utiliserai parfois le terme de *REPL* pour désigner l’interpréteur interactif. il signifie *Read-Evaluate-Print Loop*, soit un programme chargé de lire, évaluer et afficher en boucle ce qu’on lui demande.

C’est un terme plus générique que l’on rencontre aussi dans d’autres langages.

## Écriture dans des fichiers

À l’inverse, les fichiers permettent d’éditer et de revenir sur le code, et donc de le sauvegarder. Ils permettent de gérer des codes beaucoup plus gros sans s’y perdre, parce que tout cela est géré par l’éditeur de texte.

Il est en effet possible de remonter dans le code pour aller modifier n’importe quelle ligne, puis de le réexécuter en totalité.

De plus, de nombreux éditeurs proposent une coloration syntaxique du code, ce qui permet d’avoir un rendu bien plus lisible, en identifiant facilement les mots-clés et constructions du langage.

Enfin, un programme s’écrit forcément dans des fichiers, pour pouvoir être partagé.

Mais cela demande d’écrire et de sauvegarder le fichier chaque fois que l’on veut tester une nouvelle partie du code, et d’utiliser print pour afficher les résultats voulus.

*I. Premiers pas avec Python*

## Conclusion

Les deux modes ont leurs avantages et leurs inconvénients, il convient donc de tirer partie des deux.

De plus ils ne sont pas exclusifs, il est ainsi possible de lancer l’interpréteur avec l’option -i sur un fichier, pour obtenir un interpréteur interactif à la suite de l’exécution d’un fichier. Ce qui est bien pratique pour vérifier un résultat dans un programme en cours de développement.

Par exemple si on reprend le fichier suivant :

|  |  |
| --- | --- |
| 1 | **print**(**8** + **5**) |
| 2 | **print**(**3** \* **7**) |

Listing 5 – calc.py

On peut l’exécuter avec l’option -i et continuer à utiliser l’interpréteur à la suite du fichier.

1

2

3

4

5

% python -i calc.py

**13**

**21**

>>> **1** / **2**

**0**.5

Son utilité n’apparaît peut-être pas flagrante pour le moment, mais ça nous sera utile quand nous aurons des fichiers plus complets et que nous voudrons y tester une valeur en particulier.

L’option -c de l’interpréteur est aussi utile pour lancer l’interpréteur et exécuter une simple ligne.

|  |  |
| --- | --- |
| 1 | $ python -c 'print(1+5)' |
| 2 | **6** |

Dans ce tutoriel, j’utiliserai toujours les signes >> pour présenter les codes exécutés dans l’interpréteur interactif, et donc suivis du résultat affiché. Les autres codes seront considérés comme écrits dans des fichiers.

# Deuxième partie Manipuler des données

**Introduction**

Au-delà de la simple calculatrice, voyons maintenant ce qu’il est possible de faire avec Python et comment réaliser nos premiers *vrais* programmes.

# Retour sur la calculatrice

## Introduction

En utilisant Python en tant que calculatrice, nous avons remarqué qu’il était capable d’interpréter différentes opérations sur les nombres.

Voyons maintenant ce que nous réserve d’autre cette super-calculatrice.

## Des nombres à virgule

Nous nous sommes intéressés aux principaux opérateurs arithmétiques à l’exception de l’un d’entre-eux : l’opérateur de division (/). Il est un peu différent des autres parce que la division entre deux nombres entiers n’est pas nécessairement un nombre entier.

En effet, que vaut «5 divisé par 2» (5 / 2) ? Aucun des nombres que l’on sait représenter n’est égal à ce résultat. Il nous faut aller au-delà des nombres entiers pour découvrir le monde des nombres à virgule, ou nombres flottants. Les nombres flottants se composent d’une partie entière et d’une partie fractionnaire séparées par un point (notation anglaise). Ainsi le résultat de notre précédent calcul se note 2.5.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | **5** | / **2** |
| 2 | 2.5 |  |  |

Chaque valeur en Python est associée à un type, c’est-à-dire qu’elle appartient à une certaine catégorie. Cette catégorie régit les opérations qui sont applicables sur ses valeurs. Les nombres entiers (int) et les flottants (float) sont deux types différents, deux catégories distinctes.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | **8** | / **2** |
| 2 | 4.0 |  |  |

Ainsi ici Python nous renvoie la valeur 4.0, qui n’est pas la même chose que 4. Les deux valeurs sont égales et représentent le même nombre, mais elles ne sont pas du même type en Python. Les opérations que nous avons vues sur les nombres entiers s’appliquent aussi aux flottants, la différence étant que le résultat sera toujours un nombre flottant.

|  |  |  |
| --- | --- | --- |
| 1 | **>>> 1.1** + | **3.4** |
| 2 | 4.5 |  |
| 3 | **>>> 4.5** \* | **2.7** |
| 4 | 12.15 |  |
| 5 | **>>> 12.15** | - **0.1** |
| 6 | 12.05 |  |

|  |  |  |  |
| --- | --- | --- | --- |
| 7 | **>>>** | **12.05** | / **0.5** |
| 8 | 24.1 |  |  |

Et ces deux types de nombres sont compatibles entre-eux, il est par exemple possible d’additionner un entier et un flottant. Là aussi le résultat sera un flottant, pour éviter toute perte d’information de la partie fractionnaire.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | **5** + | **0.8** |
| 2 | 5.8 |  |  |
| 3 | **>>>** | **0.3** | \* **10** |
| 4 | 3.0 |  |  |

Une chose à laquelle il faut faire attention avec les nombres à virgule se situe sur les arrondis. Par exemple, il n’est pas possible de représenter la division de 8 par 3 par un nombre à virgule précis, et c’est donc le nombre le plus proche qui nous sera renvoyé par cette opération.

|  |  |
| --- | --- |
| 1 | **>>> 8** / **3** |
| 2 | 2.6666666666666665 |

Mais ça ne s’arrête pas là. Contrairement à nous qui avons l’habitude du système décimal, l’ordinateur stocke les nombres sous forme binaire.

Ainsi, tous les nombres décimaux que nous utilisons ne sont pas représentables par un flottant, et Python devra effectuer un arrondi.

C’est le cas de 0.1 qui est en fait égal à 0.100000000000000005... À l’usage, il est ainsi courant de rencontrer des cas où ces erreurs d’arrondis deviennent visibles, comme dans les exemples suivants.

1

2

3

4

**>>> 0.1** + **0.1** + **0.1**

0.30000000000000004

**>>> 1.5** \* **1.6**

2.4000000000000004

Vous trouverez plus d’information sur ces erreurs dans [le tutoriel d’@Aabu dédié à l’arithmétique](https://zestedesavoir.com/tutoriels/570/introduction-a-larithmetique-flottante/) [flottante](https://zestedesavoir.com/tutoriels/570/introduction-a-larithmetique-flottante/) que je vous invite à consulter après ce cours.

## Autres opérateurs

L’opérateur de division (/) entre deux nombres calcule une division décimale et renvoie un nombre flottant, mais ce n’est pas la seule opération de division possible.

En effet, Python permet aussi de réaliser une division euclidienne (ou division entière) avec les opérateurs // et %, calculant respectivement le quotient et le reste de la division.

Souvenez-vous : cela correspond à la division posée que l’on apprenait à l’école où à partir du dividende et du diviseur, par multiplications et soustractions successives, on trouvait ce quotient et ce reste (indivisible).
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Figure II.1.1. – Division euclidienne

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1 | **>>>** | **13** // |  | **5** |
| 2 | 2 |  |  |  |
| 3 | **>>>** | **13** % | **5** |  |
| 4 | 3 |  |  |  |

On peut vérifier notre résutlat en multipliant le quotient par le diviseur et en lui ajoutant le reste.

|  |  |
| --- | --- |
| 1 | **>>> 2** \* **5** + **3** |
| 2 | 13 |

Ces opérations renvoient des nombres entiers quand elles sont appliquées à des nombres entiers. Une autre opération mathématique courante est l’exponentiation, autrement dit la mise en puissance. Cette opération se note \*\*, avec le nombre à gauche et la puissance à droite.

|  |  |
| --- | --- |
| 1 | **>>> 5** \*\* **2** # 5 à la puissance 2 soit 5 au carré |
| 2 | 25 |
| 3 | **>>> 1.5** \*\* **3** # 1.5 au cube |
| 4 | 3.375 |

Et pour les connaisseurs il est aussi possible d’utiliser des puissances flottantes, comme 0.5

pour calculer une racine carrée.

|  |  |
| --- | --- |
| 1 | **>>> 2** \*\* **0.5** |
| 2 | 1.4142135623730951 |

### Priorités des opérateurs

Comme nous l’avons vu, les opérateurs ont chacun leur priorité, et celle-ci peut être changée à l’aide de parenthèses.

Ainsi, l’exponentiation est prioritaire sur la multiplication et la division, elles-mêmes prioritaires sur l’addition et la soustraction.
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Et chaque opérateur a aussi ses propres règles d’associativité. Ce sont des règles qui indiquent si, pour des opérations de même priorité, elles doivent s’exécuter de gauche à droite ou de droite à gauche.

Si elles importent peu pour l’addition et la multiplication ((1+2)+3 et 1+(2+3) ont la même valeur, de même pour (2\*3)\*4 et 2\*(3\*4)), elles le sont pour les autres opérations.

Les opérations de priorités 3 et 4 (addition, soustraction, mutliplication, divisions) sont toutes associatives à gauche, c’est-à-dire que les opérations de gauche sont exécutées en priorité, de façon à ce que 1 - 2 + 3 soit égal à (1-2) + 3.

1

2

3

4

5

6

7

8

9

10

11

12

13

14

**>>> 1** - **2** + **3**

2

**>>>** (**1** - **2**) + **3**

2

**>>> 1** - (**2** + **3**)

-4

>>>

**>>> 1** / **2** / **3**

0.16666666666666666

**>>>** (**1** / **2**) / **3**

0.16666666666666666

**>>> 1** / (**2** / **3**)

1.5

>>>

|  |  |
| --- | --- |
| 15 | **>>> 1** / **2** \* **3** |
| 16 | 1.5 |
| 17 | **>>>** (**1** / **2**) \* **3** |
| 18 | 1.5 |
| 19 | **>>> 1** / (**2** \* **3**) |
| 20 | 0.16666666666666666 |

À l’inverse, l’opération d’exponentiation (\*\*) est associative à droite, donc les opérations sont exécutées de drotie à gauche.

|  |  |
| --- | --- |
| 1 | **>>> 2** \*\* **3** \*\* **4** |
| 2 | 2417851639229258349412352 |
| 3 | **>>> 2** \*\* (**3** \*\* **4**) |
| 4 | 2417851639229258349412352 |
| 5 | **>>>** (**2** \*\* **3**) \*\* **4** |
| 6 | 4096 |

## Fonctions

Mais notre calculatrice ne s’arrête pas à ces simples opérateurs, elle est aussi capable d’appliquer des fonctions sur nos nombres. Une fonction est une opération opération particulière à laquelle on va donner une valeur en entrée et qui va en renvoyer une nouvelle, comme en mathématiques.

Par exemple, abs est la fonction qui calcule la valeur absolue d’un nombre (il s’agit grossièrement de la valeur de ce nombre sans le signe + ou -).

Pour appliquer une fonction sur une valeur, on écrit le nom de la fonction suivi d’une paire de parenthèses, entre lesquelles on place notre valeur.
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**>>>** abs(-**5**) 5

**>>>** abs(**3.2**) 3.2

Faites bien attention aux parenthèses qui sont obligatoires pour appeler une fonction. L’appel sans parenthèses, qui est parfois d’usage en mathématiques ou dans d’autres langages de programmation, produit ici une erreur de syntaxe.
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**>>>** abs **3.2**

File "<stdin>", line **1**

abs **3.2**

^

SyntaxError: invalid syntax

Une autre fonction sur les nombres fournie par Python est la fonction round qui permet de calculer l’arrondi à l’entier d’un nombre flottant.

|  |  |
| --- | --- |
| 1 | **>>>** round(**1.4**) |
| 2 | 1 |
| 3 | **>>>** round(**1.5**) |
| 4 | 2 |

Ces deux fonctions abs et round sont prédictibles : pour une même valeur en entrée le résultat sera toujours le même. On pourrait les appeler à l’infini et obtenir toujours la même chose.

Le résultat d’une fonction est donc une valeur comme une autre, ici un nombre, que l’on peut alors utiliser au sein d’autres opérations.

|  |  |
| --- | --- |
| 1 | **>>>** abs(-**2**) \* (round(**3.7**) - **1**) |
| 2 | 6 |

C’est ce que l’on appelle une «**expression**», cela désigne une ligne de Python qui produit une valeur.

Cela peut-être une simple valeur (42), une opération (3 \* 5) ou un appel de fonction (abs(-2)) : tous ces exemples sont des expressions, qui peuvent donc se composer les unes avec les autres dans de plus grandes expressions.

|  |  |
| --- | --- |
| 1 | **>>> 42** - **3** \* **5** + abs(-**2**) |
| 2 | 29 |

La valeur que l’on envoie à la fonction est appelée un **argument**. abs(-5) se lit «appel de la fonction abs avec l’argument -5», et 5 est la **valeur de retour** de la fonction.

Un argument est aussi une expression, et l’on peut donc faire un appel de fonction sur une opération et non juste sur une valeur littérale.

1

2

3

4

**>>>** abs(**3** - **10**) 7

**>>>** round(**9** / **2**) 4

Les exemples précédents présentaient des appels avec un unique argument. Mais certaines fonctions vont pouvoir recevoir plusieurs arguments, qui devront alors être séparés par des virgules lors de l’appel. Il convient de mettre une espace derrière la virgule pour bien aérer le code.

C’est le cas de la fonction round, qui prend un deuxième argument optionnel permettant de préciser combien de chiffres après la virgule on souhaite conserver. Par défaut on n’en conserve aucun.
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**>>>** round(**2.3456**) 2

**>>>** round(**2.3456**, **1**)

2.3

|  |  |
| --- | --- |
| 5 | **>>>** round(**2.3456**, **2**) |
| 6 | 2.35 |
| 7 | **>>>** round(**2.3456**, **3**) |
| 8 | 2.346 |
| 9 | **>>>** round(**2.3456**, **4**) |
| 10 | 2.3456 |

D’autres fonctions vont recevoir plusieurs arguments, c’est le cas par exemple de min, qui renvoie la plus petite valeur de ses arguments. À l’inverse, max renvoie la plus grande valeur.

1

2

3

4

**>>>** min(**4**, **9**, -**2**, **7**)

-2

**>>>** max(**4**, **9**, -**2**, **7**)

9

Une fonction est toujours associée à un «ensemble de définition», on ne peut que lui donner des arguments qui sont cohérents avec le calcul qu’elle doit réaliser. abs(1, 2) et min(1) sont par exemple des appels qui n’ont pas de sens et qui produiront des erreurs.
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**>>>** abs(**1**, **2**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: abs() takes exactly one argument (2 given)

**>>>** min(**1**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: 'int' object is not iterable

Nous verrons par la suite ce que signifient précisément ces erreurs. Pour l’instant, retenez qu’une fonction attend un certain nombre d’arguments, de certains types. Et que déroger à ces règles produit des erreurs.

# Des variables pour sauvegarder nos résultats

## Introduction

Lorsque nous entrons une expression dans l’interpréteur interactif, sa valeur est calculée puis affichée dans le terminal. Mais après cela elle est perdue. Pourtant il pourrait nous être utile de conserver un résultat, afin de le réutiliser par la suite dans d’autres calculs.

Par exemple, dans un jeu, on aimerait pouvoir conserver le nombre de points de vie d’un joueur, pour l’utiliser dans le calcul des dégâts ou pour le modifier.

Comment faire alors ? Grâce aux variables bien sûr !

## Une étiquette sur une valeur

En effet, ce sont les variables qui vont nous permettre de stocker nos résultats de calculs. Une variable, c’est juste un nom que l’on associe à une valeur, afin d’indiquer à Python de la conserver en mémoire (de ne pas l’effacer) mais aussi de pouvoir la retrouver (grâce à son nom).

On peut voir la variable comme une simple étiquette qui sera collée sur notre valeur pour indiquer comment elle se nomme.

En Python, on assigne une variable sur une valeur à l’aide de l’opérateur =. À gauche on écrit le nom de la variable, une suite de lettres sans espace. La valeur peut être n’importe quelle expression comme vu précédemment.

**>>>** result = round(**8** / **3**) + **2**

1

On voit que l’interpréteur ne nous affiche rien cette fois-ci, parce que le résultat a été stocké dans result. result est une variable qui pointe non pas vers l’expression round(8 / 3) + 2 mais vers le résultat de cette opération, soit le nombre 5.
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Figure II.2.1. – Une variable est une étiquette sur une valeur.

Si l’interpréteur ne nous affiche rien, c’est aussi parce que result = round(8 / 3) + 2 n’est pas une expression. Cette ligne définit une variable mais ne possède pas de valeur à proprement parler. On ne peut pas l’utiliser au sein d’une autre expression. On dit simplement qu’il s’agit d’une instruction.

Le nom de la variable définie devient quant à lui une valeur comme une autre, qui peut être utilisée dans différentes opérations.

Dans chaque expression, le nom de variable est évalué par Python et remplacé par sa valeur, permettant donc d’exécuter la suite du calcul.
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6

**>>>** result 5

**>>>** result + **1**

6

**>>>** min(result + **2**, result \* **2**) 7

Et par extension, il est donc possible de définir une variable à l’aide de la valeur d’une autre variable :

1

2

3

**>>>** result2 = result - **1**

**>>>** result2 4

## Assignations

Comme son nom l’indique, une variable n’est pas fixée dans le temps. À tout moment, il est possible de la réassigner sur une nouvelle valeur, perdant ainsi la trace de l’ancienne.
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**>>>** result = **6** \* **7**

**>>>** result 42

**>>>** result = **9** \* **4**

**>>>** result 36
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Figure II.2.2. – Réassignation de variable.

Mais on peut aussi utiliser une même variable à gauche et à droite de la définition.

**>>>** result = result + **1**

1

Il ne faut donc pas voir ici le = comme une égalité, mais bien comme une assignation.

La ligne précédente signifie que l’on prend la valeur actuelle de result (36), que l’on lui ajoute 1, et que l’on assigne ce nouveau résultat à la variable result. result vaut donc maintenant 37.

Autre exemple avec la réassignation d’une variable x.
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**>>>** x = **3**

**>>>** x = x + **2**

**>>>** x 5

Les opérations du type x = x + y sont d’ailleurs tellement courantes que Python leur a prévu un opérateur d’affectation spécifique : +=.

x += 1 est ainsi équivalent à x = x + 1. On appelle cette opération une incrémentation, car on ajoute un incrément au nombre actuel.

Et cela ne se limite pas à l’addition mais comprend aussi les autres opérateurs arithémtiques qui bénéficient tous de leur propre opérateur d’affectation : -=, \*=, /=, //=, %= et \*\*=. L’opération de soustraction-assignation (-=) s’appelle une décrémentation.
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**>>>** x = **0**

**>>>** x -= **8**

**>>>** x \*= -**11**

**>>>** x //= **4**

**alse**

**wait**

**lse**

**ort**

one

ak

rue

ss

ly

|  |  |
| --- | --- |
| 5 | **>>>** x \*\*= **3** |
| 6 | **>>>** x %= **10** |
| 7 | **>>>** x |
| 8 | 8 |

Une autre propriété intéressante de l’opérateur = est qu’il peut être chaîné afin de définir plusieurs variables en même temps.
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**>>>** x = y = **10**

**>>>** x 10

**>>>** y 10

## Conventions

Un nom de variable ne peut pas être composé de n’importe quels caractères. Il ne doit contenir que des lettres (minuscules ou majuscules), des chiffres et des *underscores* (caractère \_). L’autre règle est que le nom ne peut pas commencer par un chiffre.

C’est-à-dire que le nom de peut pas contenir d’espaces ou de caractères spéciaux, contrevenir à ces règles produira des erreurs de syntaxe.
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**>>> 0**x = **1**

File "<stdin>", line **1 0**x = **1**

^

SyntaxError: invalid token

**>>>** x y = **1**

File "<stdin>", line **1**

x y = **1**

^

SyntaxError: invalid syntax

**>>>** x! = **1**

File "<stdin>", line **1**

x! = **1**

^

SyntaxError: invalid syntax

Certains noms sont aussi réservés, car ils correspondent à des mots-clés Python. Il est ainsi impossible de nommer une variable avec l’un des noms présent dans le tableau suivant.
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Type "help", "copyright", "credits" or "license" for more information.

**>>> def** = **10**

File "<stdin>", line **1 def** = **10**

^

SyntaxError: invalid syntax

Il faut ajouter à cela quelques conventions de style. Il est ainsi conseillé d’éviter les lettres majuscules et accentuées dans les noms de variables. Par exemple, pour un nom de variable composé de plusieurs mots, on préfèrera points\_vie à pointsVie.

Mais on préférera souvent utiliser l’anglais pour garder une cohérence avec les mots-clés du lan- gage et faciliter les collaborations, notre variable se nommerait donc plutôt health\_points.

Aussi, il est déconseillé de nommer une variable d’un même nom qu’une fonction de Python, comme abs, min ou max.

On évitera enfin les noms l, O ou I qui portent à confusion car ne sont pas bien distingables de 1 ou 0 avec certaines polices de caractères.
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***i***

Les différentes règles de style à appliquer en Python sont décrites dans la [PEP8](https://www.python.org/dev/peps/pep-0008/)

d’un guide écrit par les créateurs de Python pour aider à comprendre ces conventions.

. Il s’agit

Une section de la PEP8 est particulièrement dédiée au nommage : [https://www.py-](https://www.python.org/dev/peps/pep-0008/#naming-conventions) [thon.org/dev/peps/pep-0008/#naming-conventions](https://www.python.org/dev/peps/pep-0008/#naming-conventions) .

### La variable \_

Autre convention, il est courant d’appeler \_ une variable dont on n’utilise pas le résultat. Cela est utile dans des cas où il est nécessaire de préciser un nom de variable mais dont on ne veut pas vraiment conserver la valeur. On verra ça par la suite avec les assignations multiples où \_ pourra servir à combler les trous.

La variable \_ a aussi un sens spécial dans l’interpréteur interactif : elle garde la trace de la dernière expression calculée et affichée.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **1** + **2** |
| 2 | 3 |  |
| 3 | **>>>** | \_ |
| 4 | 3 |  |
| 5 | **>>>** | \_ + **1** |
| 6 | 4 |  |
| 7 | **>>>** | \_ + **1** |
| 8 | 5 |  |

# Manipuler du texte

## Introduction

Et si nous apprenions maintenant à Python à parler ?

Nous nous efforçons à parler sa langue, ce serait bien qu’il fasse aussi un pas vers nous.

## Chaînes de caractères

Nous n’avons jusqu’ici manipulé que des nombres, mais ce ne sont pas les seuls types de données utilisables en Python, bien heureusement. Bien que la mémoire de l’ordinateur ne sache traiter que des nombres, les langages de programmation offrent des abstractions pour représenter d’autres données.

Ainsi Python sait associer chaque lettre ou chaque caractère à un nombre grâce aux tables d’encodage. Et le texte, ce n’est au final qu’une suite de lettres, une séquence de caractères. On parle alors d’une chaîne de caractères.

On définit une chaîne de caractères à l’aide d’une paire de guillemets (*double-quotes*), entre lesquels on place le texte voulu.

|  |  |
| --- | --- |
| 1 | **>>>** "Salut les gens !" |
| 2 | 'Salut les gens !' |

On voit Python nous répondre par cette même chaîne délimitée par des apostrophes (*quotes*). Il s’agit juste de deux syntaxes équivalentes pour représenter la même chose : une chaîne peut être délimitée par des apostrophes ou des guillemets, cela revient au même.

|  |  |
| --- | --- |
| 1 | **>>>** 'toto' |
| 2 | 'toto' |
| 3 | **>>>** "toto" |
| 4 | 'toto' |

Les chaînes de caractères sont un type de valeur et donc des expressions, qu’il est possible d’assigner à des variables.

**>>>** text = 'toto'

1

Si l’on appelle print sur une chaîne de caractères, son contenu est simplement affiché sur le terminal, sans les délimiteurs.

|  |  |
| --- | --- |
| 1 | **>>> print**(text) |
| 2 | toto |
| 3 | **>>> print**('Salut les gens !') |
| 4 | Salut les gens ! |

L’avantage des deux syntaxes pour délimiter les chaînes, c’est qu’il est possible d’entourer la chaîne d’apostrophes pour lui faire contenir des guillemets, et inversement.

|  |  |
| --- | --- |
| 1 | **>>>** 'Il a dit "salut"' |
| 2 | 'Il a dit "salut"' |
| 3 | **>>>** "Oui il l'a dit" |
| 4 | "Oui il l'a dit" |

Autrement, on aurait le droit à de belles erreurs car Python penserait en rencontrant le premier guillemet que l’on termine la chaîne, et il ne comprendrait donc pas les caractères qui suivraient.

**>>>** "Il a dit "salut""

File "<stdin>", line **1**

"Il a dit "salut""

^ SyntaxError: invalid syntax
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Mais comment alors représenter une chaîne de caractères possédant à la fois des apostrophes et des guillemets (telle que J'ai dit "salut") ? La solution se situe au niveau de l’échappement. Il suffit de faire précéder un caractère d’un *backslash* (ou *antislash*, \) pour qu’il ne soit pas interprété par Python comme un caractère de délimitation.

|  |  |
| --- | --- |
| 1 | **>>>** 'J**\'**ai dit "salut"' |
| 2 | 'J\'ai dit "salut"' |

Ces échappements, comme les délimiteurs, disparaissent lorsque le texte est affiché à l’aide d’un

print.

|  |  |
| --- | --- |
| 1 | **>>> print**('J**\'**ai dit "salut"') |
| 2 | J'ai dit "salut" |

D’autres séquences d’échappement sont disponibles, comme \t pour représenter une tabulation (alinéa) ou \n pour un saut de ligne (*n* comme *newline*, soit *nouvelle ligne*). Il n’est en effet pas possible de revenir à la ligne dans une chaîne de caractères, et le \n est donc nécessaire pour insérer un saut de ligne.
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"Salut"

**>>> print**('Première ligne**\n**Deuxième ligne')

Elle a dit :

**>>> print**('Elle a dit :**\t**"Salut"')

|  |  |
| --- | --- |
| 4 | Première ligne |
| 5 | Deuxième ligne |

**!**

Certains systèmes d’exploitation comme Windows pourraient ne pas bien interpréter le \n comme un saut de ligne et demander à ce qu’il soit précédé du caractère «retour-chariot» (\r) pour fonctionner.

C’est un héritage de l’époque des machines à écrire où il fallait à la fois passer à la ligne suivante (nouvelle ligne) et revenir en début de ligne (retour chariot).

**>>> print**('Une**\r\n**Deux') Une

Deux
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Et enfin, le *backslash* étant lui-même un caractère spécial, il est nécessaire de l’échapper (donc le doubler) si on veut l’insérer dans une chaîne. Comme par exemple pour un chemin de fichier sous Windows :

|  |  |
| --- | --- |
| 1 | **>>> print**('C:**\\**Python**\\**projet**\\**example.py') |
| 2 | C:\Python\projet\example.py |

Afin de moins avoir recours aux séquences d’échappement, il est aussi possible d’utiliser des *triple-quotes* pour définir une chaîne de caractères. Il s’agit de délimiter notre chaîne par trois apostrophes (ou trois guillemets) de chaque côté, lui permettant alors d’utiliser librement apostrophes et guillemets à l’intérieur, mais aussi des retours à la ligne.
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**>>> print**('''J'ai dit "salut"''') J'ai dit "salut"

**>>> print**("""Une chaîne sur

**...** plusieurs lignes

**...** avec des ' et des " dedans""")

Une chaîne sur plusieurs lignes

avec des ' et des " dedans

***i***

On voit des ... apparaître à la place des >> dans l’interpréteur interactif.

Cela signifie que l’interpréteur ne peut pas exécuter telle quelle la ligne de code entrée et qu’il attend pour cela les lignes suivantes, qui complèteront le code.

## Opérations sur les chaînes

Une chaîne de caractères est une valeur à part entière, et comme toute valeur elle a certaines opérations qui lui sont applicables.

Pour commencer, la fonction len est une fonction de base de Python, qui peut être appelée avec une chaîne de caractères en argument. La fonction renvoie un nombre entier représentant la longueur de la chaîne, c’est-à-dire le nombre de caractères qu’elle contient.
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**>>>** len('Hello') 5

**>>>** len('Hello World!') 12

C’est une fonction assez utile puisqu’elle nous permet par exemple de calculer l’espace occupé à l’écran par notre texte.

Mais d’autres opérations agissent directement sur le texte. C’est le cas de l’opérateur d’addition (+) que nous avons vu pour les nombres et qui existe aussi pour le texte, mais pour lequel il a un sens un peu différent.

On ne va en effet pas additionner deux chaînes de caractères, ça n’aurait pas de sens, mais on va les mettre l’une à la suite de l’autre. On appelle cette opération une concaténation.

|  |  |
| --- | --- |
| 1 | **>>>** 'Hello' + ' ' + 'World' + '!' |
| 2 | 'Hello World!' |

Les délimitateurs ne faisant pas partie de la chaîne, il est bien sûr possible de mixer des chaînes délimitées par des apostrophes avec d’autres délimitées par des guillemets.

|  |  |
| --- | --- |
| 1 | **>>>** 'abc' + "def" |
| 2 | 'abcdef' |

Nous retrouvons aussi l’opérateur de multiplication \* pour représenter un autre type de conca- ténation : la répétition d’une chaîne un certain nombre de fois. 'to' \* 3 est ainsi équivalent à

'to' + 'to' + 'to'.

|  |  |
| --- | --- |
| 1 | **>>>** 'to' \* **3** |
| 2 | 'tototo' |

On peut multiplier un texte par un nombre nul ou négatif, cela a pour effet de produire une chaîne vide. En revanche multiplier une chaîne par un nombre flottant n’a aucun sens, et Python nous le fait bien comprendre.
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**>>>** 'toto' \* **0**

''

**>>>** 'toto' \* -**10** ''

**>>>** 'toto' \* **1.5**

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: can't multiply sequence by non-int of type 'float'

Toutes les facilités vues jusqu’ici avec les opérateurs d’assignation restent bien sûr valables.

|  |  |
| --- | --- |
| 1 | **>>>** msg = 'Salut ' |
| 2 | **>>>** msg += 'tom'\***2** + ' et ' + 'na'\***2** |
| 3 | **>>> print**(msg) |
| 4 | Salut tomtom et nana |

Mais nous découvrons aussi d’autres opérateurs que nous n’avions pas vus jusque là, pour des opérations spécifiques à ce nouveau type de données.

Les chaînes de caractères formant une séquence d’éléments (des caractères), il est possible d’accéder de façon directe à chacun de ces éléments.

Cela se fait à l’aide de crochets ([ ]) en indiquant entre-eux la position du caractère voulu, par exemple msg[3].

Il faut savoir que généralement en informatique on compte à partir de 0. Le premier caractère d’une chaîne se trouve donc à la position 0 de la séquence, le deuxième caractère à la position 1, etc. jusqu’au n-ième caractère à la position *n-1*.

|  |  |
| --- | --- |
| 1 | **>>>** msg = 'Salut' |
| 2 | **>>>** msg[**0**] |
| 3 | 'S' |
| 4 | **>>>** msg[**0**] + msg[**1**] + msg[**2**] + msg[**3**] + msg[**4**] |
| 5 | 'Salut' |

La valeur 'S' renvoyée par msg[0] est un caractère, c’est-à-dire en Python une chaîne de taille 1.

On peut alors représenter notre chaîne de caractères 'Salut' sous la forme d’un tableau, associant une position (un index) à chaque caractère de la chaîne :

|  |  |
| --- | --- |
| **Index** | **Caractère** |
| 0 | ’s’ |
| 1 | ’a’ |
| 2 | ’l’ |
| 3 | ’u’ |
| 4 | ’t’ |

Il est ainsi possible d’accéder à n’importe quel caractère de la chaîne à partir de son index, s’il est compris dans les bornes (de 0 à len(msg)-1).
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**>>>** msg[**5**]

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

IndexError: string index out of range

On observe qu’au-delà on obtient une erreur IndexError, soit un index invalide. On peut en

revanche utiliser des index négatifs pour prendre la chaîne en sens inverse : -1 correspond au dernier caractère, -2 à l’avant dernier, jusqu’à -len(msg) pour le premier. Chaque caractère a ainsi deux positions possibles dans la chaîne.
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**>>>** msg[-**1**] 't'

**>>>** msg[-**3**] 'l'

**>>>** msg[-**5**] 'S'

|  |  |
| --- | --- |
| **Index** | **Caractère** |
| -5 | ’s’ |
| -4 | ’a’ |
| -3 | ’l’ |
| -2 | ’u’ |
| -1 | ’t’ |

# Interactions

## Introduction

Pour casser la monotonie de nos programmes, nous allons maintenant voir comment y ajouter un peu d’interactions.

## Entrées utilisateur

Nous avons déjà vu la commande print('message') qui permet d’écrire un message sur le terminal. Il s’agit en fait d’une fonction prenant un nombre variable d’arguments et les affichant successivement dans la fenêtre de l’interpréteur. Les arguments passés peuvent être de n’importe quel type.

|  |  |
| --- | --- |
| 1 | **>>> print**(**10**, 'text', **4.2**) |
| 2 | 10 text 4.2 |

Par défaut, les valeurs sont séparées par une espace. Il est toutefois possible de choisir un autre séparateur en ajoutant un argument sep='xxx' après tous les autres.

|  |  |
| --- | --- |
| 1 | **>>> print**(**10**, 'text', **4.2**, sep=' - ') |
| 2 | 10 - text - 4.2 |

Contrairement aux autres arguments, il est ici nécessaire de préciser un nom (sep) pour que Python fasse la différence avec les autres valeurs : il ne doit pas considérer ' - ' comme une valeur à afficher en plus des autres mais comme le séparateur entre ces valeurs. On parle alors d’argument nommé.

Sachez aussi que l’on peut appeler la fonction print sans lui passer aucun argument. À quoi cela peut bien servir ? Juste à afficher une ligne vide. Cela revient à appeler print avec une chaîne vide.
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**>>> print**()

**>>> print**('')

À l’inverse de print, il existe aussi une fonction input pour lire une chaîne de caractères depuis le terminal, selon ce qui est entré par l’utilisateur.

|  |  |
| --- | --- |
| 1 | **>>>** input() |
| 2 | coucou |
| 3 | 'coucou' |

Après avoir entré la commande input(), on est invité à écrire une ligne de texte en terminant par un retour à la ligne ( Entrée ). Cette ligne est ensuite renvoyée, sous forme d’une chaîne de caractères, par la fonction input.

***i***

Le texte qui s’affiche sous la ligne >> intput() dans l’exemple au-dessus est donc le texte entré dans le terminal par l’utilisateur. Je vous invite alors à essayer ces exemples chez vous pour bien voir comment ils se comportent. Vous pouvez y entrer ce que bon vous semble.

input prend aussi un argument optionnel permettant d’afficher un message juste avant de demander la saisie, comme dans l’exemple suivant.

1

2

3

4

**>>>** name = input('Quel est ton nom ? ') Quel est ton nom ? entwanne

**>>> print**("Tu t'appelles", name) Tu t'appelles entwanne

On comprend ainsi tout l’intérêt des variables. Jusqu’ici nous ne manipulions que des données connues du programme et les variables pouvaient sembler futiles. Mais elles vont maintenant nous servir à stocker et traiter des données venant de l’extérieur, inconnues au lancement du programme.

## Conversions de types

Comme indiqué, input renvoie toujours une chaîne de caractères. Comment faire alors pour demander à l’utilisateur un nombre afin de l’utiliser dans un calcul ?

Il y a pour cela des mécanismes pour convertir (dans la mesure du possible) une valeur d’un type vers un autre. Je n’ai pour le moment présenté les types que comme des catégories regroupant des valeurs, mais ils ont en fait une existence propre en Python.

Les nombres entiers correspondent ainsi au type int (pour *integer*, entier), les nombres à virgule au type float (flottant) et les chaînes de caractère au type str (pour *string*, chaîne).

Chacun de ces types peut être vu et utilisé comme une fonction permettant de convertir des données vers ce type.
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**>>>** int(**4.2**) 4

**>>>** float(**4**) 4.0

**>>>** str(**4**) '4'

**>>>** int('10')

10

8

On voit dans ce dernier exemple que '10' et 10 sont des valeurs de types différents, la première est une chaîne de caractères et la seconde un nombre. Il ne s’agit donc pas de la même chose, on ne peut pas exécuter les mêmes opérations sur les deux.
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**>>> 10** + **1**

11

**>>> 10** + '1'

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: unsupported operand type(s) for +: 'int' and 'str'

**>>>** '10' + '1'

'101'

Ainsi, pour en revenir à la demande initiale, afin traiter une entrée de l’utilisateur comme un nombre, il convient donc de convertir en int le retour d’input.
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**>>>** n = int(input('Choisis un nombre : ')) Choisis un nombre : 5

**>>> print**('Le double de', n, 'vaut', n \* **2**) Le double de 5 vaut 10

Cependant, toute valeur n’est pas convertible d’un type vers un autre, par exemple la chaîne de caractères 'toto' ne correspond à aucun nombre. Lorsque la conversion est impossible, on verra survenir lors de l’appel une erreur explicitant le problème.
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**>>>** int('toto')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: invalid literal for int() with base 10: 'toto'

# Objets et méthodes

## Introduction

Avant d’aller plus loin dans les interactions avec Python, j’aimerais que l’on prenne un peu de temps pour regarder de plus près la structure des données en Python.

## Objets

Python est ce que l’on appelle un langage orienté objet (ou simplement langage objet). C’est-à- dire que toutes les valeurs que l’on manipule sont des objets : les entiers, les flottants ou les chaînes de caractères sont des objets.

Les objets sont définis comme des entités sur lesquels il est possible d’exécuter des actions (des opérations). Ils répondent ainsi à une interface qui définit quelles actions sont disponibles pour quels objets, c’est cette interface qu’on appelle le type.

Qu’est-ce que cela apporte ? C’est une manière de concevoir la structure d’un programme, de modéliser les interactions entre les valeurs. Il s’agit de définir les valeurs non pas selon ce qu’elles contiennent (des nombres, du texte) mais selon leur comportement : pouvoir être additionnées, pouvoir être affichées à l’écran, etc.

## Méthodes

Les actions sur les objets sont plus généralement appelées des méthodes.

Elles sont très similaires aux fonctions, si ce n’est qu’elles appartiennent à un type et donc s’appliquent sur des objets en particulier (sur les objets de ce type).

Pour appeler une méthode sur une valeur, on fait suivre cette valeur d’un point puis du nom de la méthode, et enfin d’une paire de paranthèses comme pour les appels de fonction. On récupère de la même manière la valeur de retour de la méthode lors de l’évaluation de l’expression.

Par exemple la méthode strip du type str permet de renvoyer la chaîne de caractères en retirant les espaces présents au début et à la fin.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** ' | hello '.strip() |
| 2 | 'hello' |  |

Pour que l’expression ait un sens, il faut bien sûr que la méthode existe pour cet objet. On obtient une erreur dans le cas contraire.
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**>>>** 'hello'.toto()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

AttributeError: 'str' object has no attribute 'toto'

4

## Méthodes des chaînes de caractères

Les chaînes de caractères possèdent d’autres méthodes utiles dont voici un bref aperçu. Nous en découvrirons encore bien d’autres dans la suite de ce cours.

* + - 1. **strip**

La méthode strip vue précédemment retire les espaces aux extrêmités de la chaîne, mais n’affecte pas ceux qui se trouvent au milieu.

|  |  |
| --- | --- |
| 1 | **>>>** ' hello world '.strip() |
| 2 | 'hello world' |

Il est possible d’appliquer la méthode sur une variable si celle-ci est assignée à une chaîne de caractères. Ou sur toute autre expression s’évaluant comme une chaîne de caractères, des parenthèses pouvant alors être nécessaires pour changer la priorité de l’opération.
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**>>>** text = ' hello world '

**>>>** text.strip() 'hello world'

**>>>** input().strip() coucou

'coucou'

**>>>** (' to' \* **3**).strip() 'to to to'

Cette méthode, tout comme les autres qui suivent, renvoie une nouvelle chaîne de caractères modifiée. Elle n’affecte jamais directement la chaîne sur laquelle elle est appliquée.
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' hello world '

**>>>** text.strip() 'hello world'

**>>>** text

* + - 1. **capitalize et title**

capitalize est une méthode qui permet de passer en majuscule le premier caractère de la chaîne (si c’est une lettre) et en minuscules tous les autres.

1. **>>>** 'coucou'.capitalize()
2. 'Coucou'

|  |  |
| --- | --- |
| 3 | **>>>** 'COUCOU'.capitalize() |
| 4 | 'Coucou' |

Semblable à caractères.

capitalize, title effectue ce traitement sur tous les mots de la chaîne de
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**>>>** 'bonjour à tous'.capitalize() 'Bonjour à tous'

**>>>** 'bonjour à tous'.title() 'Bonjour À Tous'

* + - 1. **upper et lower**

Il s’agit ici de passer la chaîne entière en majuscules ou en minuscules.
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**>>>** 'CoUcOu'.upper() 'COUCOU'

**>>>** 'CoUcOu'.lower() 'coucou'

* + - 1. **index**

La méthode index permet de trouver un caractère dans la chaîne et d’en renvoyer la position. Il s’agit donc du comportement réciproque de l’opérateur [ ].
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**>>>** text = 'abcdef'

**>>>** text.index('d') 3

**>>>** text[**3**] 'd'

À noter que si le caractère est présent plusieurs fois dans la chaîne, c’est la première position trouvée qui est renvoyée.

|  |  |
| --- | --- |
| 1 | **>>>** 'abcabc'.index('b') |
| 2 | 1 |

Et une erreur survient si le caractère n’est pas trouvé.
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**>>>** 'abcdef'.index('g')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: substring not found

## Attributs

Les objets sont caractérisés par leur type et les méthodes qui lui sont applicables, mais ce n’est pas tout. Chaque objet a une existence propre, qui le différencie des autres objets du même type, et des données annexes peuvent lui être associées.

Ces données annexes sont autant de valeurs qui peuvent décrire l’état interne des objets. On les appelle des attributs.

Ils sont peu utilisés sur les objets que nous manipulons jusqu’ici (nombres et chaînes de caractères) car ces objets correspondent à de la donnée brute et n’ont pas besoin de valeurs annexes.

Leur utilité peut alors ne pas sembler évidente pour le moment, mais elle le deviendra quand on manipulera des objets plus complexes, composés de différentes données.

Il n’empêche que nos objets de base possèdent tout de même quelques attributs. Par exemple, chaque objet Python est pourvu d’un attribut class (faites bien attention aux deux *underscores* de chaque côté) qui permet d’accéder à son type.
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**>>>** 'hello'. class

<class 'str'>

**>>> 1.4**. class

<class 'float'>

Vous découvrez ainsi la syntaxe pour accéder à un attribut d’un objet : on fait suivre l’objet d’un point puis du nom de l’attribut. C’est donc similaire aux méthodes, qui fonctionnent sur le même principe.

On notera cependant une petite différence pour les nombres entiers : comme le point y a déjà une signification (précéder une potentielle partie décimale) il ne peut pas être utilisé tel quel pour accéder aux attributs.

On ne peut ainsi pas écrire 42. class qui ne serait pas compris par Python, il faut alors entourer le nombre de parenthèses pour lever toute ambigüité.
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**>>> 42.** class

File "<stdin>", line **1 42.** class

^

SyntaxError: invalid syntax

**>>>** (**42**). class

<class 'int'>

Cette exception ne s’applique bien sûr qu’aux nombres littéraux, et pas aux variables qui référencent des nombres qui n’ont aucun problème d’ambigüité à ce niveau.
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**>>>** x = **42**

**>>>** x. class

<class 'int'>

Les nombres entiers possèdent aussi deux attributs numerator (numérateur) et denominator (dénominateur) qui leur permettent d’être vus comme des fractions (et donc d’être utilisés dans un contexte où une fraction serait attendue, nous découvrirons ça plus tard). Comme il s’agit

de nombres entiers, le dénominateur sera toujours de 1.

|  |  |
| --- | --- |
| 1 | **>>>** x.numerator |
| 2 | 42 |
| 3 | **>>>** x.denominator |
| 4 | 1 |

# TP : Combat en tour par tour

## Introduction

Il est temps maintenant de mettre en pratique ce que l’on a vu jusqu’ici avec un premier TP.

## Présentation générale du TP

Afin de nous accompagner dans l’apprentissage du Python, voici un projet que je vous propose de réaliser au long des chapitres. L’idée est d’améliorer ce projet au fur et à mesure avec les nouvelles compétences que vous aurez acquises.

L’objectif final du projet est de réaliser un système de combat au tour par tour entre deux monstres, à la manière de Pokémon. Les deux monstres seront alors dotés d’une barre de vie (PV) et d’attaques. Les attaques se caractérisent par le nombre de points de vie qu’elles infligent en dégâts.

À chaque tour de jeu, une attaque est sélectionnée pour chaque monstre et les dégâts correspon- dant sont infligés à l’adversaire. Un monstre est KO quand sa barre de vie est vide. Le survivant remporte le combat.
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Figure II.6.1. – Attrapez-les tous !

Pour plus de facilité, le jeu se déroulera en mode texte dans le terminal. Nous allons y aller par étapes et ce TP constitue la première étape : on va ici chercher à réaliser un seul tour de jeu.

## Initialisation du jeu

Tout d’abord, avant de faire un premier tour de combat, il faut procéder à l’initialisation du jeu. En effet, il nous faut connaître les monstres en jeu et leur nombre initial de points de vie.

Pour cela on utilisera la fonction input afin de demander aux deux joueurs les différentes informations. Nous les conserverons dans des variables et les afficherons en début de partie à l’aide de la fonction print.

|  |  |
| --- | --- |
| 1 | Entrez le nom du 1er joueur : pythachu |
| 2 | Et son nombre de PV : 50 |
| 3 | Entrez le nom du 2ème joueur : pythard |
| 4  5  6 | Et son nombre de PV : 40  +++++++++++++++++++++++++++++++++++++++++++++ |
| 7 | + Pythachu (50 PV) affronte Pythard (40 PV) + |
| 8 | +++++++++++++++++++++++++++++++++++++++++++++ |

Vous le voyez, j’ai ajouté un cadre autour du message à afficher. On peut faire ça facilement à l’aide des opérateurs + et \* que nous avons vus pour les chaînes de caractères.

La fonction len vous sera utile aussi pour que la largeur du cadre s’adapte à la taille du texte. On peut voir que j’ai passé en majuscule la première lettre des noms, saurez-vous retrouver la méthode qui permet ça ? Aussi, il nous faudra penser à convertir les PV saisis pour les traiter en tant que nombres.

### Solution

Cette première étape devrait se faire assez facilement, et je vous laisse revoir les chapitres précédents en cas de doutes.

Voici tout de même la solution que je propose à ce début d’exercice, à comparer avec la vôtre. Je la mets en balise secret , suivie de quelques explications.

Nous pouvons maintenant passer à la suite du TP.
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## Tour de jeu

Un tour de jeu se divise en deux manches, d’abord le premier monstre attaque le second, puis l’inverse.

Nous ne sommes pour l’instant pas en mesure de traiter une liste d’attaques, nous demanderons alors simplement aux joueurs d’entrer le nombre de dégâts qu’ils souhaitent infliger à l’adversaire. Comme précédemment, on utilisera pour ça la fonction input et la conversion dans le type voulu.

À partir de ces dégâts, on calculera alors le nombre de points de vie restants du monstre cible, afin de les afficher dans un récapitulatif. Nous utiliserons toutes les données recueillies pour fournir le plus d’informations possibles aux joueurs.

À la suite de nos deux manches, on pourra afficher un résumé de la partie.

Voici ce à quoi pourrait ressembler un tour de jeu.

+

+++++++++++++++++++++++

+

+ Pythard a 10 PV

+ Pythachu a 35 PV

+

+++++++++++++++++++++++++++++++++++++++++++

+++++++++++++++++++++++

+ Résulat du combat : +

+ Pythachu a maintenant 35 PV

+

+++++++++++++++++++++++++++++++++++++++++++

Pythard, combien de dégâts infligez-vous à Pythachu ? 15

+++++++++++++++++++++++++++++++++++++++++++

+ Pythard attaque Pythachu qui perd 15 PV +

+ Pythard a maintenant 10 PV

Pythachu, combien de dégâts infligez-vous à Pythard ? 30

+++++++++++++++++++++++++++++++++++++++++++

+ Pythachu attaque Pythard qui perd 30 PV +
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### Solution

L’affichage correct du cadre autour des messages pourrait vous donner du fil à retordre, pensez à la fonction max pour en connaître la taille.

Je vous propose la solution suivante à cette deuxième partie, mais prenez d’abord le temps de compléter la vôtre.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAQCAYAAADj5tSrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADdklEQVQ4jZVUT0gjVxh/cUy2lbgiWEdbiEZxgjpBdiFstSvrn4Mie3E7AyXrhgwlKEW6B0cIOdWD7tFSTG5ucwhUz0VaqkmdgJrS0t12Xp7JBIwxRKUmZefirHE6by87y6wb4vaDx3t873u/D97v9/1MGGNQLcrl8geSJPVDCEcghCPZbPa23W7/k6bpGE3TMYqi9iwWy8tqGKZKTTKZzB1RFEdFURxNp9OfXV5e3gAAgIaGhn/sdvuzbDZ7S5blZgAAsFgsLx0Oxw5N0zGn0xnt6ur67domGxsbj8Ph8LcAAFBXVyf39PQITqcz2t3dLRAEoZ6cnFCtra2SpmlEMpkchhCOIITunZ+fNwAAAMdxjycmJr57CxRj/GYlEokHLMtqPM8/z2QyLlVVCU3TTPF4/KHX6y0xDIP15fV6S/F4/KGmaSZVVYlMJuOam5v7i2VZLZFITBpx3xxSqdSA2+1WZmZmjkql0sd6PhKJPGEYBgcCgd3NzU0fQuju9vb2o0AgsMswDI5EIk/02mKx+Mn09HTe7XYrqVSq/60mhUKB4jiu6PF4XuRyOVq/RAgNsiyrraysfL+8vPwDwzB4fX39G4wxUFWVCAaDT1mW1RBCd/U3uVyO9ng8MsdxxePj4y6MMaiRZbl5aWnpJ0VRbs7Pz0/abDaof+XW1pavvr6+1NjYeLKzs/PF2NhYqK+v7xcAACAI4j+O4762Wq3/RqNRn/7GZrNBnucnFUW5ubi4+LMsy80EAODXfD5Pz87Oelwu149GvtbW1hbb2tr+rq2tLZ+dndkXFhaGmpqa8vq92Wwu7+/vD+bzeXp8fDyo50mSzJIkeRCLxb5ECN2rqaZvPXw+31erq6sfvU+tUVOvd1ON3++/T5LkQSgUCkMIh41VHR0df0iS1K8oirUSiqIoVkmS+js7O3835iGEw6FQKEyS5IHf77//DvFHR0e9V4kPBoNPVVUljLK8QvzgFeJfcBxXLBQK1P+WsCAIU5Ik3REEYeo9JDzwzpxgjMHe3t7nlYZREISpSsMoCMKUcRh5nn/+ehgfGHGvtZXe3t5t3VZMJpN2enpKtbS0SBjjGoTQEIRwJJlMDlWzlYoGKUnSp6IojkIIR9Pp9EA1gzSbzRdGg6QoKnEVr2ITY1xcXHxotPrDw8Nb7e3tz3Srdzgcu9dZ/SvTmaA2I35LpQAAAABJRU5ErkJggg==)
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## Conclusion

Voilà ce qui conclut notre premier TP, j’espère qu’il vous a plu, même s’il est très limité pour le moment. Vous pouvez continuer à travailler dessus pour vous exercer et l’améliorer au fil du temps.

Nous y reviendrons au cours des prochains chapitres pour lui ajouter de nouvelles fonctionnali- tés.

Il serait possible de réaliser plusieurs tours de jeu en dupliquant la partie de code dédiée autant de fois que l’on voudrait voir de tours, mais ce n’est pas une bonne pratique. Nous verrons par la suite comment faire cela proprement.

## Contenu masqué

### Contenu masqué n°1

name1 = input('Entrez le nom du 1er joueur : ').capitalize() pv1 = int(input('Et son nombre de PV : '))

name2 = input('Entrez le nom du 2ème joueur : ').capitalize() pv2 = int(input('Et son nombre de PV : '))

**print**()

message = name1 + ' (' + str(pv1) + ' PV) affronte ' + name2 + ' (' + str(pv2) + ' PV)'

**print**('+' \* (len(message)+**4**)) **print**('+', message, '+') **print**('+' \* (len(message)+**4**))
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* La méthode capitalize, appliquée directement sur le retour d’input nous permet de transformer un 'pytachu' entré en 'Pythachu'.
* Les points de vie sont convertis en nombres à l’aide d’appels à int.
* print peut s’utiliser sans arguments pour juste afficher une ligne vide et séparer les informations les unes des autres.
* Pour l’affichage du cadre, on commence par forger une variable message qui contient le message à afficher. Ça se fait aisément à l’aide de concaténations (+) entre nos différents bouts de texte.
* À partir de la taille du message, on peut alors afficher les lignes haute et basse du cadre. Mais attention : avec les marges, elles comprennent 4 caractères de plus que le message.
* Enfin, pour l’affichage du message à proprement parler, on peut juste utiliser les différents arguments de print, sans concaténation.

### Contenu masqué n°2
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msg1 += \* (max\_size - len(msg1)) msg2 += \* (max\_size - len(msg2))

att1 = int(input(name1 + ', combien de PV infligez-vous à ' + name2 + ' ? '))

**print**()

pv2 -= att1

msg1 = name1 + ' attaque ' + name2 + ' qui perd ' + str(att1) + ' PV'

msg2 = name2 + ' a maintenant ' + str(pv2) + ' PV' max\_size = max(len(msg1), len(msg2))

' '

' '

11 **print**('+' \* (max\_size+**4**)) 12 **print**('+', msg1, '+')

13 **print**('+', msg2, '+')

14 **print**('+' \* (max\_size+**4**)) 15

16 **print**() 17

18 att2 = int(input(name2 + ', combien de PV infligez-vous à ' + name1 + ' ? '))

19

20 **print**() 21

1. pv1 -= att2
2. msg1 = name2 + ' attaque ' + name1 + ' qui perd ' + str(att2) + ' PV'
3. msg2 = name1 + ' a maintenant ' + str(pv1) + ' PV'
4. max\_size = max(len(msg1), len(msg2))
5. msg1 +=

'+'

'+'

' '

' '

1. msg2 +=
2. **print**(

* (max\_size - len(msg1))
* (max\_size - len(msg2))
* (max\_size+**4**))

1. **print**( , msg1, '+')

30 **print**('+', msg2, '+')

31 **print**('+' \* (max\_size+**4**)) 32

33 **print**() 34

1. msg1 = 'Résulat du combat :'
2. msg2 = name1 +

' PV'

' PV'

' a '

' a '

1. msg3 = name2 +

+ str(pv1) +

+ str(pv2) +

1. max\_size = max(len(msg1), len(msg2), len(msg3))
2. msg1 +=

'+'

'+'

' '

' '

' '

1. msg2 +=
2. msg3 +=
3. **print**(

* (max\_size - len(msg1))
* (max\_size - len(msg2))
* (max\_size - len(msg3))
* (max\_size+**4**))

1. **print**( , msg1, '+')
2. **print**('+', msg2,
3. **print**('+', msg3,

'+')

'+')

1. **print**('+' \* (max\_size+**4**))
   * On appelle input avec un message formaté à l’aide de concaténations, on prend soin d’en convertir le retour en int.
   * Ce nombre de dégâts est ensuite utilisé pour décrémenter les PV de l’ennemi.
   * Pour l’affichage du cadre, celui-ci contient maintenant deux lignes différentes. Il faut alors calculer la taille maximale (max\_size) à l’aide de la fonction max pour connaître la taille des lignes haute et basse.
   * La longueur maximale sert aussi à calculer les marges pour que nos deux lignes s’intègrent correctement dans le cadre, en ajoutant autant d’espaces que besoin. On n’a pas peur pour cela de multiplier notre chaîne ' ' par un nombre négatif.
   * On remarque pas mal de répétitions dans le code, ce n’est pas idéal et on verra comment y remédier dans un prochain chapitre.
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# Troisième partie

**Des programmes moins déterminés**

# Introduction

Interagir avec l’utilisateur, c’est bien, mais il serait encore mieux de pouvoir réagir différemment suivant ce qui est entré. C’est pourquoi nous allons maintenant voir comment rendre l’exécution de nos programmes moins linéaire.

# Les conditions (if/elif/else)

## Introduction

Une première étape pour aller vers plus d’interactivité est d’ajouter à notre programme des conditions. Les conditions vont nous permettre d’effectuer une action ou un autre suivant la valeur d’une expression. Par exemple «affiche ”gagné” si l’utilisateur a entré le bon nombre».

## Test d’égalité

Nous avons vu différents opérateurs arithmétiques mais il est maintenant temps de nous intéresser à une nouvelle catégorie : les opérateurs de comparaison. À commencer par l’opérateur d’égalité, noté ==.

Cet opérateur appliqué à deux valeurs renvoie un état vrai (True) ou faux (False) indiquant si les valeurs sont égales ou non.

|  |  |
| --- | --- |
| 1 | **>>> 1** == **1** |
| 2 | True |
| 3 | **>>> 1** == **2** |
| 4 | False |
| 5 | **>>> 2** == **2** |
| 6 | True |

Le test d’égalité fonctionne pour tous les types de données et quelles que soient les expressions.

|  |  |
| --- | --- |
| 1 | **>>> 3** + **5** == **2** \* **4** |
| 2 | True |
| 3 | **>>>** word = 'abc' |
| 4 | **>>>** word == 'ab' + 'c' |
| 5 | True |
| 6 | **>>>** word == 'ab' + 'cd' |
| 7 | False |

**!** Attention cependant aux comparaisons avec des flottants. Si vous vous souvenez, on avait vu que les nombres flottants pouvaient comporter des erreurs d’arrondis.

Il peut ainsi arriver qu’une égalité entre flottants que l’on pense vraie ne le soit en fait pas, en raison de ces arrondis.

|  |  |
| --- | --- |
| 1 | **>>> 0.1** + **0.2** == **0.3** |
| 2 | False |
| 3 | **>>> 0.1** + **0.2** == **0.30000000000000004** |
| 4 | True |

Il est aussi possible de comparer des valeurs de types différents, mais le résultat sera souvent faux car des valeurs de types différents sont généralement considérées comme différentes (exception faite pour les nombres entiers et flottants).

**!**

De manière générale, évitez donc les tests d’égalité entre nombres flottants, nous verrons dans un prochain chapitre ce que l’on peut faire à la place.

|  |  |
| --- | --- |
| 1 | **>>>** word == **2** |
| 2 | False |
| 3 | **>>>** '2' == **2** |
| 4 | False |
| 5 | **>>> 2.0** == **2** |
| 6 | True |

Ainsi l’objectif est maintenant d’exécuter une action uniquement si un test d’égalité (une condition) est vérifié, c’est là qu’interviennent les blocs conditionnels !

## Bloc conditionnel

Une condition en Python correspond à un bloc if, traduction anglaise du mot «si». Un bloc est un élément de syntaxe que nous n’avons pas encore vu jusqu’ici : il s’agit de plusieurs lignes de code réunies au sein d’une même entité logique.

Un bloc conditionnel est introduit à l’aide du mot-clé if suivi d’une expression et d’un signe :. Le contenu du bloc est constituté des lignes qui suivent, qui doivent être indentées par rapport à l’ouverture du bloc, c’est-à-dire décalées vers la droite avec des espaces pour les démarquer. On utilise conventionnellement 4 espaces.

Le contenu du bloc ne sera exécuté que si l’expression du if est évaluée à «vrai» (True).
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**if 2** == **2**:

**print**('> Nous sommes dans le bloc conditionnel')

**print**('> Ici encore')

**print**('Nous sommes en dehors du bloc')

Ainsi le code précédent se lit :

* Si 2 est égal à 2, afficher «Nous sommes dans le bloc conditionnel» et «Ici encore».
* Dans tous les cas afficher «Nous sommes en dehors du bloc».

Et s’exécute comme suit.

|  |  |
| --- | --- |
| 1 | * Nous sommes dans le bloc conditionnel |
| 2 | * Ici encore |
| 3 | Nous sommes en dehors de tout bloc |

Listing 6 – Exécution du programme

Comme on le voit, un bloc prend fin dès la première ligne qui n’est pas indentée.

**!**

Pour cet exemple comme pour ceux qui suivront, je vous conseille d’utiliser un fichier Python plutôt que l’interpréteur interactif qui gère assez mal les problématiques d’indentation. J’y reviens juste après.

Lorsque la condition est fausse, le contenu du bloc if n’est jamais exécuté et on passe directement à la suite du programme.
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**if 1** == **2**:

**print**("Cette ligne n'est jamais exécutée")

**print**('Cette ligne est en dehors du bloc')

Qui donne à l’exécution :

Cette ligne est en dehors du bloc

1

Listing 7 – Exécution du programme

Mais les exemples qui précèdent ont peu d’intérêt car les conditions sont fixées et ont donc toujours la même valeur. Il pourrait être intéressant par exemple d’intéragir avec l’utilisateur à l’aide d’un input.
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nbr = int(input('Devinez le nombre secret : '))

**if** nbr == **42**:

**print**('Bravo, vous avez trouvez le nombre mystère !')

**print**('Relancez le programme pour une nouvelle partie')

On peut alors exécuter le programme plusieurs fois pour tester nos réponses, et avoir une exécution différente selon ce que l’on saisit.

|  |  |
| --- | --- |
| 1 | Devinez le nombre secret : 10 |
| 2 | Relancez le programme pour une nouvelle partie |

Listing 8 – Première exécution

|  |  |
| --- | --- |
| 1 | Devinez le nombre secret : 42 |
| 2 | Bravo, vous avez trouvez le nombre mystère ! |
| 3 | Relancez le programme pour une nouvelle partie |

Listing 9 – Seconde exécution

### Interpréteur interactif

L’interpréteur interactif peut parfois poser problème quand on utilise des blocs. Il demande en effet de laisser une ligne vide après chaque bloc (ce qui n’est pas nécessaire autrement), sans quoi vous obtiendrez une erreur de syntaxe.

File "<stdin>", line **3 print**('Fin')

^

SyntaxError: invalid syntax

**print**('Gagné')

**... print**('Fin')

**...**

**>>> if 2** == **2**:

1

2

3

4

5

6

7

On remarque cela aux caractères utilisés par le prompt : quand nous sommes en dehors de tout bloc, les caractères >> sont utilisés. Mais une fois dans un bloc, ce prompt se transforme en

..., signifiant que l’interpréteur attend d’autres lignes à ajouter au bloc.

Tout ce qui est tapé derrière un ... est donc considéré par l’interpréteur interactif comme appartenant toujours au même bloc, ce qui provoque une erreur de syntaxe lorsque l’indentation est absente.

Une ligne vide permet de demander à l’interpréteur de sortir du bloc, qui serait alors exécuté immédiatement avant de passer à la suite.
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**print**('Gagné')

Gagné

**>>> print**('Fin') Fin

**...**

**...**

**>>> if 2** == **2**:

Dans un fichier, la première syntaxe est parfaitement valide, puisque ce sont les tabulations uniquement qui délimitent les blocs.
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**if 2** == **2**:

**print**('Gagné') **print**('Fin')

De la même manière, il est impossible d’avoir une ligne vide au milieu d’un bloc conditionnel dans l’interpréteur interactif, alors que cette syntaxe est valide en Python.

**if 2** == **2**:

**print**('Gagné')

**print**('Tu es trop fort')

1

2

3

4

***i***

Ces limitations peuvent être très gênantes et c’est pourquoi l’interpréteur interactif est déconseillé pour des codes complexes. Il reste toutefois très utile pour tester rapidement un petit bout de code.

### Blocs sur une ligne

Il faut relever une exception au fait que le contenu d’un bloc conditionnel soit toujours indenté. Si un bloc se compose d’une seule ligne, il est possible de faire suivre cette ligne directement après le : du if, sans retour à la ligne ni indentation.

**if** nbr == **42**: **print**('Bravo, vous avez trouvez le nombre !')

1

Cette forme est à déconseiller car elle fait perdre en lisibilité, mais elle reste néanmoins utile pour des cas particuliers comme une vérification rapide avec python -c.

|  |  |
| --- | --- |
| 1 | % python -c "if 2 \* 21 == 42: print('Bravo')" |
| 2 | Bravo |

## Et sinon ?

Nous avons vu quoi faire quand une condition était vraie, mais ce n’est pas le seul cas qui nous intéresse. Une condtion est en effet soit vraie soit fausse, et un traitement particulier doit pouvoir être apporté à ce deuxième cas de figure.

Python fournit pour cela le bloc else («sinon») qui se place directement après un bloc if. Aucune expression n’est nécessaire derrière le mot-clé else (pas de condition à préciser), le signe : reste néanmoins obligatoire pour introduire le bloc.

Le contenu du bloc else sera exécuté si et seulement si la condition du if est fausse.
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secret = **42**

nbr = int(input('Devinez le nombre secret : '))

**if** nbr == secret:

**print**('Bravo, vous avez trouvez le nombre !')

**else**:

**print**('Perdu, le nombre était', secret)

**print**('Relancez le programme pour une nouvelle partie')

9

Le programme précédent se lit comme suit :

Le joueur entre un nombre.

* Si le nombre est égal à 42, afficher «Bravo […]».
* Sinon, afficher «Perdu […]».

Dans tous les cas, afficher «Relancez le programme […]».

Avec nos blocs conditionnels nous avons chaque fois deux issues : soit la condition du if est vraie et nous entrons dans son bloc, soit elle est fausse et c’est le bloc else qui est exécuté. Il est en fait possible d’avoir plus d’options que cela en combinant plusieurs conditions, c’est-à-dire en testant une seconde condition quand la première est fausse. Plutôt que d’avoir un simple «si

/ sinon» nous pourrions avoir «si / sinon si / sinon».

Ce «sinon si» prend la forme du mot-clé elif (contraction de «else if» en anglais), qui s’utilise donc suivi d’une nouvelle expression conditionnelle.
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secret = **42**

nbr = int(input('Devinez le nombre secret : '))

**if** nbr == secret:

**print**('Bravo, vous avez trouvez le nombre !')

**elif** nbr == secret - **1**: **print**('Un peu plus...')

**else**:

**print**('Perdu, le nombre était', secret)

**print**('Relancez le programme pour une nouvelle partie')

Ainsi, dans le cas où nbr vaut secret nous afficherons «Bravo», s’il vaut secret - 1 nous obtiendrons «Un peu plus» et nous aurons «Perdu» dans tous les autres cas.

Une structure conditionnelle peut contenir autant de blocs elif que nécessaire (contrairement au else qui ne peut être présent qu’une fois), pour tester différentes conditions à la suite.
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secret = **42**

nbr = int(input('Devinez le nombre secret : '))

**if** nbr == secret:

**print**('Bravo, vous avez trouvez le nombre !')

**elif** nbr == secret - **1**: **print**('Un peu plus...')

**elif** nbr == secret + **1**: **print**('Un peu moins...')

**else**:

**print**('Perdu, le nombre était', secret)

**print**('Relancez le programme pour une nouvelle partie')

Il faut bien noter qu’un bloc elif dépend du if et des autres elif qui le précèdent, son contenu ne sera donc exécuté que si toutes les conditions précédentes se sont révélées fausses. if étant le mot-clé qui introduit une structure conditionnelle, il doit être placé avant les elif / else. De même, else terminant cette structure, il se place à la suite de tous les elif. elif et else restent bien sûr optionnels, un bloc conditionnel peut ne contenir qu’un simple if. On peut aussi imaginer un if suivi de elif mais sans else.
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secret = 'p4ssw0rd'

password = input('Entrez le mot de passe : ')

**if** password == '':

**print**('Veuillez saisir un mot de passe valide')

**elif** password == secret:

**print**('Authentification réussie')

## Structures multiples

### Enchaînement

Les exemples présents dans les sections qui précèdent montraient des structures conditionnelles seules : chacune est introduite par un if, peut comporter plusieurs clauses elif et peut être terminée par un else.

Mais dans un programme il est généralement nécessaire de tester différentes conditions et donc d’avoir plusieurs structures conditionnelles, c’est-à-dire plusieurs if.

Dans un fichier, on placera donc les blocs conditionnels les uns à la suite des autres, et Python comprendra qu’il s’agit d’une nouvelle structure chaque fois qu’il verra un if.

1

2

3

4

5

6

7

8

9

10

user = input("Entrez le nom d'utilisateur: ") password = intput("Entrez le mot de passe: ")

**if** user == 'admin':

**print**("Le compte administrateur est désactivé")

**if** password == '1234':

**print**("Mot de passe trop faible")

**elif** password == '4321':

**print**("C'est pas mieux")

Dans le code précédent, les deux structures conditionnelles sont indépendantes l’une de l’autre. Le deuxième if / elif est exécuté quelle que soit l’issue du premier if.

Il se lit de la manière suivante :

L’utilisateur entre un nom et un mot de passe.

* Si le nom d’utilisateur est «admin», afficher «Le compte administrateur est désactivé.»
* Si le mot de passe est «1234», afficher «Mot de passe trop faible».
* Sinon, si le mot de passe est «4321», afficher «C’est pas mieux».

Et comme on le voit, le elif se rapporte toujours au if qui le précède directement, il en est de même pour else.

**!**

Encore une fois, attention aux exemples de code qui pourraient ne pas fonctionner dans l’interpréteur interactif. Ce dernier demandera toujours de laisser une ligne vide entre deux blocs conditionnels distincts.

### Imbrication

Une autre manière de combiner plusieurs blocs conditionnels consiste à les imbriquer / emboîter. Il est effectivement courant au sein d’un bloc if de vouloir tester une nouvelle condition pour effectuer un traitement particulier.

Pour rappel, Python délimite les blocs de code par leur indentation, c’est-à-dire les 4 espaces laissées en début de ligne. Quand il n’y a qu’un seul bloc, on ne constate qu’un niveau d’indentation.

Mais pour imbriquer une nouvelle condition sous une autre, il va nous falloir passer au niveau d’indentation suivant en ajoutant encore 4 espaces. Ainsi, Python compte le nombre d’espaces présentes en début de ligne pour déterminer dans quel bloc il se trouve.

Cela nous donne aussi une démarcation visuelle pour bien voir comment s’agencent nos blocs conditionnels.
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quit = input('Voulez vous quitter le programme (oui/non) ? ')

**if** quit == 'oui':

confirm = input('Vous êtes sûr (oui/non) ? ')

**if** confirm == 'oui':

**print**('Fermeture en cours...')

**else**:

**print**('Décidez-vous !')

**else**:

**print**('Ok, on continue.')

Je vous invite à recopier le code qui précède dans un fichier et à l’exécuter en testant les 3 combinaisons possibles. On constate bien que la condition sur confirm n’est exécutée que lorsque quit vaut «oui», et que les else sont indentés au même niveau que les if auxquels ils se rapportent.
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Voulez vous quitter le programme (oui/non) ? oui Vous êtes sûr (oui/non) ? non

Décidez-vous !

Listing 10 – Exécution du programme

# Expressions booléennes

## Introduction

Au chapitre précédent nous avons appris à créer des conditions basées sur l’égalité entre deux valeurs. Mais l’égalité n’est pas l’unique opération conditionnelle possible et c’est ce que nous allons voir maintenant.

## Opérations booléennes

### Vocabulaire

Pour rappel, un test d’égalité peut s’évaluer à True (vrai) ou False (faux). Il s’agit de deux valeurs qui forment un nouveau type de données, le type booléen (bool en Python).

Ce nom provient de George Boole qui a introduit ce concept d’une valeur ne pouvant avoir que deux états, vrai ou faux.

C’est pourquoi on parle généralement d’opération ou d’expression booléenne pour qualifier une expression s’évaluant en un booléen.

Derrière les structures conditionnelles se cache aussi la notion de prédicat. C’est le nom que l’on donne à l’expression booléenne qui conditionne la suite de l’exécution du bloc.

Typiquement, un prédicat peut correspondre à une vérification d’une entrée utilisateur, pour s’assurer qu’un mot de passe est correct ou qu’un nombre se situe bien dans un certain intervalle.

### Opérateurs

Outre l’égalité (==), plusieurs opérateurs de comparaison permettent d’obtenir des booléens. On trouve ainsi l’opérateur de différence, !=, qui teste si deux valeurs sont différentes l’une de l’autre.

Cet opérateur s’utilise de la même manière que l’égalité, sur des valeurs de tous types.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>> 1** | != | **1** |
| 2 | False |  |  |
| 3 | **>>> 1** | != | **2** |
| 4 | True |  |  |
| 5 | **>>> 1** | != | 'abc' |
| 6 | True |  |  |
| 7 | **>>> 1** | != | '1' |
| 8 | True |  |  |

Sont aussi présents les opérateurs d’inégalités < et > pour tester les relations d’ordre :

* a < b teste si a est strictement inférieur à b ;
* a > b teste si a est strictement supérieur à b.
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**>>> 1** < **2**

True

**>>> 1** > **2**

False

Cette fois-ci l’opération n’est possible qu’entre deux valeurs compatibles, c’est-à-dire ordonnables l’une par rapport à l’autre. Ce qui est par exemple le cas des entiers et des flottants.
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**>>> 5** < **5.1**

True

**>>> 1.9** > **3**

False

Les chaînes de caractères sont ordonnables les unes par rapport aux autres, selon un ordre appelé «ordre lexicographique», une extension au classique ordre alphabétique.

Il est ainsi possible de tester les inégalités entre deux chaînes de caractères.
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**>>>** 'renard' > 'loup' True

**>>>** 'loup' < 'lama' False

L’ordre lexicographique définit explicitement l’ordre de tous les caractères, selon la table unicode. Il faut savoir par exemple que bien que les lettres soient dans l’ordre alphabétique, les majuscules sont considérées comme inférieures aux minuscules, et les lettres accentuées supérieures aux autres.
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**>>>** 'Loup' < 'lama' True

**>>>** 'léopard' > 'loup' True

Il n’est en revanche pas possible de comparer un nombre avec une chaîne de caractères, car aucune relation d’ordre n’existe entre ces deux types.
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**>>> 5** > '4'

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: '>' not supported between instances of 'int' and 'str'

Enfin ces deux opérateurs possèdent des variantes <= et >= correspondant aux opérations

«inférieur ou égal» et «supérieur ou égal» en mathématiques.

|  |  |
| --- | --- |
| 1 | **>>> 1** < **1** |
| 2 | False |
| 3 | **>>> 1** <= **1** |
| 4 | True |
| 5 | **>>>** 'abc' <= 'abc' |
| 6 | True |

### Priorités des opérateurs

La priorité entre opérateurs ne concerne pas que les opérations arithmétiques, les opérateurs de comparaison sont eux aussi concernés. Tous ces opérateurs possèdent la même priorité, qui se situe juste en-dessous de l’addition. Ainsi, toutes les opérations arithmétiques sont prioritaires sur les opérations de comparaison.

On a donc 3 + 5 == 2 \* 4 qui est équivalent à (3 + 5) == (2 \* 4).

1

2

3

4

**>>> 3** + **5** == **2** \* **4**

True

**>>>** (**3** + **5**) == (**2** \* **4**)

True

Les opérations booléennes étant des expressions comme les autres, il est tout à fait possible d’en stocker le résultat dans des variables. Il est alors courant d’entourer l’expression de parenthèses pour bien la distinguer de l’opérateur = d’assignation.
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**>>>** equal = (**5** == **8**)

**>>>** equal False

**>>>** inferior = ('abc' < 'def')

**>>>** inferior True

## Booléens
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### Algèbre de Boole

L’opération la plus élémentaire est la négation logique («NON») qui se note not en Python. C’est un opérateur unaire (qui ne prend qu’un seul opérande), qui consiste à calculer l’inverse du booléen : True devient False et inversement.

|  |  |
| --- | --- |
| 1 | **>>> not** True |
| 2 | False |
| 3 | **>>> not** False |
| 4 | True |

Il est courant de représenter les opérations booléennes sous forme de tables de vérité. C’est-à-dire de présenter un tableau associant à chaque valeur le résultat de l’opération.

Voici donc la table de vérité de l’opérateur not :

|  |  |
| --- | --- |
| **a** | **not a** |
| True | False |
| False | True |

La négation d’une égalité est alors la même chose que la différence.
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**>>> not** 'abc' == 'def' True

**>>>** 'abc' != 'def' True

Mais il est aussi possible de combiner plusieurs booléens entre-eux, de différentes manières. La première est la conjonction («ET») qui permet de tester si deux valeurs sont vraies. Avec a et b deux booléens, l’expression «a ET b» est vraie si et seulement si a est vrai et que b l’est aussi.

En Python, cet opérateur binaire (à deux opérandes) se note and.
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**>>>** True **and** True True

**>>>** True **and** False False

**>>>** 'abc' == 'zzz' **and 3** > **0**

False

Et sa table de vérité est la suivante.

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a and b** |
| True | True | True |
| True | False | False |
| False | True | False |
| False | False | False |

Enfin, l’autre opération que l’on trouve en Python sur les booléens est la disjonction («OU», soit or en Python). L’expression «a OU B» étant vraie si a est vrai ou que b l’est.

|  |  |
| --- | --- |
| 1 | **>>>** True **or** False |
| 2 | True |
| 3 | **>>>** False **or** False |
| 4 | False |
| 5 | **>>>** 'abc' == 'zzz' **or 3** > **0** |
| 6 | True |

On note que le «OU» est inclusif, ce qui peut se différencier de l’usage courant.

En effet quand on dit «a OU b» on a tendance à imaginer que c’est soit l’un soit l’autre (exclusif) mais pas les deux. En informatique on considère que «a OU b» est vraie aussi si a et b sont vrais.

|  |  |
| --- | --- |
| 1 | **>>>** True **or** True |
| 2 | True |

Voici donc la table de vérité du or.

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a or b** |
| True | True | True |
| True | False | True |
| False | True | True |
| False | False | False |

Ces opérateurs sont bien sûr composables les uns avec les autres pour former des expressions plus complexes. On utilisera généralement des parenthèses pour isoler les différentes opérations et ne pas avoir à se soucier de leur priorité (voir plus loin).

|  |  |
| --- | --- |
| 1 | **>>>** (True **or** False) **and not** (True **and** False) |
| 2 | True |

### Conditions et priorités

Ces trois opérateurs peuvent donc s’utiliser au sein d’expressions booléennes pour introduire des blocs conditionnels et ainsi combiner en une seule clause plusieurs sous-conditions.
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username = input("Nom d'utilisateur : ") password = input("Mot de passe : ")

**if** username == 'admin' **and** password == 'nimda':

**print**('Vous êtes connecté')

**else**:

**print**('Échec de la connexion')

Il est à noter que and, or et not sont les opérateurs en Python ayant la plus faible priorité. Plus faible encore que les opérateurs de comparaison (==, !=, etc.).

C’est pourquoi l’expression dans le code qui précède est équivalente à (username == 'admin')

and (password == 'nimda').

Aussi, not est prioritaire sur and qui est lui-même prioritaire sur or, comme on peut le voir dans le code suivant.
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**>>> not** True **and** False False

**>>>** True **or** True **and** False True

Mais ce comportement peut différer d’un langage de programmation à un autre, c’est pourquoi on utilisera toujours des parenthèses autour des sous-expressions booléennes combinant ces différents opérateurs, pour plus de clarté.
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**>>>** (**not** True) **and** False False

**>>>** True **or** (True **and** False) True

### Conversions implicites et explicites

Bien que nous n’ayons pour le moment utilisé de blocs if qu’avec des expressions booléennes, il faut savoir que ceux-ci acceptent n’importe quelle expression, par exemple ici avec un int.

Ça marche

**...**

**...**

**>>> if 5** + **3** \* **4**:
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**print**('Ça marche')

En fait, toute valeur Python est implicitement convertible en booléen, et c’est cette conversion qu’opère Python sur les expressions qu’il rencontre dans un bloc conditionnel.

Ainsi, le nombre zéro (0 ou 0.0) et la chaîne vide ('') s’évaluent à False. Alors que tous les autres nombres (même négatifs) et chaînes de caractères s’évaluent à True

Cette facilité permet de simplifier certaines conditions, comme pour tester si une chaîne entrée n’est pas vide.
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name = input('Bonjour, qui est tu ? ')

**if** name:

**print**('Bonjour', name)

**else**:

**print**('Erreur de saisie')

Dans cet exemple, if name: est équivalent à if name != '', car une chaîne vide s’évaluera

toujours à False. On préférera donc généralement utiliser cette version raccourcie plutôt

qu’ajouter une comparaison inutile.

Il reste bien sûr possible—quand cela est nécessaire—de convertir explicitement une valeur en booléen, en utilisant le type bool comme une fonction sur la valeur que l’on souhaite convertir. La conversion se fera selon les mêmes règles que celles décrites au-dessus.
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**>>>** bool('hello') True

**>>>** bool('') False

**>>>** bool(-**5.8**) True

**>>>** bool(**0**) False

De la même manière, il n’est pas utile de comparer un booléen à True ou False dans une condition, ce qui ne fait que rallonger l’expression sans y apporter plus de sens. Avec result le

résultat d’une opération boo if result: ... et jamais Et on écrira if not resul

if result == False: ...

t: ... plutôt que

result = (name == 'admin')

léenne (

if result == True: ...

### Comparaisons chaînées

), on écrira donc simplement

.

.

Les opérateurs de comparaison que l’on a vus peuvent s’enchaîner afin de créer plus facilement des opérations booléennes entre plusieurs valeurs.

temp < 100.

Par exemple, si l’on souhaite tester l’égalité entre trois valeurs a, b et c, on pourra écrire a == b == c plutôt que a == b and b == c.
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**>>> 10** == **10** == **10**

True

**>>> 10** == **10** == **5**

False

Ou encore pour tester une inégalité, 0 < temp < 100 est plus simple à lire que 0 < temp and
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**>>> 0** < **25** < **100**

True

**>>> 0** < -**25** < **100**

False

**>>> 0** < **125** < **100**

False

# TP : Ajoutons des conditions à notre jeu

## Introduction

Ces blocs conditionnels vont nous être d’une grande aide dans le développement de notre jeu de combat au tour par tour, puisque nous allons pouvoir avoir un programme vraiment interactif. Il sera alors possible de réagir différemment suivant les données saisies par l’utilisateur. Et pour commencer, nous allons introduire un choix d’attaque, chaque attaque ayant un nombre de dégâts infligés différent.

## Proposer plusieurs attaques

L’idée maintenant va donc être d’avoir un nombre de dégâts pour chaque attaque, et de proposer à l’utilisateur l’une ou l’autre des attaques.

Ce qu’on voudrait c’est afficher une sorte de menu proposant les différentes attaques. Par exemple on pourrait utiliser le message suivant lors de l’input :

|  |  |
| --- | --- |
| 1 | Quelle attaque voulez-vous utiliser ? |
| 2 | 1. Charge (-20 PV) |
| 3 | 2. Tonnerre (-50 PV) |

Une condition permettrait ensuite de savoir quelle attaque a été choisie ('1' ou '2') et d’agir en conséquence en infligeant les dégâts à l’adversaire.

En bonus on pourrait même autoriser d’entrer le nom de l’attaque plutôt que son numéro, je vous laisse y réfléchir.

Notre jeu ne comporte encore qu’un seul tour, mais on pourrait aussi conclure la fin du tour en annonçant le vainqueur, à l’aide d’une condition sur le nombre de PV..

## Solution

J’ai ici volontairement allégé le programme par rapport à la solution du précédent TP, en retirant tout ce qui avait trait au formatage des chaînes de caractères. Mais n’hésitez pas à reprendre votre programme précédent pour le compléter avec ces nouvelles fonctionnalités.

Et à l’utilisation, on a bien un programme de combat un peu plus dynamique.
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[Contenu masqué n°3](#_bookmark119)

Entrez le nom du 1er joueur : Pythachu Et son nombre de PV : 100

Entrez le nom du 2ème joueur : Ponytha Et son nombre de PV : 100

Pythachu affronte Ponytha

Pythachu quelle attaque voulez-vous utiliser ?

1. Charge (-20 PV)
2. Tonnerre (-50 PV)

> 2

Pythachu attaque Ponytha qui perd 50 PV Ponytha quelle attaque voulez-vous utiliser ?

1. Charge (-20 PV)
2. Tonnerre (-50 PV)

* Charge

Ponytha attaque Pythachu qui perd 20 PV Pythachu remporte le combat
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Mais il est difficile avec le code actuel d’ajouter de nouvelles attaques et l’on voit encore beaucoup de répétitions dans ce code. Pas d’inquiétudes, nous corrigerons tout cela dans les chapitres qui viennent.

## Contenu masqué

### Contenu masqué n°3

name1 = input('Entrez le nom du 1er joueur : ').capitalize() pv1 = int(input('Et son nombre de PV : '))

name2 = input('Entrez le nom du 2ème joueur : ').capitalize() pv2 = int(input('Et son nombre de PV : '))

**print**()

**print**(name1, 'affronte', name2)

**print**()

menu = '''quelle attaque voulez-vous utiliser ? 1. Charge (-20 PV)

2. Tonnerre (-50 PV)''' # Joueur 1

**print**(name1, menu)

att1 = input('> ').lower()
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1. **if** att1 == '1' **or** att1 == 'charge':
2. damages = **20**
3. **elif** att1 == '2' **or** att1 == 'tonnerre':
4. damages = **50**
5. **else**:
6. **print**('Erreur de saisie')
7. damages = **0**

27

1. pv2 -= damages
2. **print**(name1, 'attaque', name2, 'qui perd', damages, 'PV') 30

31 # Joueur 2 32

1. **print**(name2, menu)
2. att2 = input('> ').lower() 35
3. **if** att2 == '1' **or** att2 == 'charge':
4. damages = **20**
5. **elif** att2 == '2' **or** att2 == 'tonnerre':
6. damages = **50**
7. **else**:
8. **print**('Erreur de saisie')
9. damages = **0**

43

1. pv1 -= damages
2. **print**(name2, 'attaque', name1, 'qui perd', damages, 'PV') 46
3. **if** pv1 == pv2:
4. **print**('Match nul')
5. **elif** pv1 > pv2:
6. **print**(name1, 'remporte le combat')
7. **else**:
8. **print**(name2, 'remporte le combat')

[Retourner au texte.](#_bookmark117)

# Les listes

## Introduction

Place à présent à un nouveau type de données, les listes, qui vont nous permettre de construire des valeurs plus complexes. Les listes vont en effet nous servir à composer plusieurs valeurs en une seule.

## Des séquences de valeurs

Une liste en Python peut être vue comme une séquence de valeurs. Imaginez une simple ligne de tableau avec des cases, chaque case contenant une valeur.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **5** | **3** | **2** | **8** | **6** | **7** | **3** |

Ceci est la représentation d’une liste de 7 nombres entiers. On la noterait en Python de la manière suivante :

numbers = [**5**, **3**, **2**, **8**, **6**, **7**, **3**]

1

On utilise donc des crochets pour délimiter la liste, et des virgules pour séparer les valeurs les unes des autres.

Chaque case de la liste est associée à une position (ou **index**). Ainsi la case en première position contient la valeur 5, celle en deuxième position contient la valeur 3, etc. L’ordre des éléments dans une liste est donc important, et celui-ci est libre (mes valeurs n’ont par exemple pas besoin d’être rangées en ordre croissant).

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | [**1**, **2**, | **3**] |
| 2 | [1, | 2, 3] |  |
| 3 | **>>>** | [**2**, **3**, | **1**] |
| 4 | [2, | 3, 1] |  |

On note que la case en septième (dernière) position contient aussi la valeur 3. Une même valeur peut être présente dans la liste à plusieurs positions.

La liste peut être vue comme une généralisation des chaînes de caractères : là où la chaîne est une séquence de caractères, la liste peut contenir des valeurs de tous types. L’exemple précédent ne montre qu’une liste composée de nombres entiers (int), mais n’importe quelle valeur peut être contenue dans une liste.

|  |  |
| --- | --- |
| 1 | **>>>** ['abc', 'def'] |
| 2 | ['abc', 'def'] |
| 3 | **>>>** [**4.5**, **1.8**, -**3.2**] |
| 4 | [4.5, 1.8, -3.2] |

Il faut voir les listes comme des ensembles de valeurs distinctes les unes des autres mais qui forment un tout. Elles sont le reflet même des listes de la vie courante : une liste de courses, une liste d’élèves, une liste de notes, etc.

|  |  |
| --- | --- |
| 1 | courses = ['pain', 'œufs', 'lait', 'pâtes', 'tomates'] |
| 2 | eleves = ['Julie', 'Martin', 'Sami', 'Natacha'] |
| 3 | notes = [**12**, **9**, **16**, **13**] |

On peut aussi construire une liste composée de valeurs de types différents. On verra par la suite que l’important est d’avoir une manière unique de traiter l’ensemble des éléments.

|  |  |
| --- | --- |
| 1 | notes = [**12**, **8.5**, **16**, **12.5**] |
| 2 | items = ['salut', **42**, True, **1.5**] |

Une liste peut aussi ne contenir aucun élément (liste vide), on la définit alors à l’aide d’une simple paire de crochets [].

Un autre cas particulier est celui des listes contenant un seul élément, où la virgule est facultative puisqu’il n’y a pas de valeurs à séparer.

|  |  |
| --- | --- |
| 1 | **>>>** [] |
| 2 | [] |
| 3 | **>>>** [**4**] |
| 4 | [4] |
| 5 | **>>>** ['salut',] |
| 6 | ['salut'] |

Quand on initialise une liste avec beaucoup d’éléments, il arrive que la ligne de définition soit assez longue.

words = ['sur', 'zeste', 'de', 'savoir', 'vous', 'pouvez',

'trouver', 'des', 'contenus', 'sur', 'des', 'sujets', 'variés']

1

Il est alors intéressant d’aérer le tout pour que ça devienne plus lisible. Python permet d’effectuer des retours à la ligne dans la définition d’une liste, entre les valeurs.

Attention, un retour à la ligne ne remplace pas la virgule séparant les valeurs, qui reste obligatoire.

On prendra l’habitude d’indenter les valeurs par rapport à la ligne d’ouverture de la liste.

words = [

'sur',

'zeste',

'de',

'savoir',

'vous',

'pouvez', 'trouver', 'des', 'contenus', 'sur',

'des',

'sujets',

'variés',

]
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Seule la dernière virgule, puisque suivie d’aucune valeur, est facultative. Je la laisse par commodité et pour ne pas faire de différences entre les lignes.

Une liste se définit aussi par le nombre d’éléments qu’elle contient, sa taille. Cette taille sera amenée à évoluer au cours du déroulement du programme, la liste pouvant gagner ou perdre des éléments suivant certaines opérations.

## Opérations sur les listes

### Opérations élémentaires

Tout comme les chaînes de caractères, les listes possèdent donc une taille. Là encore, il est possible de connaître cette taille à l’aide d’un appel à la fonction len.

|  |  |
| --- | --- |
| 1 | **>>>** len(numbers) |
| 2 | 7 |
| 3 | **>>>** len(words) |
| 4 | 13 |

Comme pour les chaînes toujours, il est possible d’accéder aux éléments de la liste à l’aide de l’opérateur [] associé à une position. 0 correspondant à la première position, 1 à la deuxième, etc.
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**>>>** numbers[**4**] 6

**>>> print**(words[**8**]) contenus

Les index négatifs sont aussi acceptés.

|  |  |
| --- | --- |
| 1 | **>>>** words[-**2**] |
| 2 | 'sujets' |

On peut tester l’égalité entre deux listes à l’aide des opérateurs == et !=. Deux listes sont égales si elles contiennent les mêmes valeurs dans le même ordre.

True False True
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|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 **>>>** [**1**, | **2**, | **3**] | == | [**1**, | **2**, | **3**] |
| 3 **>>>** [**1**, | **2**, | **3**] | == | [**3**, | **2**, | **1**] |
| 5 **>>>** [**1**, | **2**, | **3**] | != | [**3**, | **2**, | **1**] |

Comme les chaînes de caractères, les listes sont aussi concaténables les unes aux autres, per- mettant de construire une grande liste en aggrégeant des plus petites. De même qu’elles sont concaténables par multiplication avec un nombre entier.
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**>>>** [**1**, **1**, **2**, **3**] + [**5**, **8**, **13**] + [**21**]

[1, 1, 2, 3, 5, 8, 13, 21]

**>>>** ['ab', 'cd'] \* **3**

['ab', 'cd', 'ab', 'cd', 'ab', 'cd']

En plus de ça, les listes possèdent aussi différentes méthodes, par exemple pour rechercher et compter les éléments :

— index renvoie la position d’une valeur dans la liste. Cette position correspond au premier élément trouvé (si la valeur est présente plusieurs fois), et la méthode produit une erreur si la valeur n’est pas trouvée.
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**>>>** numbers.index(**2**) 2

**>>>** numbers.index(**3**) 1

**>>>** numbers.index(**7**) 5

**>>>** numbers.index(**9**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: 9 is not in list

**>>>** words.index('savoir') 3

— count compte et renvoie le nombre d’occurrences d’un élément dans la liste (donc 0 si l’élément n’est pas présent).

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | numbers.count(**3**) |
| 2 | 2 |  |
| 3 | **>>>** | numbers.count(**8**) |
| 4 | 1 |  |
| 5 | **>>>** | numbers.count(**9**) |
| 6 | 0 |  |
| 7 | **>>>** | words.count('des') |
| 8 | 2 |  |

### Mutabilité

Les listes sont des objets dits mutables, c’est-à-dire modifiables, ce qui n’est pas le cas des autres types de données que nous avons vus jusqu’ici. En effet, sur les précédentes données que nous manipulions, leur valeur ne pouvait pas changer une fois qu’elles avaient été définies.

Nous pouvions redéfinir une variable vers une nouvelle valeur (a = 10; a += 1), mais la valeur en question restait inchangée (10 valait toujours 10).

Sur les listes, nous pouvons par exemple librement remplacer certains éléments par d’autres, grâce à l’opérateur d’indexation ([]) couplé à une affectation (=).

|  |  |
| --- | --- |
| 1 | **>>>** words = ['salut', 'les', 'amis'] |
| 2 | **>>>** words[**2**] = 'copains' |
| 3 | **>>>** words |
| 4 | ['salut', 'les', 'copains'] |

Ici c’est bien la valeur même de la liste qui a été modifiée : on a altéré son contenu pour remplacer un élément, mais words est toujours la même liste.

On peut mettre cet état de fait en évidence si l’on a deux variables qui référencent la même liste.

1

2

3

4

5

6

**>>>** numbers = copy = [**1**, **2**, **3**, **4**]

**>>>** numbers[**0**] = **10**

**>>>** numbers [10, 2, 3, 4]

**>>>** copy

[10, 2, 3, 4]

**!** C’est d’ailleurs un comportement qui est souvent perçu comme une erreur par les débutants, mais il faut bien comprendre que numbers et copy sont deux étiquettes sur une même liste. Ainsi, une modification de numbers est également une modification de copy.

>>> numbers = copy = [**1**, **2**, **3**, **4**]
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**!**

Figure III.4.1. – Deux étiquettes sur une même liste.

Figure III.4.2. – Les deux étiquettes sont affectées.

>>> numbers[**0**] = **10**

2

Nos listes étant modifiables, elles proposent aussi certaines opérations pour insérer ou supprimer des éléments.

La méthode append permet comme son nom l’indique d’ajouter un nouvel élément en fin de liste (à la dernière position), augmentant donc de 1 la taille de la liste.
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**>>>** letters = ['a', 'b', 'c', 'd']

**>>>** len(letters) 4

**>>>** letters.append('e')

**>>>** letters

['a', 'b', 'c', 'd', 'e']

**>>>** len(letters) 5

Plus généralement, on trouve la méthode insert qui permet d’insérer un élément à une position (un index) particulière dans la liste, décalant ainsi s’il y en a les éléments à sa droite d’un cran.
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**>>>** letters.insert(**0**, 'à')

**>>>** letters

['à', 'a', 'b', 'c', 'd', 'e']

**>>>** letters.insert(**6**, 'é')

**>>>** letters

['à', 'a', 'b', 'c', 'd', 'e', 'é']

|  |  |
| --- | --- |
| 7 | **>>>** letters.insert(**3**, 'ĉ') |
| 8 | **>>>** letters |
| 9 | ['à', 'a', 'b', 'ĉ', 'c', 'd', 'e', 'é'] |
| 10 | **>>>** letters.insert(-**2**, 'đ') |
| 11 | **>>>** letters |
| 12 | ['à', 'a', 'b', 'ĉ', 'c', 'd', 'đ', 'e', 'é'] |

Comme vous le voyez, les index négatifs sont aussi acceptés. Si la position est plus grande que la taille de la liste, la valeur sera insérée la fin. De même, la valeur sera insérée au début pour une position négative dépassant la limite.

|  |  |
| --- | --- |
| 1 | **>>>** letters.insert(**20**, 'f') |
| 2 | **>>>** letters |
| 3 | ['à', 'a', 'b', 'ĉ', 'c', 'd', 'đ', 'e', 'é', 'f'] |
| 4 | **>>>** letters.insert(-**50**, 'å') |
| 5 | **>>>** letters |
| 6 | ['å', 'à', 'a', 'b', 'ĉ', 'c', 'd', 'đ', 'e', 'é', 'f'] |

La méthode pop sert quant à elle à supprimer un élément de la liste. Utilisée sans argument, elle en supprimera le dernier élément. La méthode renvoie l’élément qui vient d’être supprimé, ce qui permet de le conserver dans une variable par exemple.
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**>>>** letters.pop() 'f'

**>>>** deleted = letters.pop()

**>>> print**(deleted, 'a été supprimée') é a été supprimée

**>>>** letters

['å', 'à', 'a', 'b', 'ĉ', 'c', 'd', 'đ', 'e']

Mais la méthode peut aussi être appelée avec une position en argument, pour supprimer une valeur à un index particulier.
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**>>>** letters.pop(**0**) 'å'

**>>>** letters

['à', 'a', 'b', 'ĉ', 'c', 'd', 'đ', 'e']

On notera aussi l’opérateur del permettant lui aussi de supprimer une valeur mais sans la renvoyer.
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**>>> del** letters[**3**]

**>>>** letters

['à', 'a', 'b', 'c', 'd', 'đ', 'e']

***i***

L’opérateur del est d’ailleurs un opérateur qui permet de supprimer une variable. del foo

revient à désaffecter la variable foo qui n’existe alors plus dans la suite du programme.

del ne supprime pas la valeur à proprement parler qui peut toujours être référencée par une autre variable.

**>>>** foo = bar = [**1**, **2**, **3**]

**>>> del** foo

**>>>** bar [1, 2, 3]
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**>>>** foo = 'abc'

**>>> del** foo

**>>>** foo

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'foo' is not defined
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### Slicing

Nous avons vu pour l’instant comment accéder facilement à un élément d’une liste à partir de son index, grâce à l’opérateur d’indexation ([]). Mais cet opérateur est plus puissant que cela et permet des utilisations plus avancées.

#### Obtenir une partie d’une liste

Il est en effet possible d’extraire plusieurs éléments en un seul appel, à l’aide d’une syntaxe particulière. Il s’agit de préciser entre les crochets une position de début et une position de fin, séparées par un signe :. On appelle cela le *slicing* (ou «découpage»).

La valeur renvoyée sera la liste des éléments compris entre ces deux positions (démarrant à la position de début et s’arrêtant juste avant la position de fin).
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**>>>** numbers = [**1**, **1**, **2**, **3**, **5**, **8**, **13**, **21**]

**>>>** numbers[**1**:**4**] [1, 2, 3]

**>>>** numbers[**0**:**7**]

[1, 1, 2, 3, 5, 8, 13]

On voit bien que numbers[1:4] nous renvoie la liste des éléments d’index compris entre 1 et 3 (inclus). Ces opérations n’affectent pas la liste d’origine qui reste inchangée.

|  |  |
| --- | --- |
| 1 | **>>>** numbers |
| 2 | [1, 1, 2, 3, 5, 8, 13, 21] |

Une fois de plus, il est possible d’utiliser des index négatifs pour se positionner à partir de la fin de la liste.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | numbers[-**5**:-**1**] |
| 2 | [3, | 5, 8, 13] |
| 3 | **>>>** | numbers[**1**:-**2**] |
| 4 | [1, | 2, 3, 5, 8] |

Une autre facilité est que l’on peut omettre la position de début ou la position de fin. Sans position de début on considère que l’on part du début de la liste (index 0) et sans fin que l’on va jusqu’à la fin (index len(numbers)).

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | numbers[**3**:] |
| 2 | [3, | 5, 8, 13, 21] |
| 3 | **>>>** | numbers[:-**3**] |
| 4 | [1, | 1, 2, 3, 5] |

Si l’on omet le début et la fin, on récupère une liste contenant tous les éléments de la liste d’origine.

|  |  |
| --- | --- |
| 1 | **>>>** numbers[:] |
| 2 | [1, 1, 2, 3, 5, 8, 13, 21] |

On peut enfin préciser une troisième valeur qui est le «pas» (par défaut de 1). Ce pas indique combien d’index on passe entre chaque élément. Un pas de 3 signifie que l’on ne considère qu’un élément sur 3.

Ainsi, [1:8:3] correspondra aux index 1, 4 et 7 (3 de différence entre chaque index)

|  |  |
| --- | --- |
| 1 | **>>>** numbers[**1**:**8**:**3**] |
| 2 | [1, 5, 21] |

Ou encore [::2] permettra d’extraire un élément sur deux de la liste initiale. En effet cela permet d’extraire l’élément d’index 0, puis 2, puis 4, etc.

|  |  |
| --- | --- |
| 1 | **>>>** numbers[::**2**] |
| 2 | [1, 2, 5, 13] |

Le pas est calculé à partir de l’index de départ, le résultat sera donc différent avec [1::2] qui considérera en premier l’élément d’index 1, puis 3, puis 5, etc.

|  |  |
| --- | --- |
| 1 | **>>>** numbers[**1**::**2**] |
| 2 | [1, 3, 8, 21] |

#### Modifier une partie d’une liste

Voilà pour ce qui est des accès en lecture, mais ces opérations sont aussi possibles pour la modification.

|  |  |
| --- | --- |
| 1 | **>>>** numbers[:**2**] = [**2**, **0**] |
| 2 | **>>>** numbers |
| 3 | [2, 0, 2, 3, 5, 8, 13, 21] |

La liste que l’on assigne n’a pas besoin de faire la même taille que le nombre d’éléments concernés par le *slicing*, ce qui peut alors modifier la longueur de la liste d’origine.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | numbers[-**1**:] = | [**21**, **34**, **55**] |
| 2 | **>>>** | numbers |  |
| 3 | [2, | 0, 2, 3, 5, 8, | 13, 21, 34, 55] |
| 4 | **>>>** | numbers[**1**:**5**] = | [] |
| 5 | **>>>** | numbers |  |
| 6 | [2, | 8, 13, 21, 34, | 55] |

Et ces opérations concernent aussi l’opérateur del.

|  |  |
| --- | --- |
| 1 | **>>> del** numbers[**1**:-**1**] |
| 2 | **>>>** numbers |
| 3 | [2, 55] |

Enfin, l’opération de *slicing* (en lecture seulement) est aussi disponible sur les chaînes de caractères, renvoyant donc une chaîne composée des caractères aux positions comprises dans l’intervalle..

|  |  |
| --- | --- |
| 1 | **>>>** 'pouetpouet'[**3**:-**2**] |
| 2 | 'etpou' |
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## Listes à plusieurs dimensions

Je présentais en introduction les listes comme des séquences, des lignes d’éléments. L’analogie est bonne, d’autant que nos listes précédentes ne contenaient que des types de données simples : nombres ou chaînes de caractères.

Mais les listes peuvent contenir toutes sortes de données, même des plus complexes comme… d’autres listes.

|  |  |
| --- | --- |
| 1 | >>> items = [1, 2, [3, [4]]] |
| 2 | >>> items |

**x'**

o'

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 3 | [1, | 2, | [3, | [4]]] |

Pour accéder aux éléments des sous-listes, on pourra simplement chaîner les opérateurs [].

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | items[**2**][**1**][**0**] |
| 2 | 4 |  |
| 3 | **>>>** | items[**2**][**0**] = **5** |
| 4 | **>>>** | items |
| 5 | [1, | 2, [5, [4]]] |

Quand une liste est composée uniquement de sous-listes, elle peut alors prendre la forme d’un tableau. Comme ici avec une liste représentant un plateau de morpion.

morpion = [

['x', ' ', ' '],

['o', 'o', ' '],

['x', ' ', ' '],

]

1

2

3

4

5

Que l’on peut représenter sous la forme du tableau suivant.

**'**

**'**

'o''

x''

'

'

'

'

'

'

**'**

**'**

**'**

Il s’agit ici d’un tableau à deux dimensions (lignes et colonnes). Mais les listes n’ont pas de limite et l’on pourrait alors voir d’autres subdivisions s’il y avait un niveau supplémentaire de listes.

### Problème de la multiplication

**?**

Je vous parlais de l’opérateur de multiplication des listes pour les concaténer, mais que se passe-t-il si on l’utilise sur des listes à plusieurs dimensions ?

Eh bien ça ne fonctionne pas comme prévu !

En effet cet opérateur ne crée pas de copies mais duplique les références à une même valeur. La même sous-liste est alors répétée plusieurs fois dans la liste, provoquant des comportements inattendus en cas de modifications.

|  |  |
| --- | --- |
| 1 | **>>>** grid = [[**1**, **2**, **3**]] \* **2** |
| 2 | **>>>** grid |
| 3 | [[1, 2, 3], [1, 2, 3]] |

|  |  |
| --- | --- |
| 4 | **>>>** grid[**0**].append(**4**) |
| 5 | **>>>** grid |
| 6 | [[1, 2, 3, 4], [1, 2, 3, 4]] |

Le code précédent étant en fait équivalent à :

|  |  |
| --- | --- |
| 1 | **>>>** line = [**1**, **2**, **3**] |
| 2 | **>>>** grid = [line, line] |
| 3 | **>>>** grid |
| 4 | [[1, 2, 3], [1, 2, 3]] |
| 5 | **>>>** line.append(**4**) |
| 6 | **>>>** grid |
| 7 | [[1, 2, 3, 4], [1, 2, 3, 4]] |
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Figure III.4.3. – Étiquettes dupliquées entre les lignes.

Ce comportement de duplication des références n’est pas propre aux listes multi-dimensionnelles. Un code tel que [0] \* 10 duplique aussi 10 fois la référence à la valeur 0, mais cela ne pose pas de problème particulier car les nombres ne sont pas des valeurs modifiables. Le comportement apparaît donc problématique dans le cas des sous-listes en raison de leur mutabilité.

Nous verrons dans le chapitre prochain comment contrer ce problème en construisant nos listes itérativement, en attendant je vous conseille de simplement ne pas utiliser la multiplication dans des cas comme celui-ci.

1

2

3

4

**>>>** grid = [[**1**, **2**, **3**], [**1**, **2**, **3**]]

**>>>** grid[**0**].append(**4**)

**>>>** grid

[[1, 2, 3, 4], [1, 2, 3]]

# Itérer sur nos listes avec des boucles for

## Introduction

On sait maintenant représenter une liste de valeurs. Mais vous pourrez me demander : quel intérêt de stocker 10 valeurs dans une liste plutôt que d’avoir 10 variables différentes ?

Et la réponse vient avec ce chapitre : grâce aux listes, on va pouvoir appliquer un même traitement sur toutes les valeurs, sans répéter de code.

## Le bloc for

Une liste possède donc un nombre «indéterminé» de valeurs—on connaît sa taille au moment de l’exécution mais pas quand on écrit le code. Pour réaliser un traitement (par exemple afficher un message) pour chacune des valeurs de la liste, il nous faudrait alors pouvoir la parcourir d’élément en élément.

En programmation ce genre de construction s’appelle une boucle, soit un bloc de code qui sera répété un certain nombre de fois. Ici un bloc exécuté pour chaque élément de notre liste.

On a pour cela en Python le bloc for qui permet de parcourir une liste, d’itérer sur ses éléments. Sa syntaxe est la suivante :

**for** element **in** values:

...

1

2

values étant ici notre liste, et element une variable qui sera successivement (à chaque tour de boucle) assignée à chaque élément de la liste.

for introduit un bloc, la ligne se termine donc par un : et est suivie d’un bloc indenté.

Nombre actuel : 1 Nombre actuel : 1 Nombre actuel : 2 Nombre actuel : 3 Nombre actuel : 5 Nombre actuel : 8 Nombre actuel : 13

**...**

**...**

**>>>** numbers = [**1**, **1**, **2**, **3**, **5**, **8**, **13**]

**>>> for** elem **in** numbers:

1

2

3

4

5

6

7

8

9

10

11

**print**('Nombre actuel :', elem)

On peut voir l’itération comme un curseur qui se déplace le long de notre liste.

elem est à l’intérieur de la boucle une variable tout ce qu’il y a de plus standard, on peut l’utiliser dans toutes nos opérations usuelles.
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2

3

4
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6

7

8

9

10

11

**...** result = **2** \* elem + **1**

**... print**(result)

**...**

3

3

5

7

11

17

27

**>>> for** elem **in** numbers:

Comme toute variable, il nous est aussi possible de la redéfinir, mais attention : il ne s’agit que d’une variable assignée à un élément de la liste, elle n’est en aucune manière liée à la liste.

Donc redéfinir la variable n’aura aucun effet sur la liste qui restera inchangée. Et le redéfinition n’est que temporaire, puisque la variable sera assignée à une nouvelle valeur de la liste à la prochaine itération.
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13

elem += **1 print**(elem)

14

**>>>** numbers

[1, 1, 2, 3, 5, 8, 13]

**...**

**...**

**...**

2

2

3

4

6

9

**>>> for** elem **in** numbers:

## Itération

### Parcourir des listes

Avec ce bloc, il nous est ainsi possible d’itérer sur une liste et d’appliquer un même traitement à toutes les valeurs. Mais est-ce que c’est toujours ça que l’on veut ? Pas nécessairement, non, il peut être utile de différencier les cas.

Heureusement, nous avons pour cela les conditions avec lesquelles nous allons séparer nos cas. Par exemple, on pourrait imaginer un mécanisme de recherche dans une liste. Le code parcourerait tous les éléments jusqu’à trouver celui ou ceux qui répondent à notre critère.

Disons par exemple que nous voulions trouver un nombre impair dans une liste de nombres. Dans le bloc de notre boucle, nous testerons si la valeur actuelle est impaire, et la conserverons

dans une variable si tel est le cas.

Ainsi, à la fin de la boucle, cette variable définie uniquement sous condition sera toujours assignée à notre valeur.

|  |  |
| --- | --- |
| 1 | **>>>** numbers = [**8**, **2**, **6**, **3**, **4**, **0**] |
| 2 | **>>> for** number **in** numbers: |
| 3 | **... if** number % **2** == **1**: |
| 4 | **...** found = number |
| 5 | **...** |
| 6 | **>>> print**('Trouvé :', found) |
| 7 | Trouvé : 3 |

Vous pouvez changer l’ordre des éléments de la liste, le résultat est toujours le même. On a par contre un petit soucis si notre liste contient plusieurs éléments impairs.

|  |  |
| --- | --- |
| 1 | **>>>** numbers = [**8**, **2**, **6**, **3**, **4**, **0**, **5**] |
| 2 | **>>> for** number **in** numbers: |
| 3 | **... if** number % **2** == **1**: |
| 4 | **...** found = number |
| 5 | **...** |
| 6 | **>>> print**('Trouvé :', found) |
| 7 | Trouvé : 5 |

Et oui, la condition est certes vraie pour 3 mais elle l’est aussi pour 5. Ainsi, on définit une première fois found = 3 mais on l’écrase ensuite pour lui assigner 5, et on perd toute trace du 3.

***×*** Attention aussi, la variable found n’est ici définie que dans le cas où l’on rentre dans la condition.

Ainsi, si notre liste ne contient pas de nombre impair, la variable found ne sera pas définie. On pourrait résoudre ce problème en ajoutant found = -1 avant notre boucle, donnant une valeur par défaut à la variable.

Il serait bien de pouvoir conserver toutes les valeurs qui correspondent à notre recherche. On n’aurait pas un type de donnée pour contenir un nombre indéterminé de valeurs ? La liste bien entendu !

**>>>** found [3, 5]

**...**

**...**

**...**

**>>>** found = []

**>>> for** number **in** numbers:

1

2

3

4

5

6

7

**if** number % **2** == **1**: found.append(number)

Passons maintenant à un exemple plus complexe et tentons d’identifier le plus grand nombre dans une liste. On va ainsi itérer sur les nombres, et s’il est le plus grand, on le conserve dans une variable.

Sur le principe c’est très bien, mais comment saura-t-on sur le moment qu’il est le plus grand de tous les nombres ? C’est difficile à déterminer, il nous faudrait à chaque fois reparcourir toute la liste pour voir si l’on trouve un autre nombre encore plus grand… ça fait beaucoup d’opérations.

Mais ce qu’on peut facilement déterminer, c’est s’il est le plus grand nombre jusqu’ici. En effet, on peut conserver dans une variable le plus grand nombre trouvé, et le mettre à jour chaque fois qu’on tombe sur un nombre qui lui est supérieur. À la fin du parcours, on est sûr que notre variable contient le plus grand nombre de la liste.

Le plus grand nombre trouvé jusqu'ici est 3 Le plus grand nombre trouvé jusqu'ici est 5 Le plus grand nombre trouvé jusqu'ici est 8 Le plus grand nombre trouvé jusqu'ici est 9

**>>>** max\_number 9

**if** number > max\_number: max\_number = number

**print**("Le plus grand nombre trouvé jusqu'ici est", max\_number)

**...**

**...**

**...**

**...**

**>>>** numbers = [**3**, **2**, **5**, **8**, **4**, **7**, **9**, **1**, **6**]

**>>>** max\_number = **0**

**>>> for** number **in** numbers:

1

2

3

4

5

6

7

8

9

10

11

12

13

On notera que cette opération existe déjà en Python et est réalisée par la fonction max.

|  |  |
| --- | --- |
| 1 | **>>>** max(numbers) |
| 2 | 9 |

### Itérables

Les listes ne sont pas le seul type de données que l’on peut utiliser dans une boucle for, cela fonctionne aussi avec des chaînes de caractères par exemple, pour les parcourir caractère par caractère.

|  |  |
| --- | --- |
| 1 | **>>> for** char **in** 'Hello': |
| 2 | **... print**(char) |
| 3 | **...** |
| 4 | H |
| 5 | e |
| 6 | l |
| 7 | l |
| 8 | o |

Plus généralement on parle d’**itérables** pour désigner les types que l’on peut parcourir avec un bloc for.

Un nouveau type de données va nous être bien utile ici, c’est le range. Un range représente un

intervalle entre deux nombres entiers, on peut le voir comme la liste des nombres entre ces deux bornes.

L’intervalle formé entre 1 et 10 se note par exemple range(1, 10). Il faut savoir que c’est un intervalle fermé à gauche mais ouvert à droite, il contient ainsi 1 mais pas 10 (il s’arrête à 9).

|  |  |
| --- | --- |
| 1 | **>>> for** n **in** range(**1**, **10**): |
| 2 | **... print**(n) |
| 3 | **...** |
| 4 | 1 |
| 5 | 2 |
| 6 | 3 |
| 7 | 4 |
| 8 | 5 |
| 9 | 6 |
| 10 | 7 |
| 11 | 8 |
| 12 | 9 |

Avec ça, nous pouvons donc avoir une boucle itérant sur des nombres. Et encore une fois n est ici une variable redéfinie à chaque tour de boucle. On peut utiliser sa valeur dans nos calculs, comme ici pour la table de multiplication par 3.

3 × 1 = 3

3 × 2 = 6

3 × 3 = 9

3 × 4 = 12

3 × 5 = 15

3 × 6 = 18

3 × 7 = 21

3 × 8 = 24

3 × 9 = 27

3 × 10 = 30

**...**

**...**

**>>> for** n **in** range(**1**, **11**):

1

2

3

4

5

6

7

8

9

10

11

12

13

**print**('3 ×', n, '=', **3** \* n)

***i***

Il faut savoir qu’il est courant, dans des petites boucles (quelques lignes), d’utiliser un nom de variable court pour itérer sur nos valeurs. Ne soyez donc pas surpris de rencontrer des i (indice) ou n (*number*) utilisés à cet effet pour itérer sur des nombres, ou des s (*string*) pour itérer sur des chaînes de caractères.

Le premier argument donné à range est optionnel, et vaut 0 s’il est omis. Ainsi, range(5) est équivalent à range(0, 5).

|  |  |
| --- | --- |
| 1 | **>>> for** n **in** range(**5**): |
| 2 | **... print**(n) |
| 3 | **...** |
| 4 | 0 |
| 5 | 1 |
| 6 | 2 |
| 7 | 3 |
| 8 | 4 |

Et comme pour le *slicing*, les intervalles possèdent un pas optionnel, qui représente le nombre de valeurs à passer entre chaque élément. Un intervalle de 0 à 10 avec un pas de 2 représentera donc tous les nombres pairs de cet intervalle.

|  |  |
| --- | --- |
| 1 | **>>> for** n **in** range(**0**, **10**, **2**): |
| 2 | **... print**(n) |
| 3 | **...** |
| 4 | 0 |
| 5 | 2 |
| 6 | 4 |
| 7 | 6 |
| 8 | 8 |

### Construire une liste

À l’aide de range et de la méthode append des listes, on peut alors facilement construire une liste itérativement, en ajoutant un nouvel élément à chaque tour de boucle. Par exemple ici une liste de cinq zéros (équivalente à [0] \* 5).

**>>>** zeros

[0, 0, 0, 0, 0]

**...**

**...**

**>>>** zeros = []

**>>> for** \_ **in** range(**5**):

1

2

3

4

5

6

zeros.append(**0**)

***i***

Pour rappel, \_ est le nom de variable usuel pour une valeur que l’on n’utilise pas. On n’a en effet pas besoin ici de savoir quelle est la valeur de l’itération en cours, tout ce qui nous importe est de faire deux itérations.

Ou la liste des carrés des 10 premiers entiers naturels.

**>>>** squares = []

**>>> for** i **in** range(**10**):

1

2

|  |  |
| --- | --- |
| 3 | **...** squares.append(i\*\***2**) |
| 4 | **...** |
| 5 | **>>>** squares |
| 6 | [0, 1, 4, 9, 16, 25, 36, 49, 64, 81] |

C’est aussi la solution à notre problème de multiplication des listes multi-dimensionnelles, puisque nous avons maintenant un moyen d’instancier séparément chacune des sous-listes !

|  |  |
| --- | --- |
| 1 | **>>>** grid = [] |
| 2 | **>>> for** \_ **in** range(**2**): |
| 3 | **...** grid.append([**1**, **2**, **3**]) |
| 4 | **...** |
| 5 | **>>>** grid |
| 6 | [[1, 2, 3], [1, 2, 3]] |
| 7 | **>>>** grid[**0**].append(**4**) |
| 8 | **>>>** grid |
| 9 | [[1, 2, 3, 4], [1, 2, 3]] |

### Boucles imbriquées

De la même manière que pour les conditions, les boucles peuvent être imbriquées les unes aux autres. Ce qui va permettre d’avoir un traitement répétitif dans une autre répétition.

Pour revenir à l’exemple des tables de mutliplication, on peut ainsi représenter toutes les tables de 1 à 3.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **for** a **in** range(**1**, **4**): |
| 2 | **...** | **for** b **in** range(**1**, **11**): |
| 3 | **...** | **print**(a, '×', b, '=', a \* b) |
| 4 | **...** | **print**'---') |
| 5 | **...** |  |
| 6 | 1 × | 1 = 1 |
| 7 | 1 × | 2 = 2 |
| 8 | 1 × | 3 = 3 |
| 9 | 1 × | 4 = 4 |
| 10 | 1 × | 5 = 5 |
| 11 | 1 × | 6 = 6 |
| 12 | 1 × | 7 = 7 |
| 13 | 1 × | 8 = 8 |
| 14 | 1 × | 9 = 9 |
| 15 | 1 × | 10 = 10 |
| 16 | --- |  |
| 17 | 2 × | 1 = 2 |
| 18 | 2 × | 2 = 4 |
| 19 | 2 × | 3 = 6 |
| 20 | 2 × | 4 = 8 |
| 21 | 2 × | 5 = 10 |
| 22 | 2 × | 6 = 12 |

**if** name == 'Paul' **and** (fruit == 'pommes' **or** fruit ==

'cerises'):

**for** fruit **in** fruits:

**>>> for** name **in** names:

|  |  |  |
| --- | --- | --- |
| 23 | 2 × | 7 = 14 |
| 24 | 2 × | 8 = 16 |
| 25 | 2 × | 9 = 18 |
| 26 | 2 × | 10 = 20 |
| 27 | --- |  |
| 28 | 3 × | 1 = 3 |
| 29 | 3 × | 2 = 6 |
| 30 | 3 × | 3 = 9 |
| 31 | 3 × | 4 = 12 |
| 32 | 3 × | 5 = 15 |
| 33 | 3 × | 6 = 18 |
| 34 | 3 × | 7 = 21 |
| 35 | 3 × | 8 = 24 |
| 36 | 3 × | 9 = 27 |
| 37 | 3 × | 10 = 30 |
| 38 | --- |  |

On remarque que le second print est en dehors de la deuxième boucle, il est ainsi exécuté à chaque itération de la première et permet de marquer une séparation entre chaque table.

Les boucles imbriquées nous permettent aussi de réaliser toutes sortes de combinaisons entre plusieurs ensembles de données.

Jeanne aime les pommes Jeanne aime les poires Jeanne aime les cerises Jeanne aime les fraises Paul aime les pommes Paul aime les poires Paul aime les cerises Paul aime les fraises Max aime les pommes

Max aime les poires Max aime les cerises Max aime les fraises

**...**

**...**

**...**

**>>>** names = ['Jeanne', 'Paul', 'Max']

**>>>** fruits = ['pommes', 'poires', 'cerises', 'fraises']

>>>

**>>> for** name **in** names:

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

**for** fruit **in** fruits:

**print**(name, 'aime les', fruit)

Et bien sûr, on peut ajouter toutes sortes de conditions au sein de nos boucles.

1

2

3

**...**

**...**

|  |  |
| --- | --- |
| 4 | **... print**(name, "n'aime pas les", fruit) |
| 5 | **... else**: |
| 6 | **... print**(name, "aime les", fruit) |
| 7 | **...** |
| 8 | Jeanne aime les pommes |
| 9 | Jeanne aime les poires |
| 10 | Jeanne aime les cerises |
| 11 | Jeanne aime les fraises |
| 12 | Paul n'aime pas les pommes |
| 13 | Paul aime les poires |
| 14 | Paul n'aime pas les cerises |
| 15 | Paul aime les fraises |
| 16 | Max aime les pommes |
| 17 | Max aime les poires |
| 18 | Max aime les cerises |
| 19 | Max aime les fraises |

## Conclusion

Les boucles for et le mécanisme d’itération forment un pan très important du langage Python, c’est pourquoi nous aurons l’occasion de revenir dessus à de nombreuses reprises.

# Boucler sur une condition (while)

## Introduction

Les boucles for permettent de parcourir les éléments d’un itérable, mais un autre type de boucle est possible : les boucles testant une condition.

À la manière d’un if qui exécute un bloc si une condition est vraie, il s’agira ici d’exécuter un bloc tant que cette condition est vraie.

## Boucler sur une condition

C’est ainsi qu’entre en scène la boucle while (qui signifie littéralement «tant que») et qui sert à boucler sur un prédicat. Un bloc while est alors assez similaire à un if : on a le mot-clé while suivi d’une expression conditionnelle et d’un :, puis les lignes indentées qui correspondent au contenu du bloc.

Ce contenu sera exécuté en boucle tant que le prédicat est vrai, celui-ci étant testé à nouveau avant chaque itération. Il convient donc dans le contenu du bloc de faire varier les valeurs utilisées par le prédicat, afin qu’il finisse par être faux et que l’on sorte de la boucle.
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2
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6

7

answer = 'o'

**while** answer == 'o':

**print**('Vous êtes dans la boucle')

answer = input('Souhaitez-vous rester dans la boucle (o/n) ? ')

**print**('Vous êtes sorti de la boucle')
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Vous êtes dans la boucle

Souhaitez-vous rester dans la boucle (o/n) ? o Vous êtes dans la boucle

Souhaitez-vous rester dans la boucle (o/n) ? o Vous êtes dans la boucle

Souhaitez-vous rester dans la boucle (o/n) ? n Vous êtes sorti de la boucle

À la première ligne de mon fichier, j’initialise une variable answer à 'o'. Sans elle, la condition de mon while ne serait pas valide puisque answer n’aurait pas encore été définie (elle n’est définie ensuite que dans le bloc du while).

Je lui donne comme valeur 'o' pour que la condition du while soit vraie et que l’on puisse entrer dans le bloc. Si j’initialise la variable à 'n', alors la condition sera fausse dès le premier test et le contenu du bloc jamais exécuté.

Pour chaque tour de boucle, l’expression conditionnelle est à nouveau évaluée. Si elle s’évalue à faux, la boucle s’arrête immédiatement. Ainsi dans mon exemple, à la 4ème itération de la boucle, answer vaut maintenant 'n' (c’est la valeur qui lui a été donnée dans la 3ème itération). L’expression étant fausse, la boucle se termine et son contenu n’est pas exécuté pour la 4ème itération.

Mais l’expression conditionnelle n’est testée qu’au tout début de chaque itération, pas au milieu de celle-ci, ce qui fait que la boucle ne peut se terminer qu’à un moment bien précis. Regardons par exemple le code qui suit :
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pv = **50**

**print**('Pythachu a', pv, 'PV')

**while** pv > **0**:

**print**('Pythachu perd 20 PV') pv -= **20**

**print**('Il lui reste maintenant', pv, 'PV')

**print**('Pythachu est KO, avec', pv, 'PV')
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Pythachu a 50 PV Pythachu perd 20 PV

Il lui reste maintenant 30 PV Pythachu perd 20 PV

Il lui reste maintenant 10 PV Pythachu perd 20 PV

Il lui reste maintenant -10 PV Pythachu est KO, avec -10 PV

On constate bien qu’au cours de la 3ème itération, le nombre de PV devient inférieur à 0. Mais l’itération continue (on affiche le message), ce n’est qu’à l’itération suivante que l’expression est recalculée et que la boucle se termine.

On remarque aussi que la valeur pv existe toujours après la boucle, et possède la dernière valeur qui lui a été assignée.

## Vers l’infini et au-delà

Notre boucle while s’arrête quand le prédicat devient faux. Mais que se passe-t-il alors si celui-ci est toujours vrai ?

Notre boucle se retrouve alors à tourner indéfiniment…

Vers l'infini et au-delà ! Vers l'infini et au-delà !

**...**

**...**

**>>> while** True:

1

2

3

4

5

**print**("Vers l'infini et au-delà !")

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 6 | Vers l'infini | et | au-delà | ! |
| 7 | Vers l'infini | et | au-delà | ! |
| 8 | Vers l'infini | et | au-delà | ! |
| 9 | Vers l'infini | et | au-delà | ! |
| 10 | Vers l'infini | et | au-delà | ! |
| 11 | [...] |  |  |  |
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***i***

Quand votre programme rencontre une boucle infinie, utilisez la combinaison de touches

Ctrl + C pour l’interrompre.

Bien sûr nous avons ici écrit volontairement une boucle infinie, mais celles-ci sont plus insidieuses et peuvent parfois se cacher là où on ne les attend pas. Prenons par exemple le programme suivant qui a pour but de calculer la factorielle1 d’un nombre.

n = int(input('Entrez un nombre : '))

i = n fact = **1**

**while** i != **0**:

fact \*= i i -= **1**

**print**('La factorielle de', n, 'vaut', fact)
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Listing 11 – factorielle.py Ce code fonctionne très bien pour des entiers naturels :

|  |  |
| --- | --- |
| 1 | % python factorielle.py |
| 2 | Entrez un nombre : 5 |
| 3 | La factorielle de 5 vaut 120 |
| 4 | % python factorielle.py |
| 5 | Entrez un nombre : 1 |
| 6 | La factorielle de 1 vaut 1 |

Mais dans le cas où l’on entre un nombre négatif, le programme se met à boucler indéfiniment

et l’on doit le couper avec un + .
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Ctrl
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C

% python factorielle.py Entrez un nombre : -1

^CTraceback (most recent call last):

File "factorielle.py", line 6, in <module> fact \*= i

KeyboardInterrupt
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1. La factorielle est la fonction mathématique calculant le produit des nombres entiers de 1 à n. Ainsi la factorielle de 5 est 1 *×* 2 *×* 3 *×* 4 *×* 5 soit 120.

En effet, pour un nombre négatif la condition n != 0 sera toujours vrai puisque le nombre est décrémenté à chaque tour de boucle (il restera négatif et ne sera jamais nul). Dans l’idéal il faudrait donc traiter les nombres négatifs comme une erreur et afficher un avertissement dans ces cas-là pour prévenir toute boucle infinie.
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Ainsi, il faut être prudent et faire très attention aux conditions utilisées pour les while et bien s’assurer que celles-ci finissent toujours par devenir fausses.

Mais nous découvrirons par la suite qu’il y a des usages légitimes de boucles infinies, et des moyens de contrôler le déroulement de la boucle.

## Boucle for ou boucle while ?

Avec nos deux types de boucles, on pourrait se demander quand utiliser l’une et quand utiliser l’autre.

Un bloc while correspond à l’action de répéter. On répète un même traitement et on fait varier les paramètres.

Il peut s’agir d’attendre une certaine entrée utilisateur ou d’affiner un calcul par exemple. Le but est alors que la boucle while serve à construire/calculer une valeur que l’on réutilisera par la suite.
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x = **1**

**while** abs(**2** - x\*\***2**) > **0.001**: x = (x + **2**/x) / **2**

**print**('La racinne carrée de 2 vaut environ', x)

Pour tout le reste, il y a la boucle for.

Un bloc for correspond à l’action d’itérer, de parcourir des éléments.

Quand on souhaite exécuter une action pour chaque valeur d’une séquence identifiable (éléments d’une liste, caractères d’une chaîne, nombres d’un intervalle, etc.) c’est un for qui doit être utilisé, pour tout ce qui peut s’apparenter à de l’itération sur des valeurs.

Dans l’exemple des boucles infinies, nous n’aurions par exemple pas rencontré de problème en utilisant une boucle for. Ces dernières sont en effet plus facilement prédictibles si l’on sait que l’on va itérer sur un ensemble fini d’éléments (tel qu’un intervalle de nombres).
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n = int(input('Entrez un nombre : '))

fact = **1**

**for** i **in** range(**2**, n + **1**): fact \*= i

**print**('La factorielle de', n, 'vaut', fact)
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# Algorithmes

## Introduction

Dans ce cours je ne veux pas seulement vous apprendre à écrire du code Python mais plus généralement à apprendre la programmation, et donc le raisonnement qui va avec.

Un programme informatique dans la vie courante va souvent consister à résoudre un problème particulier ou de multiples sous-problèmes : calculer un score, résoudre une équation, transformer une image, etc.

Pour résoudre ces problèmes on va bien sûr utiliser les outils proposés par le langage (les constructions telles que les conditions et les boucles, les types de données, etc.) mais cela ne fait pas tout, il faut leur donner un sens.

Ainsi on va devoir développer une suite logique d’opérations, comme une recette de cuisine, pour expliquer à l’ordinateur comment résoudre le problème, quel raisonnement appliquer.

Cette recette ou ce raisonnement, c’est ce que l’on appelle un algorithme.

Il y a des algorithmes génériques pour résoudre tous types de problèmes (nous allons en voir quelques uns ici), mais il est souvent nécessaire de les adapter, de les utiliser les uns avec les autres pour en former de nouveaux.

Pour continuer sur l’analogie de la recette de cuisine, il nous faut réaliser des choux d’une part et de la crème pâtissière de l’autre pour faire des choux à la crème, et spécialiser la crème selon le parfum que l’on veut lui donner.

Dans le cas d’un programme informatique il nous faut aussi réfléchir à ce que l’on a en entrée du programme (un nombre ? un fichier ? une adresse web ?) et ce que l’on souhaite en sortie (afficher un résultat ? créer un fichier ?).

## Minimum d’une liste

On a déjà réalisé quelques algorithmes dans les derniers chapitres. Pour illustrer les boucles for je vous montrais par exemple comment identifier le maximum d’une liste. Identifier le minimum suit donc le même principe.

On avait imaginé deux solutions au problème. La première consisterait à itérer sur tous les éléments de la liste, et à vérifier pour chaque élément qu’il est le minimum en le comparant avec les autres éléments.

S’il existe un autre élément plus petit, alors l’élément courant ne peut pas être le minimum.

|  |  |
| --- | --- |
| 1 | numbers = [**3**, **2**, **5**, **8**, **4**, **7**, **9**, **1**, **6**] |
| 2  3  4 | minimum = numbers[**0**]  **for** i **in** numbers[**1**:]: |
| 5 | is\_minimum = True |
| 6 | **for** j **in** numbers: |

|  |  |
| --- | --- |
| 7 | **if** j < i: |
| 8 | is\_minimum = False |
| 9 | **if** is\_minimum: |
| 10  11  12 | minimum = i  **print**('Le minimum est', minimum) |

Cet algorithme fonctionne mais est particulièrement inefficace : il nous faut re-parcourir la liste complète pour chaque élément. Cela revient à dire que pour une liste de N éléments on va devoir effectuer un total de N² comparaisons.

L’autre algorithme que nous avions implémenté était bien meilleur. On pouvait simplement ne comparer chaque élément qu’avec les éléments précédents.

Et comme le minimum des éléments précédents est déjà connu à chaque instant, on peut juste comparer chaque élément avec le minimum déjà connu.

numbers = [**3**, **2**, **5**, **8**, **4**, **7**, **9**, **1**, **6**]

minimum = numbers[**0**]

**for** i **in** numbers[**1**:]:

**if** i < minimum: minimum = i

**print**('Le minimum est', minimum)
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En plus d’être plus efficace (on ne réalise ici que N comparaisons pour une liste de taille N), le code est bien plus concis est lisible.

Même si la différence de performances ne saute pas aux yeux, parce que nos listes sont de tailles modestes, cela peut devenir problématique quand on commence à beaucoup l’utiliser ou l’appliquer à des données en plus grande quantité.

Cette notion de nombre d’opérations effectuées en fonction du nombre d’éléments en entrée est ce que l’on appelle la complexité algorithmique1 .

On dit de notre premier algorithme qu’il a une complexité quadratique (N² opérations pour N éléments), et du second qu’il a une complexité linéaire (N opérations).

***i***

Cet algorithme n’est présenté que comme un exercice, dans la vie de tous les jours il serait bien sûr inutile puisque Python possède déjà une fonction min qui fait le boulot.

## Tri d’une liste

Maintenant que l’on sait identifier le plus petit élément d’une liste on peut passer à un problème un peu plus compliqué, celui du tri d’une liste. C’est un problème algorithmique très classique qui consiste à ranger dans l’ordre les éléments d’une liste.
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1. Pour en apprendre davantage sur la complexité algorithmique, je vous invite à consulter [ce tutoriel](https://zestedesavoir.com/tutoriels/621/algorithmique-pour-lapprenti-programmeur/399_presentation-de-la-notion-de-complexite-algorithmique/2020_la-notion-de-complexite/) .

départ.

C’est ce qu’on appelle le tri par sélection.

numbers = [**3**, **2**, **5**, **8**, **4**, **7**, **9**, **1**, **6**]

sorted\_numbers = []

**while** numbers:

m = min(numbers) sorted\_numbers.append(m) i = numbers.index(m)

**del** numbers[i]

**print**(sorted\_numbers)
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Cet algorithme n’est pas le plus efficace puisqu’il effectue environ N² opérations (le calcul du minimum comptant comme N comparaisons) pour une liste de N éléments. Il faut savoir que d’autres algorithmes plus performants existent tels que le tri rapide et le tri fusion, mais qui sont hors de portée pour le moment.

Python implémente lui-même son propre algorithme de tri inspiré des tris précédents, le *Tim sort* (du nom de Tim Peters, contributeur de Python). Ce tri est accessible par la fonction

sorted.

|  |  |
| --- | --- |
| 1 | **>>>** numbers = [**3**, **2**, **5**, **8**, **4**, **7**, **9**, **1**, **6**] |
| 2 | **>>>** sorted(numbers) |
| 3 | [1, 2, 3, 4, 5, 6, 7, 8, 9] |

***i***

Ainsi, avant de vous lancer tête baissée dans un algorithme, pensez à regarder si Python ne propose pas déjà une solution pour vous.

## Un peu de dessin

Et si nous nous intéressions à des algorithmes un peu plus visuels ? Dans cette section je vous propose de dessiner diverses formes géométriques, à l’aide de caractères affichés dans le terminal.

### Affichons un rectangle

Un premier exercice simple consiste à afficher un rectangle dans le terminal. À partir d’une largeur et d’une hauteur données (par exemple via des input()), on peut afficher les différents caractères pour dessiner les bords de notre rectangle.

On pourrait par exemple utiliser le caractère + pour les coins, - pour les lignes horizontales et |

pour les lignes verticales.

Voici ce que donnerait un rectangle de dimensions 10×5 :

|  |  |
| --- | --- |
| 1 | +--------+ |
| 2 | | | |
| 3 | | | |
| 4 | | | |
| 5 | +--------+ |

Listing 12 – Rectangle 10×5

***i***

Comme vous le voyez, les coins sont compris dans les dimensions du rectangle.

Pensez alors aux cas «dégénérés» tels que des rectangles de dimensions 5×1, 5×2, 1×5, 1×1, 0×0, etc.

Et voici une solution possible pour cet exercice :

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAPCAYAAAARZmTlAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD0UlEQVQ4jY2UX0gjVxTGT0atTNRVutAVM5mAVtq56jZorZDQYF8En3y5dIRKWrc1IVDtH/ehoAkt6wZC2xfFQCq4XVmDf1AwKvgQIRlRsLCFZtdMG2ogk0TTQluzSWNi0tw+1CnpNnV7Hr9zOOde+H6fghACV1UymXxBFMXXRVE0BINBgyRJHSzLPkIICRzHCRzH7dXX1/981Q7F00eKxSJ1cHDAHx0d9YqiaIjH4y8DACgUCsKy7CONRvNdJBJ5RZKkDkKIAgBApVJ9jxDyI4T8Op1umaKo4n8eIYQo5ufnp3d2dt6nKOqP5ubmbzmOExBC/tra2l/j8TiXSCRebGxs/FGlUompVOq6KIoGURQN4XC4s1gsVvT3988MDw9/oFAoSNkjS0tLd9bW1ib1ev2S2Ww20TSdSqVS1xcWFr7w+XzvAABQFFUsFosUAEBvb+/XRqPxdl1d3S/n5+d1Lpfrq/39/UGM8R2e522lrwdCCHg8nnGMMbHb7Vv5fL6KEAKFQqHSarUKPM/n5+bmZldXVydDodBrp6enLYuLi3ae5/NWq1UoFAqVhBC4uLh4zm63b2OMicfj+VjeDYQQ8Hq972GMic1m82WzWVpubm5ufoQxJuvr65+MjIycYIzJ8vLyp3Lf7/cPYYzJ1tbWh7KWzWZpm83mxxgTr9f7LiEEKvr6+t6cnZ2939LS8nBiYqKfpunf5V+urKx8Vl1dnVEqlclQKKSbmprSd3d3b1RVVV0AAGg0msDh4SFOJpM3DAbDAwCAysrKQk9Pz3ogEOjb3d01MQwjUk6n8x4AwOjo6JBSqXxS6opYLIbUavVRZ2fnNs/z1tbW1m9omk6XzqjV6sexWAyVakql8snY2NhbhBCF0+m8R1ksllsAADMzMw8ymcy10mGGYYLRaLStq6tre2Bg4PMyCEA0Gm1nGCZYqmUymWvT09OLAAAWi+UWpdfrl00mk/n4+PhVh8PhyeVytDys1Wp3JEnqEARhqNwBQRCGJElq12q1O7KWy+Voh8OxGQ6Hu8xms0mn06387a6NjY3b5dw1OTm5Nzg4eOF2u+8mEonmQqFQkUgkmt1u992n3ZXP56vsdvvWpbvG5d1XcTJC03T6kpMvfT7f2wD/4uS+0Wgcv+Sk1uVyzZXj5FnEP0QICQghf01NzW+xWAzJxDMME0yn08/LmRYOh7v+F/EA/8iuN4LBoOHk5OQlgL+yS6PRBFiWDUiSdDMSidyUs6upqekHhJC/ra3N98zsKldnZ2c35BQWRdEgSVI7y7KPLxNY4Dhur6Gh4aerdvwJQ8xUujbbaMMAAAAASUVORK5CYII=)

[Contenu masqué n°4](#_bookmark155)

### Passons au triangle

Augmentons un peu la difficulté et cherchons maintenant à afficher un triangle. Il s’agit d’un triangle équilatéral défini par sa hauteur. Voici par exemple un triangle de hauteur 10 :
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Listing 13 – Triangle de hauteur 10

***i***

Chaque ligne du triangle fait ainsi toujours deux caractères de plus que la précédente : \*

donne suite à \* \* puis \* \*, etc.

Et comme vous le voyez, les lignes devront être centrées pour avoir un joli résultat.

***i***

Pour connaître la marge à appliquer à gauche de chaque ligne, pensez à calculer en amont la taille de la dernière ligne.

Sans plus attendre, la solution :
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[Contenu masqué n°5](#_bookmark156)

### Mon beau sapin, roi des forêts

Encore un cran de difficulté supplémentaire, mais le code du précédent triangle va nous être bien utile. On voudrait maintenant faire dessiner un sapin à notre programme.

Un sapin serait composé de triangle et trapèzes empilés, ainsi qu’un rectangle pour le tronc. Il serait là encore défini par une hauteur, désignant le nombre de sections du sapin ainsi que la taille de son tronc.

Vous trouverez ci-dessous des exemples de sapins de différentes tailles.
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Listing 14 – Sapin de taille 1

\*\*\*

\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

|||

|||

|||

\*

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

Listing 15 – Sapin de taille 3

|  |  |  |
| --- | --- | --- |
| 1 | \* | \*\*\*  \*\*\*\*\*  \*\*\*\*\*\*\* |
| 2 |
| 3 |
| 4 |
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|  |  |
| --- | --- |
| 5 | \*\*\*\*\* |
| 6 | \*\*\*\*\*\*\* |
| 7 | \*\*\*\*\*\*\*\*\* |
| 8 | \*\*\*\*\*\*\*\*\*\*\* |
| 9 | \*\*\*\*\*\*\*\*\*\*\*\*\* |
| 10 | \*\*\*\*\*\*\*\*\*\*\* |
| 11 | \*\*\*\*\*\*\*\*\*\*\*\*\* |
| 12 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 13 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 14 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 15 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 16 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 17 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 18 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 19 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 20 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 21 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 22 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
| 23 | ||||| |
| 24 | ||||| |
| 25 | ||||| |
| 26 | ||||| |

Listing 16 – Sapin de taille 4

***i***

Triangles et trapèzes se dessinent à peu près de la même manière.

**!**

Attention aux tailles paires pour les dimensions du tronc.

Je ne vous propose pas de solution pour cet exercice, mais sachez que vous pouvez le retrouver sur la plateforme HackInScience : [Le sapin](https://www.hackinscience.org/exercises/sapin) .
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***i***

[HackInScience](https://www.hackinscience.org/)

trouverez beaucoup d’exercices de ce genre. Vous pouvez y exécuter directement vos codes et valider vos solutions.

Un exercice validé permet d’accéder aux solutions partagées par les autres membres du site.

est un site d’exercices algorithmiques à réaliser avec Python où vous

## Conclusion
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## Contenu masqué

### Contenu masqué n°4

width = int(input('Entrez la largeur : ')) height = int(input('Entrez la hauteur : '))

**for** y **in** range(height): line = ''

**if** y == **0 or** y == height - **1**: **if** width > **0**:

line += '+'

line += '-' \* (width - **2**) **if** width > **1**:

line += '+'

**else**:

**if** width > **0**:

line += '|'

line += ' ' \* (width - **2**) **if** width > **1**:

line += '|'

**print**(line)
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**Contenu masqué n°5**
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height = int(input('Entrez la hauteur : ')) max\_len = **2** \* height - **1**

width = **1**

**for** y **in** range(height):

padding = (max\_len - width) // **2**

line = ' ' \* padding

**if** width > **2 and** y != height - **1**:

line += '\*' + ' ' \* (width - **2**) + '\*'

**else**:

line += '\*' \* width

**print**(line) width += **2**
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# TP : Ajoutons des boucles à notre jeu

## Introduction

Les boucles vont nous permettre d’améliorer grandement notre jeu, puisque nous allons enfin pouvoir mettre en place des actions répétitives.

## Itérer sur les attaques

Nous allons donc modifier le code de notre TP pour mettre les attaques disponibles sous la forme d’une liste. Ou même plutôt deux listes : une pour les noms d’attaques et une pour les dégats associés.

|  |  |
| --- | --- |
| 1 | attack\_names = ['charge', 'tonnerre'] |
| 2 | attack\_damages = [**20**, **50**] |

Ainsi, il suffira d’itérer sur cette liste pour proposer chaque attaque au joueur, plutôt que de devoir les écrire manuellement une par une.

|  |  |
| --- | --- |
| 1 | 1. charge |
| 2 | 2. tonnerre |

En plus de ça, on pourra identifier l’attaque par son index (sa position dans la liste) et donc directement savoir quelle est l’attaque sélectionnée. En effet, si l’utilisateur entre 2, on peut savoir que ça correspond au nombre 2 (conversion en nombre avec int) soit à l’index 1 (puisqu’on commence toujours à l’index 0), et donc on peut exécuter l’attaque «tonnerre» sans avoir un bloc conditionnel par attaque.

|  |  |
| --- | --- |
| 1 | **>>>** attack\_idx = int(input('Quelle attaque ? ')) - **1** |
| 2 | Quelle attaque ? 2 |
| 3 | **>>>** attack\_names[attack\_idx] |
| 4 | 'tonnerre' |

On peut aussi ajouter une boucle while pour vérifier la validité de la saisie : si l’utilisateur entre un numéro d’attaque incorrect, il serait bon de lui demander à nouveau de choisir une attaque plutôt que de couper le programme.

On utilisera pour ça la méthode isdigit des chaînes de caractères qui renvoie un booléen indiquant si la chaîne représente un nombre ou non (ce qui permet d’effectuer la conversion sans erreur), on testera aussi si ce nombre est dans le bon intervalle.

|  |  |
| --- | --- |
| 1 | **>>>** 'abc'.isdigit() |
| 2 | False |
| 3 | **>>>** '123'.isdigit() |
| 4 | True |
| 5 | **>>>** n = **2** |
| 6 | **>>> 1** <= n <= len(attack\_names) |
| 7 | True |
| 8 | **>>>** n = **3** |
| 9 | **>>> 1** <= n <= len(attack\_names) |
| 10 | False |

L’utilisation d’expressions booléennes (à base d’opérations not et or) nous sera alors utile pour écrire la condition sous laquelle une saisie sera invalide.

Je vous laisse compléter cette partie avant de passer à la section suivante pour continuer à améliorer notre programme.

### Solution

Voici la solution pour cette étape de l’exercice, le reste du code étant inchangé.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAPCAYAAAARZmTlAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD0UlEQVQ4jY2UX0gjVxTGT0atTNRVutAVM5mAVtq56jZorZDQYF8En3y5dIRKWrc1IVDtH/ehoAkt6wZC2xfFQCq4XVmDf1AwKvgQIRlRsLCFZtdMG2ogk0TTQluzSWNi0tw+1CnpNnV7Hr9zOOde+H6fghACV1UymXxBFMXXRVE0BINBgyRJHSzLPkIICRzHCRzH7dXX1/981Q7F00eKxSJ1cHDAHx0d9YqiaIjH4y8DACgUCsKy7CONRvNdJBJ5RZKkDkKIAgBApVJ9jxDyI4T8Op1umaKo4n8eIYQo5ufnp3d2dt6nKOqP5ubmbzmOExBC/tra2l/j8TiXSCRebGxs/FGlUompVOq6KIoGURQN4XC4s1gsVvT3988MDw9/oFAoSNkjS0tLd9bW1ib1ev2S2Ww20TSdSqVS1xcWFr7w+XzvAABQFFUsFosUAEBvb+/XRqPxdl1d3S/n5+d1Lpfrq/39/UGM8R2e522lrwdCCHg8nnGMMbHb7Vv5fL6KEAKFQqHSarUKPM/n5+bmZldXVydDodBrp6enLYuLi3ae5/NWq1UoFAqVhBC4uLh4zm63b2OMicfj+VjeDYQQ8Hq972GMic1m82WzWVpubm5ufoQxJuvr65+MjIycYIzJ8vLyp3Lf7/cPYYzJ1tbWh7KWzWZpm83mxxgTr9f7LiEEKvr6+t6cnZ2939LS8nBiYqKfpunf5V+urKx8Vl1dnVEqlclQKKSbmprSd3d3b1RVVV0AAGg0msDh4SFOJpM3DAbDAwCAysrKQk9Pz3ogEOjb3d01MQwjUk6n8x4AwOjo6JBSqXxS6opYLIbUavVRZ2fnNs/z1tbW1m9omk6XzqjV6sexWAyVakql8snY2NhbhBCF0+m8R1ksllsAADMzMw8ymcy10mGGYYLRaLStq6tre2Bg4PMyCEA0Gm1nGCZYqmUymWvT09OLAAAWi+UWpdfrl00mk/n4+PhVh8PhyeVytDys1Wp3JEnqEARhqNwBQRCGJElq12q1O7KWy+Voh8OxGQ6Hu8xms0mn06387a6NjY3b5dw1OTm5Nzg4eOF2u+8mEonmQqFQkUgkmt1u992n3ZXP56vsdvvWpbvG5d1XcTJC03T6kpMvfT7f2wD/4uS+0Wgcv+Sk1uVyzZXj5FnEP0QICQghf01NzW+xWAzJxDMME0yn08/LmRYOh7v+F/EA/8iuN4LBoOHk5OQlgL+yS6PRBFiWDUiSdDMSidyUs6upqekHhJC/ra3N98zsKldnZ2c35BQWRdEgSVI7y7KPLxNY4Dhur6Gh4aerdvwJQ8xUujbbaMMAAAAASUVORK5CYII=)
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## Un jeu au tour par tour

On va enfin vraiment avoir un jeu en tour par tour !

Grâce au while, il nous est en effet possible de répéter le processus de jeu jusqu’à ce que l’un des monstres soit KO. Une ébauche était présentée dans le chapitre sur les boucles while et il nous suffit de la compléter ici.

On souhaiterait donc que notre programme boucle tant que les deux monstres ont encore des points de vie, c’est-à-dire que leurs PV sont strictement supérieurs à zéro. À l’intérieur de la boucle, on saura donc que nos deux montres sont encore en vie.

Un petit détail auquel il nous faudra cependant penser : le premier monstre attaque avant le second et lui retire des points de vie. Lors du tour du second monstre il est donc possible qu’il soit déjà KO, ce qui est censé l’empêcher d’attaquer. On ajoutera donc une condition pour éviter de rencontrer un bug avec ce cas.

En fin de jeu, on peut aussi retirer la condition de match nul puisque celle-ci ne pourra plus se produire : un monstre sera forcément KO avant l’autre.

On se permettra enfin d’ajouter un récapitulatif après chaque attaque pour nous rappeler où nous en sommes dans les points de vie.

### Solution

Voici sans plus attendre la solution de notre jeu qui en est maintenant vraiment un. ![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAQCAYAAADj5tSrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADdklEQVQ4jZVUT0gjVxh/cUy2lbgiWEdbiEZxgjpBdiFstSvrn4Mie3E7AyXrhgwlKEW6B0cIOdWD7tFSTG5ucwhUz0VaqkmdgJrS0t12Xp7JBIwxRKUmZefirHE6by87y6wb4vaDx3t873u/D97v9/1MGGNQLcrl8geSJPVDCEcghCPZbPa23W7/k6bpGE3TMYqi9iwWy8tqGKZKTTKZzB1RFEdFURxNp9OfXV5e3gAAgIaGhn/sdvuzbDZ7S5blZgAAsFgsLx0Oxw5N0zGn0xnt6ur67domGxsbj8Ph8LcAAFBXVyf39PQITqcz2t3dLRAEoZ6cnFCtra2SpmlEMpkchhCOIITunZ+fNwAAAMdxjycmJr57CxRj/GYlEokHLMtqPM8/z2QyLlVVCU3TTPF4/KHX6y0xDIP15fV6S/F4/KGmaSZVVYlMJuOam5v7i2VZLZFITBpx3xxSqdSA2+1WZmZmjkql0sd6PhKJPGEYBgcCgd3NzU0fQuju9vb2o0AgsMswDI5EIk/02mKx+Mn09HTe7XYrqVSq/60mhUKB4jiu6PF4XuRyOVq/RAgNsiyrraysfL+8vPwDwzB4fX39G4wxUFWVCAaDT1mW1RBCd/U3uVyO9ng8MsdxxePj4y6MMaiRZbl5aWnpJ0VRbs7Pz0/abDaof+XW1pavvr6+1NjYeLKzs/PF2NhYqK+v7xcAACAI4j+O4762Wq3/RqNRn/7GZrNBnucnFUW5ubi4+LMsy80EAODXfD5Pz87Oelwu149GvtbW1hbb2tr+rq2tLZ+dndkXFhaGmpqa8vq92Wwu7+/vD+bzeXp8fDyo50mSzJIkeRCLxb5ECN2rqaZvPXw+31erq6sfvU+tUVOvd1ON3++/T5LkQSgUCkMIh41VHR0df0iS1K8oirUSiqIoVkmS+js7O3835iGEw6FQKEyS5IHf77//DvFHR0e9V4kPBoNPVVUljLK8QvzgFeJfcBxXLBQK1P+WsCAIU5Ik3REEYeo9JDzwzpxgjMHe3t7nlYZREISpSsMoCMKUcRh5nn/+ehgfGHGvtZXe3t5t3VZMJpN2enpKtbS0SBjjGoTQEIRwJJlMDlWzlYoGKUnSp6IojkIIR9Pp9EA1gzSbzRdGg6QoKnEVr2ITY1xcXHxotPrDw8Nb7e3tz3Srdzgcu9dZ/SvTmaA2I35LpQAAAABJRU5ErkJggg==)

***i***

Si vous faites bien attention, vous remarquerez que l’on peut arriver dans un cas où les PV d’un monstre sont négatifs.

Ce n’est pas très grave parce que cela ne change rien au déroulement du jeu, mais cela peut facilement se régler à l’aide d’une condition ou d’un appel à la fonction max : pv2 = max(pv2 - damanges, 0).

[Contenu masqué n°7](#_bookmark167)

## Contenu masqué

### Contenu masqué n°6

1 ...

2

1. attack\_names = ['charge', 'tonnerre']
2. attack\_damages = [**20**, **50**] 5

6 menu = 'quelle attaque voulez-vous utiliser ?' 7

8 # Joueur 1 9

10 **print**(name1, menu) 11 i = **1**

1. **for** name **in** attack\_names:
2. **print**(i, name.capitalize(), -attack\_damages[i - **1**], 'PV') 14 i += **1**

15

1. att1 = input('> ')
2. **while not** att1.isdigit() **or not 1** <= int(att1) <= len(attack\_names):
3. **print**('Attaque invalide, veuillez resaisir le numéro')
4. att1 = input('> ') 20
5. att1\_idx = int(att1) - **1**
6. damages = attack\_damages[att1\_idx] 23
7. pv2 -= damages
8. **print**(name1, 'attaque', name2, 'qui perd', damages, 'PV') 26

27 # Même chose pour le joueur 2 28

29 ...
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### Contenu masqué n°7

1 name1 = input('Entrez le nom du 1er joueur : ').capitalize() 2

1. pv1\_str = input('Et son nombre de PV : ')
2. **while not** pv1\_str.isdigit():
3. **print**('Nombre de PV invalide (doit être un nombre positif)')
4. pv1\_str = input('Entrez à nouveau : ')
5. pv1 = int(pv1\_str) 8

9 name2 = input('Entrez le nom du 2ème joueur : ').capitalize() 10

1. pv2\_str = input('Et son nombre de PV : ')
2. **while not** pv2\_str.isdigit():
3. **print**('Nombre de PV invalide (doit être un nombre positif)')
4. pv2\_str = input('Entrez à nouveau : ')
5. pv2 = int(pv2\_str) 16
6. **print**()
7. **print**(name1, 'affronte', name2)
8. **print**() 20
9. attack\_names = ['charge', 'tonnerre']
10. attack\_damages = [**20**, **50**] 23

24 menu = 'quelle attaque voulez-vous utiliser ?' 25

1. **while** pv1 > **0 and** pv2 > **0**:
2. # Joueur 1 28

29 **print**(name1, menu)

30 i = **1**

1. **for** name **in** attack\_names:
2. **print**(i, name.capitalize(), -attack\_damages[i - **1**], 'PV') 33 i += **1**

34

1. att1 = input('> ')
2. **while not** att1.isdigit() **or not 1** <= int(att1) <= len(attack\_names):
3. **print**('Attaque invalide, veuillez resaisir le numéro')
4. att1 = input('> ') 39
5. att1\_idx = int(att1) - **1**
6. damages = attack\_damages[att1\_idx] 42
7. pv2 -= damages
8. **print**(name1, 'attaque', name2, 'qui perd', damages, 'PV, il lui en reste', pv2)

45

1. # Joueur 2
2. **if** pv2 > **0**:
3. **print**(name2, menu)

49 i = **1**

1. **for** name **in** attack\_names:
2. **print**(i, name.capitalize(), -attack\_damages[i - **1**], 'PV')

52 i += **1**

53

1. att2 = input('> ')
2. **while not** att2.isdigit() **or not 1** <= int(att1) <= len(attack\_names):
3. **print**('Attaque invalide, veuillez resaisir le numéro')
4. att1 = input('> ') 58
5. att2\_idx = int(att2) - **1**
6. damages = attack\_damages[att2\_idx] 61
7. pv1 -= damages
8. **print**(name2, 'attaque', name1, 'qui perd', damages, 'PV, il lui en reste', pv1)

64

1. **if** pv1 > pv2:
2. **print**(name1, 'remporte le combat')
3. **else**:
4. **print**(name2, 'remporte le combat')
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# Quatrième partie Types de données

**Introduction**

Python est un langage disposant de nombreux types de données par défaut, répondant à différents besoins. Ce chapitre a pour but d’en présenter les principaux pour découvrir à quoi ils servent et comment les utiliser.

# Retour sur les types précédents

## Introduction

Mais avant d’aller plus loin, il serait bon de refaire un tour d’horizon des types vus précédemment, de revoir leurs opérations et méthodes.

## Généralités

Une valeur en Python peut-être le résultat de n’importe quelle expression (opération, appel de fonction, accès à une variable, etc.). Toute valeur possède un type qui définit les opérations qui lui sont applicables.

### Conversions

Certaines valeurs peuvent être converties d’un type vers un autre. Pour cela, les types s’utilisent comme des fonctions, où la valeur à convertir est donnée en argument.

|  |  |
| --- | --- |
| 1 | **>>>** int('123') |
| 2 | 123 |
| 3 | **>>>** float(**42**) |
| 4 | 42.0 |
| 5 | **>>>** list('abc') |
| 6 | ['a', 'b', 'c'] |
| 7 | **>>>** str(**1.5**) |
| 8 | '1.5' |

### Comparaisons

Les opérateurs d’égalité (==) et de différence (!=) sont applicables à tous les types.

|  |  |
| --- | --- |
| 1 | **>>> 2** == **2** |
| 2 | True |
| 3 | **>>> 1.5** == **3.7** |
| 4 | False |
| 5 | **>>>** 'abc' != 'def' |
| 6 | True |
| 7 | **>>>** [**1**, **2**, **3**] == [**1**, **2**, **3**] |
| 8 | True |

Ces opérations sont de plus compatibles entre valeurs de types différents.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>> 2** | == | **2.0** |
| 2 | True |  |  |
| 3 | **>>> 2** | == | **2.5** |
| 4 | False |  |  |
| 5 | **>>> 2** | != | '2' |
| 6 | True |  |  |
| 7 | **>>> 2** | == | [**2**] |
| 8 | False |  |  |

## Booléens

Le type booléen (bool) permet de représenter les valeurs True (vrai) et False (faux). Ces valeurs peuvent être le résultat d’une opération booléenne comme les opérateurs de comparaison (==, !=, <, etc.).

### Conversions

Toute valeur Python peut être interprétée comme un booléen (par conversion implicite) :

* + - * + Le nombre zéro (0, 0.0) vaut False.
        + Les conteneurs vides (chaîne vide, liste vide) valent .

False

* + - * + Toute valeur qui ne vaut pas explicitement False vaut .

True

Il est aussi possible de convertir explicitement une valeur en booléen en faisant appel au type booléen. Les règles de conversion sont les mêmes que celles énoncées ci-dessus.

1

2

3

4

5

6

7

8

**>>>** bool(**5**) True

**>>>** bool(**0.0**) False

**>>>** bool('abc') True

**>>>** bool([]) False

### Opérations

Trois opérateurs existent sur les booléens : not (unaire), and et or (binaires), répondant chacun à une table de vérité.

|  |  |
| --- | --- |
| **a** | **not a** |
| True | False |
| False | True |

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a and b** |
| True | True | True |
| True | False | False |
| False | True | False |
| False | False | False |

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **a or b** |
| True | True | True |
| True | False | True |
| False | True | True |
| False | False | False |

Ces opérateurs sont présentés comme renvoyant toujours True ou False, mais ce n’est en vérité pas toujours le cas. Étant donné que toute valeur peut être vue comme un booléen, il suffit de renvoyer une valeur qui sera interprétée comme True ou False.

Prenons le cas de and avec une opération a and b :

* Si a vaut False, le résultat sera forcément False. Donc and fait un raccourci et ne regarde même pas b. Dans ce cas la valeur renvoyée est a (qui peut être interprétée comme

False).

* Si a vaut , alors and renverra simplement b, puisque la conversion de b en booléen

True

sera le résultat de l’opération.
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**>>>** [] **and 5**

[]

**>>>** ['foo'] **and 5**

5

**>>>** ['foo'] **and 0**

0

**>>> 5 and** True True

Le même genre de raccourci existe pour or, qui renvoie a si a vaut True et b sinon.
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**>>>** ['foo'] **or 5**

['foo']

**>>>** [] **or 5**

5

**>>>** [] **or 0**

0

**>>> 0 or** True

True

8

On notera enfin en termes de conversions que les booléens eux-mêmes sont aussi implicitement convertis en nombres lorsqu’utilisés comme tels. On aura ainsi True converti en 1 et False en 0.

|  |  |
| --- | --- |
| 1 | **>>>** False + **2** \* True |
| 2 | 2 |

## Nombres

Nous avons rencontré deux types pour représenter les nombres : les entiers et les flottants (nombres à virgule). Les premiers ne représentent que des nombres entiers, avec une précision infinie (il n’y a pas de limite), les seconds représentent des nombres réels mais avec une précision limitée.

### Conversions

On peut facilement convertir des valeurs en int ou float en faisant appel à ces types comme à des fonctions.

1

2

3

4

5

6

7

8

**>>>** int('42') 42

**>>>** float('4.5') 4.5

**>>>** int(**4.5**) 4

**>>>** int(float('4.5')) 4

Toute valeur n’est pas convertible en nombre, des erreurs peuvent donc survenir si l’argument est invalide.
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**>>>** int('4.5') # 4.5 n'est pas un nombre entier valide Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

ValueError: invalid literal for int() with base 10: '4.5'

### Opérations

Beaucoup d’opérations sont applicables sur les nombres, et les deux types sont compatibles entre-eux. On retrouve d’abord les opérations arithmétiques: addition (+), soustraction (-), multiplication (\*), division (/), divisition euclidienne (//), modulo (%) et puissance (\*\*).

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **1** + **5** |
| 2 | 6 |  |
| 3 | **>>>** | **4.3** - **2** |
| 4 | 2.3 |  |
| 5 | **>>>** | **1.5** \* **4** |
| 6 | 6.0 |  |
| 7 | **>>>** | **7** / **5** |
| 8 | 1.4 |  |
| 9 | **>>>** | **7** // **5** |
| 10 | 1 |  |
| 11 | **>>>** | **7** % **5** |
| 12 | 2 |  |
| 13 | **>>>** | **2** \*\* **3** |
| 14 | 8 |  |

On a aussi tous les opérateurs de comparaison, qui renvoient des valeurs booléennes : l’égalité (==), la différence (!=), l’infériorité (<, <=) et la supériorité (>, >=).

|  |  |  |
| --- | --- | --- |
| 1 | **>>> 3** | == **3.0** |
| 2 | True |  |
| 3 | **>>> 1** | != **2** |
| 4 | True |  |
| 5 | **>>> 3** | < **4.0** |
| 6 | True |  |
| 7 | **>>> 4** | > **4.0** |
| 8 | False |  |
| 9 | **>>> 4** | >= **4.0** |
| 10 | True |  |

Et d’autres opérateurs ne sont accessibles que via des fonctions : la valeur absolue (abs), l’arrondi (round), le minimum (min), le maximum (max) et la division euclidienne avec reste

(divmod).

|  |  |
| --- | --- |
| 1 | **>>>** abs(-**1.2**) |
| 2 | 1.2 |
| 3 | **>>>** round(**1**/**3**, **4**) |
| 4 | 0.3333 |
| 5 | **>>>** min(**1.5**, -**6**, **3.7**) |
| 6 | -6 |
| 7 | **>>>** max(**1.5**, -**6**, **3.7**) |
| 8 | 3.7 |
| 9 | **>>>** divmod(**7**, **5**) |
| 10 | (1, 2) |

### Représentations des entiers

On sait que l’on peut convertir un nombre en chaîne de caractères en appelant str, qui utilise la représentation décimale (en base 10), mais d’autres représentations sont possibles pour les entiers. bin permet d’avoir la représentation binaire (base 2), oct pour l’octale (base 8) et hex pour l’hexadécimale (base 16).
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**>>>** bin(**42**) '0b101010'

**>>>** oct(**42**) '0o52'

**>>>** hex(**42**) '0x2a'

Ces représentations sont d’ailleurs parfaitement valides pour être entrées en tant que nombre dans l’interpréteur, qui les analysera donc selon leur préfixe (0b, 0o ou 0x).
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**>>> 0b101010**

42

**>>> 0**o52 42

**>>> 0x2a**

42

Puis qu’on en est à parler des bases, tout nombre peut ainsi être considéré comme une succession de bits (tel que la représentation renvoyée par bin). Un bit étant soit 0 soit 1, on peut même parler de tableau de booléens.

Différents opérateurs—à rapprocher des opérateurs booléens—tirent parti de cette particularité pour offrir des opérations bit-à-bit sur les nombres.

Ainsi, l’opérateur ET (&) calcule le nombre résultat de l’application d’un ET binaire (and) entre chaque bit de deux nombres.

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b101010** & **0b111000**) |
| 2 | '0b101000' |

*beginarrayrcccccccolorblue*1*colorblue*0*colorblue*1010&111000

= 1 0 1 0 0 0

J’utilise ici des représentations binaires pour que le calcul soit plus lisible, mais l’opérateur s’applique simplement sur des entiers et renvoie un entier.

|  |  |
| --- | --- |
| 1 | **>>> 42** & **56** |
| 2 | 40 |

De la même manière, on a les opérateurs OU-inclusif (|) et OU-exclusif/XOR (^).

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b101010** | **0b111000**) |
| 2 | '0b111010' |

*beginarrayrcccccccolorblue*1*colorblue*0*colorblue*1010*|*111000

= 1 1 1 0 1 0

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b101010** ^ **0b111000**) |
| 2 | '0b10010' |

*beginarrayrcccccccolorblue*1*colorblue*0*colorblue*1010ˆ111000

= 0 1 0 0 1 0

***i***

Notez que le premiez zéro n’apparaît pas dans le résultat renvoyé par Python pour le XOR, mais 0b10010 et 0b010010 sont bien deux représentations du même nombre (18).

D’autres opérations bit-à-bit sont encore possibles (~, <, >), vous pourrez en apprendre plus sur [cette page dédiée aux opérateurs](https://zestedesavoir.com/tutoriels/2514/un-zeste-de-python/10-annexes/1-glossaire/#3-3-operateurs) .

### Précision des flottants

Les nombres flottants en Python ont une précision limitée, c’est-à-dire qu’ils auront du mal à représenter des nombres trop grands ou avec trop de chiffres après la virgule.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **0.10000000000000001** |
| 2 | 0.1 |  |

On voit ici que le dernier 1 s’est perdu. C’est dû au fait que ces nombres sont stockés sur une zone mémoire de taille fixe, et que des arrondis sont nécessaires dans certains cas.

On peut le voir aussi sur d’autres opérations qui produisent normalement des nombres infinis.
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**>>> 1**/**3**

0.3333333333333333

**>>> 7**/**6**

1.1666666666666667

Par ailleurs, les nombres y sont stockés en base 2, et certains nombres qui nous paraissent finis (0.1) ne le sont pas en binaire (il faut une infinité de chiffre derrière la virgule pour représenter

0.1 en base 2). C’est pourquoi des arrondis sont effectués sur ces nombres. Ils ne sont pas toujours visibles, mais ils peuvent apparaître à certains moments et être source de bugs.

float('inf').

|  |  |
| --- | --- |
| 1 | **>>> 0.1** + **0.1** + **0.1** |
| 2 | 0.30000000000000004 |

En raison de ces arrondis il est plutôt déconseillé de comparer deux flottants avec ==, puisque cela pourrait amener à un résultat incohérent. Nous verrons dans la suite du cours comment résoudre ce problème.

|  |  |
| --- | --- |
| 1 | **>>> 0.1** + **0.1** + **0.1** == **0.3** |
| 2 | False |

### Notation des flottants

123.456 est la notation habituelle des nombres flottants, mais une autre est possible : la notation scientifique. Il s’agit de représenter un nombre avec un exposant d’une puissance de 10. Cela aide à écrire les nombres très grands ou très petits.

Par exemple, 3.2e5 est égal à 3.5 \* 10\*\*5 soit 320000.0, et 4e-3 à 4.0 \* 10\*\*-3 donc

0.004
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**>>> 3.2e5**

320000.0

**>>> 4e-3**

0.004

Pour certains nombres, trop grands/petits pour être représentés correctement avec la notation habituelle, Python basculera automatiquement en notation scientifique.
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**>>> 9.6** \*\* **100**

1.6870319358849588e+98

**>>> 2** / **10000000000**

2e-10

Enfin, il est aussi possible avec les flottants de représenter les infinis (positif et négatif), mais ils ne sont pas directement accessibles. On peut accéder à l’infini positif à l’aide de l’expression
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**>>>** inf = float('inf')

**>>>** inf inf

**>>>** inf + **2**

inf

**>>>** inf \* inf inf

**>>> 1** / inf

0.0

9

L’infini sera toujours supérieur à n’importe quel autre nombre.

|  |  |
| --- | --- |
| 1 | **>>>** inf > **10**\*\***100** |
| 2 | True |

De façon similaire, on retrouve l’infini négatif avec float('-inf').

### Nombres complexes

***i***

Vous pouvez passer cette section si vous n’êtes pas familiers des nombres complexes, ce n’est pas important pour la suite.

Python embarque aussi nativement les nombres complexes qui sont accessibles via le suffixe j pour représenter la partie imaginaire. Les complexes sont un sur-ensemble des flottants, et les mêmes opérations sont donc applicables sur eux.
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**>>> 1**+**2j** + **4**+**5j**

(5+7j)

**>>> 0.5j** + **3.2**+**9.3j**

(3.2+9.8j)

**>>>** (**1**+**2j**) \* (**4**+**5j**) (-6+13j)

**>>> 1j**\***1j**

(-1+0j)

**>>>** (**1**+**2j**) \*\* **2**

(-3+4j)

Par ailleurs, on trouve sur ces nombres des attributs real et imag pour accéder aux parties réelle et imaginaire, et une méthode conjugate pour calculer le conjugué.
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**>>>** c = **1**+**2j**

**>>>** c.real 1.0

**>>>** c.imag 2.0

**>>>** c.conjugate() (1-2j)

Bien sûr, les nombres complexes ne sont par ordonnables entre-eux.

**>>> 1**+**2j** < **2**+**1j**

Traceback (most recent call last):

1

2

File "<stdin>", line **1**, in <module>

TypeError: '<' not supported between instances of 'complex' and 'complex'

3

4

Enfin, la fonction abs (valeur absolue) permet aussi de calculer le module d’un nombre com- plexe.

|  |  |
| --- | --- |
| 1 | **>>>** abs(**3**+**4j**) |
| 2 | 5.0 |

## Chaînes de caractères

La chaîne de caractère est le type utilisé pour représenter du texte, on peut la voir comme une séquence (ou un tableau) de caractères.

### Conversions

Toute valeur Python est convertible en chaîne de caractères, en faisant appel à str.
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**>>>** str(True) 'True'

**>>>** str(**4**) '4'

**>>>** str(**1.5**) '1.5'

**>>>** str('foo') 'foo'

**>>>** str([**1**, **2**, **3**])

'[1, 2, 3]'

C’est ainsi que print procède d’ailleurs pour afficher n’importe quelle valeur.

### Opérations

La longueur d’une chaîne peut être obtenue par un appel à la fonction len.
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**>>>** len('foo') 3

**>>>** len('hello world') 11

**>>>** len('') 0

#### Indexation

On peut accéder aux différents caractères de la chaîne à l’aide de l’opérateur d’indexation [] accompagné d’un index (une position dans la chaîne, à partir de 0). Cet index peut être négatif pour parcourir la chaîne depuis la fin.
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**>>>** 'hello world'[**1**] 'e'

**>>>** 'hello world'[-**3**] 'r'

On peut préciser un intervalle d’index grâce au *slicing* avec la syntaxe debut:fin:pas où chaque élément est optionnel.
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**>>>** 'hello world'[**3**:] 'lo world'

**>>>** 'hello world'[:-**4**] 'hello w'

**>>>** 'hello world'[**1**:**8**:**2**] 'el o'

#### Concaténation

Il est possible de concaténer (mettre à la suite) plusieurs chaînes de caractères avec l’opérateur

+.

|  |  |
| --- | --- |
| 1 | **>>>** 'hello' + ' ' + 'world' + '!' |
| 2 | 'hello world!' |

On peut aussi «multiplier» une chaîne par un nombre entier *n* pour obtenir *n* concaténations de cette même chaîne.

|  |  |
| --- | --- |
| 1 | **>>>** 'hello ' \* **3** |
| 2 | 'hello hello hello ' |

#### Relations d’ordre

Les chaînes de caractères sont ordonnées les unes par rapport aux autres, il est donc possible d’utiliser les opérateurs <, >, <= et >= entre deux chaînes.

La comparaison est faite en fonction de l’ordre lexicographique, une extension de l’ordre alphabétique.

1 **>>>** 'abc' < 'def'

2 True

|  |  |
| --- | --- |
| 3 | **>>>** 'abc' > 'def' |
| 4 | False |

#### Appartenance

L’opérateur in permet de tester si une chaîne contient un caractère ou une sous-chaîne (ou vu autrement, si cette sous-chaîne appartient à la chaîne). L’opération renvoie un booléen.
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**>>>** 'h' **in** 'hello' True

**>>>** 'lo' **in** 'hello' True

**>>>** 'la' **in** 'hello' False

### Principales méthodes

Les méthodes lstrip, rstrip et strip permettent respectivement de renvoyer une nouvelle chaîne en supprimant les espaces au début, à la fin ou des deux côtés.
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**>>>** ' foo bar '.lstrip() 'foo bar '

**>>>** ' foo bar '.rstrip() ' foo bar'

**>>>** ' foo bar '.strip() 'foo bar'

Elles acceptent un argument optionnel pour supprimer des caractères en particulier plutôt que des espaces.
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**>>>** '...hello...'.strip('.') 'hello'

**>>>** '.-hello-..'.strip('.-') 'hello'

**!**

Attention, l’argument donné à strip spécifie un ensemble de caractères à supprimer et nom une chaîne précise. s.strip('.-') et s.strip('-.') sont équivalents.

Les méthodes upper, lower, capitalize et title permettent d’obtenir une nouvelle chaîne en changeant la casse des caractères.

|  |  |
| --- | --- |
| 1 | **>>>** 'HeLlO wOrLd!'.upper() |
| 2 | 'HELLO WORLD!' |
| 3 | **>>>** 'HeLlO wOrLd!'.lower() |
| 4 | 'hello world!' |
| 5 | **>>>** 'HeLlO wOrLd!'.capitalize() |
| 6 | 'Hello world!' |
| 7 | **>>>** 'HeLlO wOrLd!'.title() |
| 8 | 'Hello World!' |

index et find servent à trouver la première position d’un caractère (ou d’une sous-chaîne) dans une chaîne.

index produit une erreur si le caractère n’est pas trouvé, find renvoie -1.

**>>>** 'hello world'.index('o') 4

**>>>** 'hello world'.find('h') 0

**>>>** 'hello world'.index('world') 6

**>>>** 'hello world'.find('world') 6

**>>>** 'hello'.index('w')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: substring not found

**>>>** 'hello'.find('w')

-1
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Il est possible de compter le nombre d’occurrences d’un caractère (ou d’une sous-chaîne) avec la méthode count.

**>>>** 'hello world'.count('o') 2

**>>>** 'toto'.count('to') 2
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On peut tester spécifiquement si une chaîne commence ou termine par une autre avec les méthodes startswith et endswith. Ces méthodes renvoient un booléen.

**>>>** 'hello world'.startswith('hello') True

**>>>** 'hello world'.endswith('hello') False

**>>>** 'hello world'.startswith('world') False

**>>>** 'hello world'.endswith('world')
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***i***

Depuis Python 3.9, les chaînes de caractères possèdent aussi des méthodes removeprefix et removesuffix qui permettent de retirer une sous-chaîne au début ou à la fin de notre chaîne.

Ces méthodes ne produisent pas d’erreur si la sous-chaîne n’est pas trouvée et renvoient juste la chaîne telle quelle.
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**>>>** 'helloworld'.removeprefix('hello') 'world'

**>>>** 'helloworld'.removesuffix('world') 'hello'

**>>>** 'helloworld'.removeprefix('world') 'helloworld'

Différents tests sont possibles sur les chaînes de caractères pour savoir si elles sont composées de caractères alphanumériques (isalnum), alphabétiques (isalpha), numériques (isdigit) et d’autres encore.
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**>>>** 'salut123'.isalnum() True

**>>>** 'salut 123'.isalnum() False

**>>>** 'salut'.isalpha() True

**>>>** 'salut123'.isalpha() False

**>>>** '123'.isdigit() True

### Méthodes avancées

La méthode replace permet de renvoyer une copie de la chaîne en remplaçant un caractère (ou une sous-chaîne) par un autre.
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**>>>** 'hello world'.replace('o', 'a') 'hella warld'

**>>>** 'hello world'.replace('ll', 'xx') 'hexxo world'

**>>>** 'hello world'.replace('ll', '') 'heo world'

On peut découper une chaîne de caractères vers une liste de chaînes à partir d’un séparateur (caractère ou sous-chaîne) avec la méthode split. Par défaut, le séparateur est l’espace.

|  |  |
| --- | --- |
| 1 | **>>>** 'hello world'.split() |
| 2 | ['hello', 'world'] |
| 3 | **>>>** 'abc:def:ghi'.split(':') |
| 4 | ['abc', 'def', 'ghi'] |
| 5 | **>>>** 'abc : def : ghi'.split(' : ') |
| 6 | ['abc', 'def', 'ghi'] |

Ce séparateur ne peut pas être une chaîne vide.

**>>>** 'hello'.split('')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: empty separator
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Enfin, il est possible d’unir les chaînes de caractère d’une liste autour d’un séparateur en utilisant la méthode join sur ce séparateur.
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**>>>** ' '.join(['hello', 'world']) 'hello world'

**>>>** ':'.join(['abc', 'def', 'ghi']) 'abc:def:ghi'

La chaîne vide est ici acceptée pour concaténer directement les chaînes.

|  |  |
| --- | --- |
| 1 | **>>>** ''.join(['h', 'e', 'l', 'l', 'o']) |
| 2 | 'hello' |

## Listes

Les listes représentent des tableaux de valeurs de tous types. Contrairement aux types précédents, les listes sont des objets modifiables (leur valeur peut varier avec le temps).

### Conversions

Une chaîne de caractères étant une séquence, elle peut être convertie en liste de caractères en faisant appel à list.

|  |  |
| --- | --- |
| 1 | **>>>** list('hello') |
| 2 | ['h', 'e', 'l', 'l', 'o'] |

Cela peut justement permettre de récupérer l’équivalent modifiable d’une chaîne de caractères.

|  |  |
| --- | --- |
| 1 | **>>>** txt = list('hello') |
| 2 | **>>>** txt[**1**] = 'a' |
| 3 | **>>>** ''.join(txt) |
| 4 | 'hallo' |

### Opérations

On retrouve pour les listes les opérations d’indexation ([]), de concaténation (+, \*) et d’appar- tenance (in).

L’indexation permet cependant de modifier une liste en assignant une valeur à une position et d’en supprimer avec del.

|  |  |
| --- | --- |
| 1 | **>>>** values = [**3**, **4**, **5**] |
| 2 | **>>>** values[**0**] |
| 3 | 3 |
| 4 | **>>>** values[**1**:] |
| 5 | [4, 5] |
| 6 | **>>>** values[-**1**] = **6** |
| 7 | **>>> del** values[**0**] |
| 8 | **>>>** values |
| 9 | [4, 6] |
| 10 | **>>>** [**1**, **2**] + values |
| 11 | [1, 2, 4, 6] |
| 12 | **>>>** values \* **2** |
| 13 | [4, 6, 4, 6] |
| 14 | **>>> 4 in** [**1**, **2**, **3**] |
| 15 | False |
| 16 | **>>> 4 in** [**1**, **2**, **4**] |
| 17 | True |

Contrairement aux chaînes de caractères, l’opérateur in n’ira pas chercher de sous-liste dans une liste.
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**>>>** [**1**, **2**] **in** [**1**, **2**, **3**]

False

**>>>** [**1**, **2**] **in** [[**1**, **2**], [**3**, **4**]]

True

Au niveau de la multiplication d’une liste par un nombre, il faut bien faire attention aux cas de références multiples. Quand on multiplie ainsi une liste, on ne copie pas les éléments qu’elle contient, mais on ne fait que les dupliquer. On a donc plusieurs fois un même objet dans la liste.

Ce n’est pas gênant pour des valeurs non modifiables (nombres, chaînes), mais si une liste contient d’autres listes cela peut vite devenir problématique.

|  |  |
| --- | --- |
| 1 | **>>>** table = [[**0**, **0**, **0**]] \* **2** |
| 2 | **>>>** table |
| 3 | [[0, 0, 0], [0, 0, 0]] |
| 4 | **>>>** table[**0**][**1**] = **5** |
| 5 | **>>>** table |
| 6 | [[0, 5, 0], [0, 5, 0]] |

Les opérateurs d’ordre (<, >) sont aussi utilisables entre deux listes, leur résultat dépend de la comparaison entre les éléments des listes, par ordre lexicographique.

C’est-à-dire qu’on commence par comparer les premiers éléments des deux listes : s’ils sont différents, alors la liste dont l’élément est le plus grand est considérée comme supérieure.

|  |  |
| --- | --- |
| 1 | **>>>** [**3**, **0**, **0**] > [**1**, **9**, **9**] |
| 2 | True |
| 3 | **>>>** [**3**, **0**, **0**] < [**1**, **9**, **9**] |
| 4 | False |
| 5 | **>>>** [**3**, **0**, **0**] < [**4**, **9**] |
| 6 | True |
| 7 | **>>>** [**1**, **2**, **3**] < [**2**] |
| 8 | True |
| 9 | **>>>** ['abc', 'def'] < ['ghi'] |
| 10 | True |

Mais s’ils sont égaux, l’opération continue en passant aux éléments suivants, et ainsi de suite jusqu’à l’épuisement de l’une des listes. Une liste qui est épuisée avant l’autre est considérée comme inférieure. Ainsi [1, 2, 3] est inférieure à [1, 2, 3, 4].

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 **>>>** [**1**, | **2**, | **3**] | < | [**1**, | **2**, | **4**] |
| 3 **>>>** [**1**, | **2**, | **3**] | < | [**1**, | **2**, | **2**] |
| 5 **>>>** [**1**, | **2**, | **3**] | < | [**1**, | **2**, | **3**, **4**] |

Dans le cas où les éléments des deux listes ne sont pas ordonnables, on obtient une erreur de type signifiant que la comparaison est impossible.

True False True

**>>>** [**1**, **2**, **3**, **9**] < [**1**, **2**, **4**]

True

**>>>** [**1**, **2**, **3**] < [**1**]

False

**>>>** ['abc', 'def'] > ['abc'] True
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**>>>** [**1**, **2**] < [**1**, 'a']

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: '<' not supported between instances of 'int' and 'str'
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Et on retrouve bien sûr les opérateurs d’inégalités <= et >=.
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**>>>** [**3**, **2**, **1**] > [**3**, **2**, **1**]

False

**>>>** [**3**, **2**, **1**] >= [**3**, **2**, **1**]

True

**>>>** [**3**, **2**, **1**] <= [**3**, **2**, **1**]

True

D’autres opérateurs prennent la forme de fonctions. C’est le cas de len pour récupérer la taille d’une liste.

|  |  |
| --- | --- |
| 1 | **>>>** len(['a', 'b', 'c']) |
| 2 | 3 |

On a aussi les fonctions min et max pour récupérer le plus petit ou le plus grand élément d’une liste.
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**>>>** min([**3**, **1**, **2**])

1

**>>>** max(['z', 'c', 'a', 'y'])

'z'

sum est une fonction qui opère sur une liste de nombres et en calcule la somme.

|  |  |
| --- | --- |
| 1 | **>>>** sum([**1**, **2**, **3**, **4**, **5**, **6**, **7**, **8**, **9**, **10**]) |
| 2 | 55 |

Enfin je voulais aussi vous présenter les fonctions all et any, qui agissent comme des and/or sur l’ensemble des éléments d’une liste, mais renvoient un booléen dans tous les cas. all vérifie que tous les éléments sont vrais, et any qu’au moins un élément est vrai.

Ainsi, all([a, or b or c or d.

b, c, d]) est équivalent à a and b and c and d et any([a, b, c, d]) à a
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**>>>** all([**1**, **2**, **3**, **4**])

True

**>>>** all([**1**, **2**, **3**, **4**])

True

**>>>** all([**0**, **1**, **2**, **3**, **4**])

False

**>>>** any([**0**, **1**, **2**, **3**, **4**])

True

|  |  |
| --- | --- |
| 9 | **>>>** any([**0**]) |
| 10 | False |

Attention cependant au comportement sur les listes vides : all s’attend à ce que tous les éléments soient vrais ; mais si la liste ne contient aucun élément, alors techniquement ils sont bien tous vrais. De même pour any qui veut au moins un élément vrai, ce qui ne peut pas être le cas s’il n’y a aucun élément.
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**>>>** all([]) True

**>>>** any([]) False

### Principales méthodes

Venons-en maintenant à quelques méthodes sur les listes.

Comme sur les chaînes, on a une méthode index pour rechercher le premier index d’un élément.
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**>>>** values = ['a', 'b', 'c', 'd']

**>>>** values.index('c') 2

Les méthodes append, insert, pop et clear permettent de modifier la liste en ajoutant / insérant / supprimant un élément, ou en la vidant.
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**>>>** values.append('e')

**>>>** values.insert(**3**, 'ç')

**>>>** values.pop(**1**) 'b'

**>>>** values

['a', 'c', 'ç', 'd', 'e']

**>>>** values.clear()

**>>>** values []

Les listes ont aussi une méthode remove pour supprimer un élément en fonction de sa valeur plutôt que son index.
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**>>>** values = ['a', 'b', 'c', 'd']

**>>>** values.remove('c')

**>>>** values ['a', 'b', 'd']

La méthode extend permet d’ajouter une liste d’éléments à la fin, ce qui revient à concaténer la liste donnée en argument dans la liste actuelle.

|  |  |
| --- | --- |
| 1 | **>>>** values.extend(['c', 'e', 'f']) |
| 2 | **>>>** values |
| 3 | ['a', 'b', 'd', 'c', 'e', 'f'] |

Quelques méthodes permettent de faire varier l’ordre des éléments dans la liste. C’est le cas de

reverse qui inverse l’ordre des éléments.
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**>>>** values.reverse()

**>>>** values

['f', 'e', 'c', 'd', 'b', 'a']

sort permet quant à elle de trier les éléments du plus petit au plus grand.
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**>>>** values.sort()

**>>>** values

['a', 'b', 'c', 'd', 'e', 'f']

Il est possible de passer un booléen comme argument nommé reverse pour trier les éléments dans l’autre sens.
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**>>>** values.sort(reverse=True)

**>>>** values

['f', 'e', 'd', 'c', 'b', 'a']

Enfin, on a vu plus haut les problèmes que pouvaient causer les multiples références sur une même liste. Parfois, on veut simplement deux listes contenant les mêmes valeurs mais indépendantes l’une de l’autre, et l’on doit pour cela en réaliser une copie. Les listes possèdent pour cela une méthode copy.
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**>>>** other\_values = values.copy()

**>>>** values.append('g')

**>>>** values

['a', 'b', 'c', 'd', 'e', 'f', 'g']

**>>>** other\_values

['a', 'b', 'c', 'd', 'e', 'f']

Ce même comportement est aussi possible en appelant list sur une liste existante, ou en utilisant un *slicing* vide.
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**>>>** list(values)

['a', 'b', 'c', 'd', 'e', 'f', 'g']

**>>>** values[:]

['a', 'b', 'c', 'd', 'e', 'f', 'g']

**!**

Attention cependant avec les listes multi-dimensionnelles : copy ne réalise une copie que du premier niveau de la liste.

Ainsi, avec le code qui suit, nous aurons encore des références communes entre les deux listes.
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**>>>** values = [['a', 'b', 'c'], ['d', 'e', 'f']]

**>>>** other\_values = values.copy()

**>>>** values[**1**].append('g')

**>>>** other\_values

[['a', 'b', 'c'], ['d', 'e', 'f', 'g']]

Nous verrons par la suite comment réaliser une copie en profondeur et éviter ce problème. Mais cela ne concerne bien sûr que les dimensions imbriquées : values et other\_values restent deux listes distinctes.
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**>>>** values.append(['h', 'i', 'j'])

**>>>** values

[['a', 'b', 'c'], ['d', 'e', 'f', 'g'], ['h', 'i', 'j']]

**>>>** other\_values

[['a', 'b', 'c'], ['d', 'e', 'f', 'g']]

### Identité

Il existe en Python un opérateur d’identité, l’opérateur is. Celui-ci permet de tester si deux valeurs sont un seul et même objet, et non simplement des valeurs égales.

Il permet ainsi de savoir si deux variables pointent vers une même liste ou vers deux listes distinctes.
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**>>>** values = [**1**, **2**, **3**]

**>>>** other\_values = values

**>>>** other\_values **is** values True

**>>>** other\_values = values.copy()

**>>>** other\_values **is** values False

**>>>** other\_values == values True

À l’inverse, on trouve l’opérateur is not pour tester la non-identité.

|  |  |
| --- | --- |
| 1 | **>>>** other\_values **is not** values |
| 2 | True |

## None

None est une valeur particulière en Python, qui représente l’absence de valeur. On l’a déjà rencontrée sans vraiment y faire attention.

C’est par exemple la valeur renvoyée par les fonctions ou méthodes qui ne renvoient «rien».
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**>>>** [].clear()

**>>> print**([].clear()) None

La fonction print en elle-même renvoie None.
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**>>> print**(**print**())

None

Dans certains traitements, il est parfois utile de savoir si l’on a affaire à None ou à une autre valeur. Pour vérifier ça, on serait tenté de tester si notre valeur est égale à None avec un ==. Mais None est une valeur unique en Python, il n’en existe qu’un (on parle de *singleton*) et on préférera donc utiliser l’opérateur d’idendité : is.
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**>>>** None **is** None True

**>>>** [].clear() **is** None True

**>>>** abs(-**5**) **is** None False

On retrouve aussi l’opérateur is not pour vérifier qu’une valeur n’est pas None.
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**>>>** abs(-**5**) **is not** None True

**>>>** [].clear() **is not** None False

# Les dictionnaires

## Introduction

Les listes permettent de stocker un ensemble d’éléments en associant chaque élément à un index numérique.

Mais cela n’est pas adapté à toutes les données, toutes ne représentent pas une séquence de valeurs.

Comment par exemple représenter un répertoire téléphonique ? Avec une liste de listes où chaque sous-liste serait composée de deux éléments : un nom et un numéro ?

Par exemple on pourrait avoir

phonebook = [['Alice', '0633432380'], ['Bob', '0663621029'],

['Alex', '0714381809']]

1

Ça fonctionnerait mais c’est loin d’être idéal, il faudrait se souvenir d’utiliser [0] pour le nom et

[1] pour le numéro, et ça demanderait de parcourir toute la liste chaque fois que l’on voudrait chercher un numéro.

Heureusement pour nous, les dictionnaires sont une structure de données bien plus adaptée à ce genre de problématique.

## Des tables d’association

Comme les listes, les dictionnaires sont des conteneurs. C’est-à-dire qu’ils contiennent d’autres valeurs auxquelles on peut accéder avec l’opérateur d’indexation [].

Mais plutôt qu’associer une valeur à un index, ils vont l’associer à une clé quelconque, par exemple une chaîne de caractères. Il s’agit donc d’un ensemble de couples clé-valeur.

Un dictionnaire se définit avec des accolades, entre lesquelles les couples sont séparés par des virgules. Un couple clé-valeur est de la forme clé: valeur.

Voilà à quoi pourrait ressembler le répertoire téléphonique donné en introduction :

phonebook = {'Alice': '0633432380', 'Bob': '0663621029', 'Alex': '0714381809'}

1

C’est déjà plus clair à écrire, mais là où ça devient intéressant c’est pour l’accès aux éléments. On retrouve en effet l’opérateur [], mais on va pouvoir lui préciser une clé de notre dictionnaire plutôt qu’un index.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook['Alex'] |
| 2 | '0714381809' |

Il suffit de connaître le nom pour accéder au numéro, pas besoin de parcourir tout le répertoire. On comprend donc l’analogie avec le dictionnaire, qui permet d’associer des définitions à des mots, et de retrouver la définition à partir du mot.

## Opérations sur les dictionnaires

Les dictionnaires sont des objets modifiables, on retrouve donc l’opérateur d’indexation en lecture et en écriture.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook['Alice'] |
| 2 | '0633432380' |
| 3 | **>>>** phonebook['Bob'] = '0712800331' |
| 4 | **>>> del** phonebook['Alex'] |
| 5 | **>>>** phonebook |
| 6 | {'Alice': '0633432380', 'Bob': '0712800331'} |

Par contre pas de *slicing* ici, cela n’a pas de sens sur des clés de dictionnaire. Une clé non trouvée dans le dictionnaire provoque une erreur.

**>>>** phonebook['Mehdi']

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

KeyError: 'Mehdi'
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Les dictionnaires sont sensibles à la casse, c’est-à-dire que les lettres majuscules sont traitées différemment des minuscules. 'Alice' et 'alice' sont alors deux clés distinctes.
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**>>>** phonebook['alice'] = '0729570663'

**>>>** phonebook

{'Alice': '0633432380', 'Bob': '0712800331', 'alice': '0729570663'}

On retrouve aussi l’opérateur d’appartenance (in), qui fonctionne sur les clés et non sur les valeurs.
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**>>>** 'Bob' **in** phonebook True

**>>>** '0633432380' **in** phonebook False

Et on peut connaître la taille d’un dictionnaire en appelant la fonction len.

|  |  |
| --- | --- |
| 1 | **>>>** len(phonebook) |
| 2 | 3 |

Comme tout objet, il est possible de tester l’égalité entre deux dictionnaires avec l’opérateur ==, et la différence avec !=. Deux dictionnaires sont considérés comme égaux s’ils contiennent les

mêmes éléments, avec les mêmes valeurs pour les mêmes clés.

|  |  |
| --- | --- |
| 1 | **>>>** {'a': **1**} == {'a': **1**} |
| 2 | True |
| 3 | **>>>** {'a': **0**} == {'b': **0**} |
| 4 | False |
| 5 | **>>>** {'a': **0**} != {'a': **0**, 'b': **1**} |
| 6 | True |

Cela est vrai quel que soit l’ordre des éléments dans le dictionnaire.

|  |  |
| --- | --- |
| 1 | **>>>** {'a': **0**, 'b': **1**} == {'b': **1**, 'a': **0**} |
| 2 | True |
| 3 | **>>>** {'a': **0**, 'b': **1**} != {'b': **1**, 'a': **0**, 'c': **2**} |
| 4 | True |

### Méthodes principales

Une première méthode intéressante est la méthode get. Elle agit comme l’opérateur [] mais sans produire d’erreur si la clé n’est pas trouvée.
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**>>>** phonebook.get('Mehdi')

**>>> print**(phonebook.get('Mehdi')) None

Comme on le voit, la valeur renvoyée si la clé n’est pas trouvée est renvoyer une autre valeur en la précisant comme second argument à

get

None

. Il est possible de

.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook.get('Mehdi', 'xxx') |
| 2 | 'xxx' |

Ensuite on va surtout trouver des méthodes pour modifier le dictionnaire, comme on en trouvait sur les listes.

La méthode pop est d’ailleurs équivalente à celle des listes, elle supprime une clé du dictionnaire et renvoie la valeur associée.
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**>>>** phonebook.pop('Alice') '0633432380'

**>>>** phonebook.pop('alice') '0729570663'

L’appel produit une erreur si la clé n’est pas trouvée, mais il est là encore possible de donner une valeur par défaut en deuxième argument.

**>>>** phonebook.pop('Mehdi') Traceback (most recent call last):

File "<stdin>", line **1**, in <module> KeyError: 'Mehdi'

**>>>** phonebook.pop('Mehdi', 'xxx') 'xxx'
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La méthode update permet d’étendre le dictionnaire avec les données d’un autre dictionnaire.

|  |  |
| --- | --- |
| 1  2 | **>>>** phonebook.update({'Julie': '0619096810', 'Mehdi': '0762253973'})  **>>>** phonebook |
| 3 | {'Bob': '0712800331', 'Julie': '0619096810', 'Mehdi': '0762253973'} |

Si une clé existe déjà dans le dictionnaire actuel, sa valeur est remplacée par la nouvelle qui est reçue.
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**>>>** phonebook.update({'Julie': '0734593960'})

**>>>** phonebook

{'Bob': '0712800331', 'Julie': '0734593960', 'Mehdi': '0762253973'}

La méthode clear sert à vider complètement un dictionnaire.
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**>>>** phonebook.clear()

**>>>** phonebook

{}

{} représente donc un dictionnaire vide.

Enfin, setdefault est un peu le pendant de get mais en écriture : elle va insérer une valeur dans le dictionnaire seulement si la clé n’est pas déjà présente.

La méthode renvoie la valeur associée à cette clé dans le dictionnaire, donc soit celle qui vient d’être ajoutée soit celle qui était déjà présente.
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**>>>** phonebook.setdefault('Julie', '0619096810')

'0619096810'

**>>>** phonebook.setdefault('Julie', '0734593960')

'0619096810'

**>>>** phonebook

{'Julie': '0619096810'}

### Conversions

On peut convertir une liste de couples clé/valeur en un dictionnaire, en appelant dict comme une fonction.

Par exemple avec notre répertoire téléphonique défini en introduction :

|  |  |
| --- | --- |
| 1  2 | **>>>** phonebook = [['Alice', '0633432380'], ['Bob', '0663621029'], ['Alex', '0714381809']]  **>>>** dict(phonebook) |
| 3 | {'Alice': '0633432380', 'Bob': '0663621029', 'Alex': '0714381809'} |

L’appel à dict sur un dictionnaire existant permet aussi d’en créer une copie.
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**>>>** phonebook = {'Mehdi': '0762253973'}

**>>>** mybook = dict(phonebook)

**>>>** mybook['Julie'] = '0734593960'

**>>>** mybook

{'Mehdi': '0762253973', 'Julie': '0734593960'}

**>>>** phonebook

{'Mehdi': '0762253973'}

Enfin, une autre utilité de l’appel à dict est de pouvoir construire un dictionnaire à partir d’arguments nommés. Les noms des arguments deviennent ainsi les clés du dictionnaire.

|  |  |
| --- | --- |
| 1 | **>>>** dict(Bob='0712800331', Julie='0734593960', Mehdi='0762253973') |
| 2 | {'Bob': '0712800331', 'Julie': '0734593960', 'Mehdi': '0762253973'} |

## Données composites

Un autre cas d’utilisation des dictionnaires est celui d’agréger dans un même objet plusieurs valeurs liées les unes aux autres, plutôt que dans des variables différentes. Pensez par exemple à la représentation des monstres dans notre TP : on a un nom d’un côté, un nombre de PV de l’autre et aussi une liste d’attaques.

À la place, on pourrait utiliser un dictionnaire par monstre, en y faisant figurer toutes ses données.
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{

'nom': 'Pythachu', 'PV': **50**,

'attaques': ['tonnerre', 'charge'],

}

En effet, tous les types de données sont acceptés en tant que valeurs, et toutes les valeurs n’ont pas besoin d’être du même type.

Mais on peut faire encore mieux. En usant de listes et de dictionnaires, on construit facilement des structures arborescentes pour représenter toutes nos données.

|  |  |
| --- | --- |
| 1 | monstres = { |
| 2 | 'Pythachu': { |
| 3 | 'type': 'foudre', |
| 4 | 'description': 'Petit rat surchargé.', |
| 5 | 'attaques': ['tonnerre', 'charge'], |
| 6 | }, |
| 7 | 'Pythard': { |
| 8 | 'type': 'aquatique', |
| 9 | 'description': "Tétard qui a cru qu'il était tôt.", |
| 10 | 'attaques': ['jet-de-flotte', 'charge'], |
| 11 | }, |
| 12 | 'Ponytha': { |
| 13 | 'type': 'flamme', |
| 14 | 'description': 'Cheval enflammé.', |
| 15 | 'attaques': ['brûlure', 'charge'], |
| 16 | }, |
| 17  18  19 | }  attaques = { |
| 20 | 'charge': {'degats': **20**}, |
| 21 | 'tonnerre': {'degats': **50**}, |
| 22 | 'jet-de-flotte': {'degats': **40**}, |
| 23 | 'brûlure': {'degats': **40**}, |
| 24  25  26 | }  joueurs = [ |
| 27 | { |
| 28 | 'nom': 'Joueur 1', |
| 29 | 'monstre': 'Pythachu', |
| 30 | 'PV': **100**, |
| 31 | }, |
| 32 | { |
| 33 | 'nom': 'Joueur 2', |
| 34 | 'monstre': 'Ponytha', |
| 35 | 'PV': **120**, |
| 36 | }, |
| 37 | ] |

Ainsi, on représente dans des variables différentes la structure de nos données. Pour avoir d’un côté la définition des monstres et des attaques, et de l’autre les monstres en jeu.

**>>> print**(joueurs[**0**]['nom'], ':', joueurs[**0**]['monstre']) Joueur 1 : Pythachu

**>>> print**('Attaques :', monstres[joueurs[**0**]['monstre']]['attaques'])

Attaques : ['tonnerre', 'charge']

**>>> print**('Dégâts de tonnerre :', attaques['tonnerre']['degats']) Dégâts de tonnerre : 50
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## Clés de dictionnaires

Jusqu’ici, je n’ai présenté que des chaînes de caractères comme clés de dictionnaire, par souci de simplicité.

Mais ce ne sont pas les seuls types de clés possibles, les booléens ou les nombres sont aussi des clés valides.

|  |  |
| --- | --- |
| 1 | choices = { |
| 2 | True: 'OK', |
| 3 | False: 'KO', |
| 4  5  6 | }  diviseurs = { |
| 7 | **4**: [**1**, **2**], |
| 8 | **6**: [**1**, **2**, **3**], |
| 9 | **8**: [**1**, **2**, **4**], |
| 10 | **9**: [**1**, **3**], |
| 11 | **10**: [**1**, **2**, **5**], |
| 12 | } |

Qui s’utilisent de la même manière lors de l’indexation.

|  |  |
| --- | --- |
| 1 | **>>>** choices[True] |
| 2 | 'OK' |
| 3 | **>>>** choices[False] = 'erreur' |
| 4 | **>>>** diviseurs[**8**] |
| 5 | [1, 2, 4] |
| 6 | **>>>** diviseurs.get(**5**, [**1**]) |
| 7 | [1] |

***i***

Dans le cas de la construction d’un dictionnaire à l’aide d’un appel du type dict(a=0, b=1), les clés seront forcément des chaînes de caractères et doivent correspondre à des noms valides.

Il n’est alors pas possible d’écrire quelque chose comme dict(9=[1, 3]) puisque 9 n’est pas un nom d’argument valide.

En revanche, tout type de données n’est pas accepté comme clé de dictionnaire. Vous avez vu vous en rendre compte si vous avez essayé d’y placer une liste ou un dictionnaire.
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**>>>** {[]: **0**}

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: unhashable type: 'list'

Nous reviendrons plus tard sur cette erreur et ce qu’elle signifie, mais retenez pour le moment que dans les types que nous connaissons seuls les non-modifiables peuvent être utilisés en tant

que clés.

Les valeurs modifiables telles que les listes ou les dictionnaires ne peuvent pas être utilisées en tant que clés, car comment retrouverait-on la valeur associée si la clé est mise à jour ?

[].

Alice : 0633432380

Bob : 0663621029

Alex : 0714381809

**...**

**...**

**>>> for** name **in** phonebook:

# Itérer sur un dictionnaire

## Introduction

On a vu que la boucle for ne se limitait pas aux listes : elle permet aussi d’itérer sur les chaînes de caractères et les *range* par exemple. Plus généralement, un for itère sur un objet dit itérable.

Et ça tombe bien : les dictionnaires sont itérables !

## Dictionnaire et boucle for

Mais itérer sur un dictionnaire, qu’est-ce que ça veut dire ?

En fait un dictionnaire peut être vu comme un ensemble de clés. Itérer sur un dictionnaire revient donc à itérer sur ces clés.
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**... print**(name)

**...**

Alice Bob Alex

**>>>** phonebook = {'Alice': '0633432380', 'Bob': '0663621029', 'Alex': '0714381809'}

**>>> for** name **in** phonebook:

Et à partir d’une clé, il est facilement possible d’accéder à la valeur associée, grâce à l’opérateur
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**print**(name, ':', phonebook[name])

***i***

Si vous utilisez une version de Python antérieure à 3.6, il se peut que vous obteniez un ordre différent dans les itérations. En effet, l’ordre des éléments dans un dictionnaire était auparavant aléatoire.

Le fait qu’un dictionnaire soit itérable le rend donc convertible en liste (en appelant list) ce qui aura pour effet de renvoyer la liste des clés.
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|  |  |
| --- | --- |
| 1 | **>>>** list(phonebook) |
| 2 | ['Alice', 'Bob', 'Alex'] |

## Autres manières d’itérer

On sait itérer sur les clés et récupérer la valeur associée à chaque clé, mais est-ce qu’il n’y a pas plus simple ? En effet, imaginons que nous ne soyons intéressés que par les valeurs du dictionnaire, pourquoi s’encombrer avec les clés ?

Les dictionnaires possèdent pour cela une méthode values renvoyant l’ensemble des valeurs du dictionnaire, sans les clés.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook.values() |
| 2 | dict\_values(['0633432380', '0663621029', '0714381809']) |

La méthode renvoie un objet d’un type un peu spécial, dict\_values. Il s’agit en fait d’une

«vue», une sorte de liste qui n’existe pas en tant que telle en mémoire (il n’y a pas de séquence d’éléments) mais qui sait où aller chercher ses éléments.

Il n’y a donc pas de duplication des données, la vue référence juste les valeurs du dictionnaire. Et cet objet un peu spécial est bien sûr itérable :

Numéro de téléphone : 0633432380 Numéro de téléphone : 0663621029 Numéro de téléphone : 0714381809

**...**

**...**

**>>> for** phone **in** phonebook.values():

1

2

3

4

5

6

**print**('Numéro de téléphone :', phone)

De façon symétrique on trouve aussi une méthode keys pour renvoyer une vue sur les clés.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook.keys() |
| 2 | dict\_keys(['Alice', 'Bob', 'Alex']) |

Itérer sur cette vue revient donc à itérer directement sur le dictionnaire, mais comme on dit

«explicit is better than implicit»1 .
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**... print**(name)

**...**

Alice Bob Alex

**>>> for** name **in** phonebook.keys():

1. Il s’agit d’un «vers» extrait de la [PEP20](https://www.python.org/dev/peps/pep-0020/) , un «poème» qui décrit la philosophie de Python.

Enfin, les dictionnaires disposent d’une troisième vue très utile, la vue items. Cette vue renvoie les couples clé/valeur du dictionnaire.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook.items() |
| 2 | dict\_items([('Alice', '0633432380'), ('Bob', '0663621029'),  ('Alex', '0714381809')]) |

Étant donné qu’il s’agit de couples, on peut itérer sur cette vue en précisant deux variables dans notre for : une pour recevoir la clé et une pour la valeur.

Alice : 0633432380

Bob : 0663621029

Alex : 0714381809

**...**

**...**

**>>> for** name, phone **in** phonebook.items():
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**print**(name, ':', phone)

### Conversions

On l’a vu, on peut convertir un dictionnaire en liste, ce qui nous renvoie la liste de ses clés. Les différentes vues que nous venons de voir sont elles aussi convertibles. Plus généralement, tout objet itérable (que l’on peut parcourir avec un for) est convertible en liste via un appel à

list.
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**>>>** list(phonebook.keys()) ['Alice', 'Bob', 'Alex']

**>>>** list(phonebook.values()) ['0633432380', '0663621029', '0714381809']

**>>>** list(phonebook.items())

[('Alice', '0633432380'), ('Bob', '0663621029'), ('Alex',

'0714381809')]
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**?**

Que représentent les parenthèses dans le dernier exemple ? La réponse est dans le prochain chapitre.

# Les tuples

## Introduction

On vient de voir que la méthode items des dictionnaires renvoyait des couples de valeurs. Mais qu’est-ce que c’est au juste qu’un couple, un nouveau type ?

Oui, il s’agit d’un tuple.

## Les tuples

Les tuples (parfois traduits en n-uplets) sont des équivalents non modifiables aux listes. C’est-à- dire des séquences d’un nombre fixe d’éléments : après la définition, on ne peut ni ajouter, ni supprimer, ni remplacer d’élément.

Un tuple est généralement défini par une paire de parenthèses contenant les éléments séparés par des virgules. Comme une liste, un tuple peut contenir des éléments de types différents.
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**>>>** (**1**, **2**, **3**)

(1, 2, 3)

**>>>** ('a', 'b', 'c')

('a', 'b', 'c')

**>>>** (**42**, '!')

(42, '!')

On notera tout de même que les parenthèses sont facultatives, c’est la virgule qui définit réellement un tuple. Comme pour les opérations arithmétiques, les parenthèses servent en fait à gérer les priorités et mettre en valeur le tuple.
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**>>> 1**, **2**, **3**

(1, 2, 3)

**>>> 1**, **2**, **3** \* **3**

(1, 2, 9)

**>>>** (**1**, **2**, **3**) \* **3**

(1, 2, 3, 1, 2, 3, 1, 2, 3)

Il faut bien penser à cette virgule lorsque l’on cherche à définir un tuple contenant un unique élément. En effet, (1) étant une notation équivalente à 1, il est nécessaire d’en ajouter une pour expliciter le tuple.
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**>>>** (**1**)

1

**>>>** (**1**,)

|  |  |
| --- | --- |
| 4 | (1,) |
| 5 | **>>> 1**, |
| 6 | (1,) |

Par ailleurs, il est possible de définir un tuple vide à l’aide d’une simple paire de parenthèses (il n’y a dans ce cas pas de confusion avec d’autres utilisations possibles des parenthèses).

**>>>** ()

()

1

2

J’utiliserai principalement le terme de tuple, mais il faut savoir qu’on rencontre parfois d’autres noms suivant la taille du tuple. On parle ainsi parfois de couple pour des tuples de 2 éléments, des triplets pour 3, etc.

Par exemple il est courant de dire que la méthode items des dictionnaires renvoie des couples clé/valeur.

('Alice', '0633432380')

('Bob', '0663621029')

('Alex', '0714381809')

**...**

**...**

**>>>** phonebook = {'Alice': '0633432380', 'Bob': '0663621029', 'Alex': '0714381809'}

**>>> for** couple **in** phonebook.items():
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**print**(couple)

## Opérations sur les tuples

Les opérations sont semblables à celles des listes.

Il est possible de convertir un itérable en tuple en appelant le type tuple comme une fonction.
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**>>>** tuple([**1**, **2**, **3**])

(1, 2, 3)

**>>>** tuple('abcd') ('a', 'b', 'c', 'd')

On peut accéder aux éléments d’un tuple (en lecture uniquement) avec l’opérateur d’indexation

[], qui gère les index négatifs et les slices.
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**>>>** values = (**4**, **5**, **6**)

**>>>** values[**1**] 5

**>>>** values[-**1**] 6

**>>>** values[::**2**]

(4, 6)

7

in permet de vérifier si une valeur est présente dans le tuple.
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**>>> 3 in** values False

**>>> 4 in** values True

On peut concaténer deux tuples avec +, et multiplier un tuple par un nombre avec \*.
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**>>>** (**4**, **5**, **6**) + (**7**, **8**, **9**)

(4, 5, 6, 7, 8, 9)

**>>>** (**4**, **5**, **6**) \* **2**

(4, 5, 6, 4, 5, 6)

Les tuples sont ordonnables les uns par rapport aux autres, de la même manière que les listes.
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**>>>** (**1**, **2**, **3**) < (**1**, **2**, **4**)

True

**>>>** (**1**, **2**, **3**) <= (**1**, **2**, **2**)

False

Les fonctions len, min, max, all, any etc. sont aussi applicables aux tuples.
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**>>>** len(values) 3

**>>>** min(values) 4

**>>>** max(values) 6

**>>>** all((True, True, False)) False

**>>>** any((True, True, False)) True

Enfin, les tuples sont pourvus de deux méthodes, index et count, pour respectivement trouver la position d’un élément et compter les occurrences d’un élément.
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**>>>** values.index(**6**) 2

**>>>** values.count(**6**) 1

## Utilisations des tuples

On peut parfois se demander quand utiliser un tuple et quand utiliser une liste. Le tuple étant comparable à une liste non modifiable, il peut donc être utilisé pour toutes les opérations attendant une liste et ne cherchant pas à la modifier. Il est même préférable de l’utiliser si l’on sait qu’il ne sera jamais question de modification, ou si l’on veut empêcher toute modification.

Mais il y a aussi des opérations qui ne sont possibles qu’avec les tuples. Étant non modifiables, ils peuvent être utilisés en tant que clés de dictionnaires.

|  |  |
| --- | --- |
| 1 | **>>>** cells = {(**0**, **0**): 'x', (**0**, **1**): '.', (**1**, **0**): '.', (**1**, **1**): 'x'} |
| 2 | **>>>** cells[(**1**, **0**)] |
| 3 | '.' |
| 4 | **>>>** cells[(**1**, **1**)] = ' ' |
| 5 | **>>>** cells |
| 6 | {(0, 0): 'x', (0, 1): '.', (1, 0): '.', (1, 1): ' '} |

Les parenthèses sont encore une fois facultatives lors des accès.

|  |  |
| --- | --- |
| 1 | **>>>** cells[**0**, **0**] |
| 2 | 'x' |

Cette structure permet ainsi de représenter d’une grille de données où chaque case est associée à ses coordonnées.

**!**

Attention cependant, un tuple qui contient un élément modifiable pourra lui aussi être indirectement altéré.

Par exemple si un tuple contient une liste, rien n’empêche d’ajouter des éléments à cette liste.

|  |  |
| --- | --- |
| 1 | **>>>** events = ('29/05/2019', ['anniversaire', 'soirée']) |
| 2 | **>>>** events[**1**].append('rdv coiffeur') |
| 3 | **>>>** events |
| 4 | ('29/05/2019', ['anniversaire', 'soirée', 'rdv coiffeur']) |

Un tel tuple ne pourra donc pas être utilisé comme clé de dictionnaire, parce qu’il contient une liste qui ne peut pas être utilisée comme tel.

**>>>** {events: None}

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: unhashable type: 'list'
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Mais beaucoup d’utilisations des tuples sont tous simplement implicites. C’est en effet une manière de faire des assignations multiples de variables.

|  |  |
| --- | --- |
| 1 | **>>>** a, b = **1**, **2** |
| 2 | **>>>** a |
| 3 | 1 |
| 4 | **>>>** b |
| 5 | 2 |

Techniquement, cela revient à écrire (a, b) = (1, 2), ou encore :

|  |  |
| --- | --- |
| 1 | **>>>** tmp = (**1**, **2**) |
| 2 | **>>>** (a, b) = tmp |

***i***

On appelle cette seconde opération (assigner plusieurs variables depuis un tuple) l’*unpa- cking*, mais nous y reviendrons plus tard.

# TP

## Introduction

L’objectif maintenant va être de reprendre notre code et de placer des dictionnaires aux endroits adéquats. Notamment remplacer les multiples variables associées à un seul monstre par des dictionnaires représentant la hiérarchie de nos données.

## Structurer les données

Un monstre devient alors une structure avec un nom et une liste d’attaques. Et une attaque se compose simplement d’un nombre de dégâts.

Dans le chapitre sur les dictionnaires, je présentais comment les utiliser pour former des données composites, avec un exemple correspondant à notre TP. En repartant de cet exemple on va pouvoir structurer facilement nos monstres et nos attaques.

|  |  |
| --- | --- |
| 1 | monsters = { |
| 2 | 'pythachu': { |
| 3 | 'name': 'Pythachu', |
| 4 | 'attacks': ['tonnerre', 'charge'], |
| 5 | }, |
| 6 | 'pythard': { |
| 7 | 'name': 'Pythard', |
| 8 | 'attacks': ['jet-de-flotte', 'charge'], |
| 9 | }, |
| 10 | 'ponytha': { |
| 11 | 'name': 'Ponytha', |
| 12 | 'attacks': ['brûlure', 'charge'], |
| 13 | }, |
| 14  15  16 | }  attacks = { |
| 17 | 'charge': {'damages': **20**}, |
| 18 | 'tonnerre': {'damages': **50**}, |
| 19 | 'jet-de-flotte': {'damages': **40**}, |
| 20 | 'brûlure': {'damages': **40**}, |
| 21 | } |

L’avantage de cette structure c’est que les attaques sont pleinement séparées des monstres, ce qui permet de ne pas les répéter quand elles sont partagées entre plusieurs monstres.

Le second avantage c’est qu’on est maintenant en mesure de définir précisément quel monstre peut utiliser quelle attaque, et donc d’avoir une meilleure validation à ce niveau.

Pour commencer le jeu, on demandera toujours aux deux joueurs de choisir leur monstre et

d’indiquer les points de vie associés, mais on pourra maintenant vérifier qu’il s’agit d’un monstre que l’on connaît.

**print**('Monstres disponibles :')

**for** monster **in** monsters.values():

**print**('-', monster['name']) players = []

**print**('Joueur 1, quel monstre choisissez-vous ?') name = input('> ').lower()

**while** name **not in** monsters: **print**('Monstre invalide') name = input('> ').lower()

pv = int(input('Quel est son nombre de PV ? ')) players.append({'id': '1', 'monster': name, 'pv': pv})
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Le fait d’utiliser des dictionnaires pour représenter nos joueurs nous permet aussi de les stocker dans une liste plutôt que dans deux variables distinctes, et donc d’éviter les répétitions que l’on avait dans nos traitements (puisque l’on va pouvoir appliquer une boucle sur cette liste).

## Solution

On retrouve maintenant la solution à ce TP, qui se rapproche de plus en plus d’un vrai système de combat.

À l’exécution on a bien quelque chose d’assez clair sur le déroulement du jeu.
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[Contenu masqué n°8](#_bookmark220)

Monstres disponibles :

* Pythachu
* Pythard
* Ponytha

Joueur 1 quel monstre choisissez-vous ?

* Pythachu

Quel est son nombre de PV ? 100

Joueur 2 quel monstre choisissez-vous ?

* Ponytha

Quel est son nombre de PV ? 120 Pythachu affronte Ponytha

Joueur 1 quelle attaque utilisez-vous ?

* Tonnerre -50 PV
* Charge -20 PV
* tonnerre

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

|  |  |
| --- | --- |
| 18 | Pythachu attaque Ponytha qui perd 50 PV, il lui en reste 70 |
| 19 | Joueur 2 quelle attaque utilisez-vous ? |
| 20 | - Brûlure -40 PV |
| 21 | - Charge -20 PV |
| 22 | * charge |
| 23 | Ponytha attaque Pythachu qui perd 20 PV, il lui en reste 80 |
| 24 | Joueur 1 quelle attaque utilisez-vous ? |
| 25 | - Tonnerre -50 PV |
| 26 | - Charge -20 PV |
| 27 | * charge |
| 28 | Pythachu attaque Ponytha qui perd 20 PV, il lui en reste 50 |
| 29 | Joueur 2 quelle attaque utilisez-vous ? |
| 30 | - Brûlure -40 PV |
| 31 | - Charge -20 PV |
| 32 | * brulure |
| 33 | Attaque invalide |
| 34 | * brûlure |
| 35 | Ponytha attaque Pythachu qui perd 40 PV, il lui en reste 40 |
| 36 | Joueur 1 quelle attaque utilisez-vous ? |
| 37 | - Tonnerre -50 PV |
| 38 | - Charge -20 PV |
| 39 | * tonnerre |
| 40 | Pythachu attaque Ponytha qui perd 50 PV, il lui en reste 0 |
| 41 | Le joueur 1 remporte le combat avec Pythachu |

## Contenu masqué

### Contenu masqué n°8

|  |  |
| --- | --- |
| 1 | monsters = { |
| 2 | 'pythachu': { |
| 3 | 'name': 'Pythachu', |
| 4 | 'attacks': ['tonnerre', 'charge'], |
| 5 | }, |
| 6 | 'pythard': { |
| 7 | 'name': 'Pythard', |
| 8 | 'attacks': ['jet-de-flotte', 'charge'], |
| 9 | }, |
| 10 | 'ponytha': { |
| 11 | 'name': 'Ponytha', |
| 12 | 'attacks': ['brûlure', 'charge'], |
| 13 | }, |
| 14  15  16 | }  attacks = { |
| 17 | 'charge': {'damages': **20**}, |

18

19

20

21 }

22

'tonnerre': {'damages': **50**},

'jet-de-flotte': {'damages': **40**},

'brûlure': {'damages': **40**},

1. **print**('Monstres disponibles :')
2. **for** monster **in** monsters.values():
3. **print**('-', monster['name']) 26

27 players = [] 28

1. # Boucle pour créer 2 joueurs sans se répéter
2. **for** i **in** range(**2**):
3. player\_id = i + **1**
4. **print**('Joueur', player\_id, 'quel monstre choisissez-vous ?') 33
5. name = input('> ').lower()
6. **while** name **not in** monsters:
7. **print**('Monstre invalide')
8. name = input('> ').lower() 38
9. pv = int(input('Quel est son nombre de PV ? '))
10. players.append({'id': player\_id, 'monster': monsters[name], 'pv': pv})

41

1. **print**()
2. **print**(players[**0**]['monster']['name'], 'affronte', players[**1**]['monster']['name'])
3. **print**() 45
4. # Représente les tours de jeu, liste de couples (joueur, opposant)
5. turns = [
6. (players[**0**], players[**1**]),
7. (players[**1**], players[**0**]), 50 ]

51

1. **while** players[**0**]['pv'] > **0 and** players[**1**]['pv'] > **0**:
2. # On effectue les deux tours de jeu
3. **for** player, opponent **in** turns:
4. # Le joueur ne peut jouer que s'il n'est pas KO
5. **if** player['pv'] > **0**:
6. **print**('Joueur', player['id'], 'quelle attaque utilisez-vous ?')
7. **for** name **in** player['monster']['attacks']:
8. **print**('-', name.capitalize(),

-attacks[name]['damages'], 'PV')

60

1. att\_name = input('> ').lower()
2. **while** att\_name **not in** attacks:
3. **print**('Attaque invalide')
4. att\_name = input('> ').lower()
5. attack = attacks[att\_name] 66

67 opponent['pv'] -= attack['damages'] 68

1. **print**(
2. player['monster']['name'],
3. 'attaque',
4. opponent['monster']['name'],
5. 'qui perd',
6. attack['damages'],
7. 'PV, il lui en reste',
8. opponent['pv'],

77 )

78

1. **if** players[**0**]['pv'] > players[**1**]['pv']:
2. winner = players[**0**]
3. **else**:
4. winner = players[**1**] 83

84 **print**('Le joueur', winner['id'], 'remporte le combat avec', winner['monster']['name'])

[Retourner au texte.](#_bookmark218)

# Cinquième partie Les fonctions

**Introduction**

Nous avons déjà rencontré des fonctions au long de ce tutoriel : print, len ou round en sont des exemples.

Dans cette partie il va maintenant être question d’écrire nos propres fonctions, afin de pouvoir les appeler et d’obtenir les comportements voulus suivant les arguments qui leur seront passés.

# Des fonctions pour factoriser

## Introduction

Mais au juste pourquoi vouloir écrire des fonctions, à quoi ça sert ?

## Don’t Repeat Yourself

L’idée première, c’est d’éviter de se répéter, de dupliquer du code. En effet, il y a plusieurs portions du code de notre TP qui pourraient être mises en commun et qui nous ferait gagner en clarté.

Un code dupliqué, c’est un code plus difficile à maintenir. Déjà, il est plus long à lire et il faut garder plus d’éléments de contexte en tête pour le comprendre. Mais ça alourdit aussi les étapes de réécriture et/ou de correction.

Quand un code est présent à un seul endroit, il n’y a que cet endroit à réécrire pour l’adapter. Quand il est dupliqué à dix emplacements différents, il devient plus difficile d’aller tous les corriger. Et une erreur peut facilement s’y glisser, si l’on oublie l’un de ces emplacements.

En factorisant le code, on isole les portions logiques que l’on peut ainsi plus facilement retrouver. On divise ainsi un programme en plusieurs petites portions de code qu’il est aisé de relire indépendamment les unes des autres. On verra aussi par la suite qu’un code divisé en fonctions est plus facile à tester.

## Factoriser

La question va maintenant être de savoir comment identifier et réunir les portions logiques pour éviter les répétitions.

Mais souvent, on ne sera pas face à deux codes strictement identiques, ils seront simplement similaires. L’idée sera alors de travailler à les rendre identiques afin de les factoriser en une unique fonction. Pour cela, il faudra identifier les paramètres variables qui agissent sur le code et le font se différencier. Une fois ces paramètres isolés et placés dans des variables avant la portion concernée, le code deviendra factorisable.

Prenons l’exemple suivant, qui affiche les tables de multiplication de 3 et de 5.

|  |  |  |
| --- | --- | --- |
| 1 | **for** i **in** range(**1**, | **11**): |
| 2 | **print**(**3**, '×', | i, '=', **3**\*i) |
| 3 |
| **for** i **in** range(**1**, | **11**): |
| 4 |
| 5 | **print**(**5**, '×', | i, '=', **5**\*i) |

On a deux boucles très semblables qui ne sont pourtant pas identiques. Un paramètre diffère entre les deux, le nombre par lequel on multiplie. Si l’on isole ce nombre dans une variable, on

constate que nos deux boucles deviennent identiques.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | n = | **3** |  |
| 2 | **for** | i **in** range(**1**, | **11**): |
| 3  4  5 | n = | **print**(n, '×',  **5** | i, '=', n\*i) |
| 6 | **for** | i **in** range(**1**, | **11**): |
| 7 |  | **print**(n, '×', | i, '=', n\*i) |

On pourrait alors écrire une fonction pour réaliser ces opérations, paramétrée selon la valeur de

n.

C’est donc en ça que consiste le travail de factorisation : œuvrer pour que des codes similaires mais différents puisse utiliser une fonction commune.

### Identifier les portions logiques dans un code plus complet

Pour s’exercer sur un cas d’usage réel, on peut reprendre le code du dernier TP que je réinsère ci-dessous. Notre travail va alors être d’identifier les différentes sections qui composent notre programme et qui pourront donc être séparées en fonctions.

À sa lecture on distingue ainsi plusieurs blocs avec des logiques bien distinctes :
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[Contenu masqué n°9](#_bookmark232)

* + - * + Lignes 1 à 21, la définition de nos données.
        + Lignes 23 à 25, l’affichage des monstres existants.
        + Lignes 27 à 44, la sélection des joueurs, et plus particulièrement :

Lignes 34 à 40, la sélection d’un joueur.

Lignes 34 à 37, la validation des monstres.

Lignes 42 à 44, l’affichage des monstres en jeu.

* + - * + Lignes 46 à 50, la définition des tours de jeu.
        + Lignes 52 à 77, la boucle jeu et le déroulement des combats, notamment :

Lignes 57 à 77, le déroulement du combat pour un joueur.

Lignes 57 à 65, le choix d’une attaque.

Lignes 67 à 77, l’application d’une attaque (avec affichage).

* + - * + Lignes 79 à 84, la désignation du vainqueur.

L’écriture des fonctions correspondant à ces différentes logiques sera l’objet du prochain TP.

## Définir une fonction (bloc def)

On définit une fonction à l’aide du mot-clé def qui introduit un bloc. On le fait suivre du nom de la fonction, d’une paire de parenthèses et d’un signe :. Toutes les lignes indentées qui suivent appartiendront au corps de la fonction.

1 **def toto**():

2 **print**('Hello')

**print**('World!')

3

Ainsi, les lignes ne sont pas directement exécutées. Le bloc de code précédent ne fait que créer une nouvelle fonction connue sous le nom de toto. Son contenu sera exécuté lors de l’appel à la fonction.

Le nom d’une fonction est similaire à celui d’une variable, et doit donc se soumettre aux mêmes règles : composé uniquement de lettres, de chiffres et d’*underscores* (\_), et ne pouvant pas commencer par un chiffre.

## Appel de fonction

On appelle notre fonction comme toute autre fonction (sans arguments pour le moment), en faisant suivre son nom d’une paire de parenthèses.

|  |  |
| --- | --- |
| 1 | **>>>** toto() |
| 2 | Hello |
| 3 | World! |

Le code contenu dans le bloc de notre fonction est alors exécuté, c’est pourquoi nous voyons s’afficher les messages passés à print.

Tout le code de la fonction sera à nouveau exécuté à chaque nouvel appel, chaque appel étant indépendant des autres.

|  |  |
| --- | --- |
| 1 | **>>>** toto() |
| 2 | Hello |
| 3 | World! |
| 4 | **>>>** toto() |
| 5 | Hello |
| 6 | World! |

Ce sont les parenthèses qui demandent à Python d’appeler la fonction et d’en exécuter le contenu. Sans elles, l’interpréteur ne ferait qu’évaluer l’expression toto pour nous indiquer qu’elle correspond à une fonction.

|  |  |
| --- | --- |
| 1 | **>>>** toto |
| 2 | <function toto at 0x7fea64fcf1f0> |

***i***

Ne vous souciez pas de cette valeur 0x7fea64fcf1f0 qui apparaît derrière et qui différera sûrement chez vous, il ne s’agit que de l’emplacement en mémoire de la fonction.

## Contenu masqué

### Contenu masqué n°9

1. monsters = {
2. 'pythachu': {
3. 'name': 'Pythachu',
4. 'attacks': ['tonnerre', 'charge'], 5 },
5. 'pythard': {
6. 'name': 'Pythard',
7. 'attacks': ['jet-de-flotte', 'charge'], 9 },
8. 'ponytha': {
9. 'name': 'Ponytha',
10. 'attacks': ['brûlure', 'charge'], 13 },

14 }

15

1. attacks = {
2. 'charge': {'damages': **20**},
3. 'tonnerre': {'damages': **50**},
4. 'jet-de-flotte': {'damages': **40**},
5. 'brûlure': {'damages': **40**}, 21 }

22

1. **print**('Monstres disponibles :')
2. **for** monster **in** monsters.values():
3. **print**('-', monster['name']) 26

27 players = [] 28

1. # Boucle pour créer 2 joueurs sans se répéter
2. **for** i **in** range(**2**):
3. player\_id = i + **1**
4. **print**('Joueur', player\_id, 'quel monstre choisissez-vous ?') 33
5. name = input('> ').lower()
6. **while** name **not in** monsters:
7. **print**('Monstre invalide')
8. name = input('> ').lower() 38
9. pv = int(input('Quel est son nombre de PV ? '))
10. players.append({'id': player\_id, 'monster': monsters[name], 'pv': pv})

41

1. **print**()
2. **print**(players[**0**]['monster']['name'], 'affronte', players[**1**]['monster']['name'])
3. **print**() 45
4. # Représente les tours de jeu, liste de couples (joueur, opposant)
5. turns = [
6. (players[**0**], players[**1**]),
7. (players[**1**], players[**0**]), 50 ]

51

1. **while** players[**0**]['pv'] > **0 and** players[**1**]['pv'] > **0**:
2. # On effectue les deux tours de jeu
3. **for** player, opponent **in** turns:
4. # Le joueur ne peut jouer que s'il n'est pas KO
5. **if** player['pv'] > **0**:
6. **print**('Joueur', player['id'], 'quelle attaque utilisez-vous ?')
7. **for** name **in** player['monster']['attacks']:
8. **print**('-', name.capitalize(),

-attacks[name]['damages'], 'PV')

60

1. att\_name = input('> ').lower()
2. **while** att\_name **not in** attacks:
3. **print**('Attaque invalide')
4. att\_name = input('> ').lower()
5. attack = attacks[att\_name] 66

67 opponent['pv'] -= attack['damages'] 68

1. **print**(
2. player['monster']['name'],
3. 'attaque',
4. opponent['monster']['name'],
5. 'qui perd',
6. attack['damages'],
7. 'PV, il lui en reste',
8. opponent['pv'],

77 )

78

1. **if** players[**0**]['pv'] > players[**1**]['pv']:
2. winner = players[**0**]
3. **else**:
4. winner = players[**1**] 83

84 **print**('Le joueur', winner['id'], 'remporte le combat avec', winner['monster']['name'])

[Retourner au texte.](#_bookmark228)

# Fonctions paramétrées

## Paramètres de fonction

On sait définir et appeler une fonction, mais on obtient toujours la même chose à chaque appel. Il serait bien de pouvoir faire varier le comportement d’une fonction suivant les valeurs de certaines expressions, et c’est là qu’interviennent les paramètres.

Le paramètre est une variable définie dans la fonction qui recevra une valeur lors de chaque appel. Cette valeur pourra être de tout type, suivant ce qui est fourni en argument.

Les noms des paramètres sont inscrits lors de la définition de la fonction, entre les parenthèses qui suivent son nom.

**def table\_multiplication**(n): **for** i **in** range(**1**, **11**):

**print**(n, '×', i, '=', n\*i)

1

2

3

Encore une fois, les paramètres sont des variables et donc suivent les mêmes règles de nomencla- ture. S’il y a plusieurs paramètres, ils doivent être séparés par des virgules.

**def hello**(firstname, lastname):

**print**('Hello', firstname, lastname, '!')

1

2

Lors de l’appel de la fonction, on utilisera les arguments pour donner leurs valeurs aux paramètres. On précise ainsi les valeurs dans les parenthèses qui suivent le nom de la fonction.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | table\_multiplication(**3**) |
| 2 | 3 × | 1 = 3 |
| 3 | 3 × | 2 = 6 |
| 4 | 3 × | 3 = 9 |
| 5 | 3 × | 4 = 12 |
| 6 | 3 × | 5 = 15 |
| 7 | 3 × | 6 = 18 |
| 8 | 3 × | 7 = 21 |
| 9 | 3 × | 8 = 24 |
| 10 | 3 × | 9 = 27 |
| 11 | 3 × | 10 = 30 |
| 12 | **>>>** | table\_multiplication(**5**) |
| 13 | 5 × | 1 = 5 |
| 14 | 5 × | 2 = 10 |
| 15 | 5 × | 3 = 15 |
| 16 | 5 × | 4 = 20 |

|  |  |  |  |
| --- | --- | --- | --- |
| 17 | 5 | × | 5 = 25 |
| 18 | 5 | × | 6 = 30 |
| 19 | 5 | × | 7 = 35 |
| 20 | 5 | × | 8 = 40 |
| 21 | 5 | × | 9 = 45 |
| 22 | 5 | × | 10 = 50 |

Le comportement est le même pour les fonctions à plusieurs paramètres, les valeurs leur sont attribuées dans l’ordre des arguments : le premier paramètre prend la valeur du premier argument, etc.

Chaque argument correspond ainsi à un paramètre (et inversement).

|  |  |
| --- | --- |
| 1 | **>>>** hello('Père', 'Noël') |
| 2 | Hello Père Noël ! |
| 3 | **>>>** hello('Blanche', 'Neige') |
| 4 | Hello Blanche Neige ! |

Une erreur survient s’il n’y a pas assez d’arguments pour compléter tous les paramètres.

**>>>** hello()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: hello() missing 2 required positional arguments: 'firstname' and 'lastname'

**>>>** hello('Asterix')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: hello() missing 1 required positional argument: 'lastname'

1

2

3

4

5

6

7
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Au contraire, une autre erreur est levée s’il y a trop d’arguments par rapport au nombre de paramètres.

**>>>** hello('Homer', 'Jay', 'Simpson') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

TypeError: hello() takes 2 positional arguments but 3 were given

1

2

3

4

Derrière ces exemples simples, il est bien sûr possible d’avoir de vrais comportements qui dépendent des valeurs de nos paramètres.

**def print\_div**(a, b):

**if** b == **0**:

**print**('Division impossible')

**else**:

**print**(a / b)

1

2

3

4

5

**>>>** f(**5**) 5

**>>>** x

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'x' is not defined

**...**

**...**

**>>> def f**(x):

|  |  |
| --- | --- |
| 1 | **>>>** print\_div(**5**, **2**) |
| 2 | 2.5 |
| 3 | **>>>** print\_div(**1**, **0**) |
| 4 | Division impossible |

## Espace de noms

Chaque fonction comporte son propre espace de noms (ou scope), c’est-à-dire une entité qui contient toutes les définitions de variables. Ainsi, une variable définie à l’intérieur d’une fonction n’existe que dans celle-ci.

a = **5 print**(a)

**>>>** a

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'a' is not defined

**...**

**...**

**...**

**>>> def f**():

1

2

3

4

5

6

7

8

Que ce soit avant ou après l’appel de la fonction, la variable a n’existe pas dans l’espace de noms principal (ou global).

1

2

3

4

5

6

**>>>** f() 5

**>>>** a

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'a' is not defined

Il en est de même pour les paramètres qui sont au final des variables comme les autres au sein de la fonction.

1

2

3

4

5

6

7

8

9

**print**(x)

Il est en revanche possible pour une fonction d’accéder aux variables définies à l’extérieur de celle-ci.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | value = **42** |
| 2 | >>> |  |
| 3 | **>>>** | **def f**(): |
| 4 | **...** | **print**(value) |
| 5 | **...** |  |
| 6 | **>>>** | f() |
| 7 | 42 |  |

Ce qui implique que le comportement de la fonction change si la valeur de la variable est modifiée.

|  |  |
| --- | --- |
| 1 | **>>>** value = **13** |
| 2 | **>>>** f() |
| 3 | 13 |

Mais les espaces de noms extérieur et intérieur à la fonction sont bien deux scopes distincts. Deux variables de même nom peuvent exister dans des scopes différents sans qu’elles n’interfèrent entre elles.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | x = **0** |
| 2 | >>> |  |
| 3 | **>>>** | **def f**(): |
| 4 | **...** | x = **1** |
| 5 | **...** | **print**(x) |
| 6 | **...** |  |
| 7 | **>>>** | x |
| 8 | 0 |  |
| 9 | **>>>** | f() |
| 10 | 1 |  |
| 11 | **>>>** | x |
| 12 | 0 |  |

Ce qui implique qu’il n’est pas possible de redéfinir une variable extérieure à la fonction (du moins pas de cette manière) car Python croira toujours que l’on cherche à définir une variable locale.

Cela peut poser problème si l’on essaie dans une fonction d’accéder à une variable avant de la redéfinir. En effet, Python ne saura pas si l’on souhaite récupérer une variable extérieure portant ce nom (puisqu’elle n’aura pas encore été définie dans le scope local) ou en définir une nouvelle. Il lèvera donc une erreur pour éviter toute ambigüité.

|  |  |
| --- | --- |
| 1 | **>>> def f**(): |
| 2 | **... print**(x) |
| 3 | **...** x = **1** |
| 4 | **...** |
| 5 | **>>>** f() |
| 6 | Traceback (most recent call last): |

File "<stdin>", line **1**, in <module> File "<stdin>", line **2**, in f

UnboundLocalError: local variable 'x' referenced before assignment
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## Arguments positionnels et nommés

Nous n’avons vu pour le moment que les arguments positionnels. C’est-à-dire dont l’association avec les paramètres se fait par la position de l’argument (n-ième argument pour le n-ième paramètre).

Mais il est aussi possible de spécifier des arguments nommés, où la correspondance avec le paramètre se fait par le nom.

|  |  |
| --- | --- |
| 1 | **>>> def f**(a, b): |
| 2 | **... print**(a, b) |
| 3 | **...** |
| 4 | **>>>** f(a=**1**, b=**2**) |
| 5 | 1 2 |

Dans ce contexte, il est possible d’inverser l’ordre des paramètres (puisqu’il n’importe pas pour les identifier).

|  |  |
| --- | --- |
| 1 | **>>>** f(b=**2**, a=**1**) |
| 2 | 1 2 |

Il est possible de passer à la fois des arguments positionnels et nommés, mais les positionnels devront toujours se trouver avant (puisque c’est leur position qui détermine le paramètre).

**>>>** f(**1**, b=**2**) 1 2

**>>>** f(b=**2**, **1**)

File "<stdin>", line **1**

SyntaxError: positional argument follows keyword argument
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Un paramètre ne peut toujours correspondre qu’à un seul argument, Python lèvera donc une erreur s’il reçoit deux arguments (un positionnel et un nommé) pour un même paramètre.

**>>>** f(**1**, **2**, b=**3**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: f() got multiple values for argument 'b'
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Ou si un argument nommé est répété.

**>>>** f(**1**, b=**2**, b=**3**)

File "<stdin>", line **1**

SyntaxError: keyword argument repeated
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De la même manière, il n’est pas possible de préciser un argument positionnel pour le second paramètre sans en préciser pour le premier (puisque le premier argument positionnel est forcément destiné au premier paramètre).

Ainsi, dans l’appel suivant Python considèrera qu’il reçoit l’argument positionnel 2 pour le paramètre a (le premier) et donc lèvera aussi une erreur.
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**>>>** f(**2**, a=**1**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: f() got multiple values for argument 'a'

# Retours de fonctions

## Renvoyer une valeur avec return

Pour l’instant nos fonctions s’occupent d’afficher des valeurs mais ne renvoient rien (ou plutôt renvoient None).

|  |  |
| --- | --- |
| 1 | **def addition**(a, b): |
| 2 | **print**(a + b) |

C’est-à-dire que addition(1, 2) est une expression qui s’évalue à None, malgré le texte affiché par la fonction.
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**>>>** x = addition(**1**, **2**) 3

**>>> print**(x) None

On ne peut donc rien faire de ce résultat qui a été affiché par la fonction. Afin d’extraire le résultat, il va nous falloir le renvoyer depuis notre fonction, ce qui se fait avec le mot-clé

.

return

est suivi d’une expression vers laquelle sera évalué l’appel de la fonction.

return

|  |  |
| --- | --- |
| 1 | **def addition**(a, b): |
| 2 | **return** a + b |

On remarque que maintenant, l’appel à la fonction n’affiche plus rien (il n’y a plus de print).

**>>>** x = addition(**1**, **2**)

1

En revanche, on récupère bien le résultat calculé dans la variable x.

|  |  |
| --- | --- |
| 1 | **>>> print**(x) |
| 2 | 3 |

x = addition(1, 2) est grossièrement équivalent à x = 1 + 2, l’expression addition(1, 2)

valant 1 + 2.

Étant une expression à part entière, il est possible de l’utiliser comme valeur dans d’autres expressions :

|  |  |
| --- | --- |
| 1 | **>>>** addition(addition(**1**, **1**), addition(addition(**1**, **1**), **1**)) |
| 2 | 5 |

## Plusieurs return dans une fonction

Une fonction n’est pas limitée à un seul return et il est ainsi possible d’en avoir plusieurs pour contrôler le flux d’exécution.

L’exécution de la fonction s’arrêtera au premier return rencontré, renvoyant la valeur associée à l’expression de ce return.

On pourrait par exemple imaginer une fonction division(a, b) renvoyant la division de a

par b et gérant le cas de la division par zéro en renvoyant zéro.
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**def division**(a, b):

**if** b == **0**:

**return 0 return** a / b

Dans les cas où b vaut zéro, on rentrera donc dans le bloc de la première condition et le return sera exécuté. On se retrouve donc à sortir de la fonction sans exécuter la suite, c’est pourquoi aucune erreur n’est ensuite levée.
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**>>>** division(**1**, **2**)

0.5

**>>>** division(**2**, **0**)

0

Si aucun return n’est rencontré lors de l’exécution de la fonction, c’est la valeur None qui sera automatiquement renvoyée.
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**def secret\_addition**(a, b):

**if** a + b == **42**: **return 42**
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**>>>** secret\_addition(**12**, **30**)

42

**>>>** secret\_addition(**12**, **33**)

**>>> print**(secret\_addition(**12**, **33**)) None

Pour rappel, la valeur None n’est par défaut pas affichée par l’interpréteur interactif, d’où l’appel à print pour la mettre en évidence.

## Renvoyer plusieurs valeurs

Comme on vient de le voir, la fonction s’arrête au premier return rencontré. Une fonction renvoie donc toujours une et une seule valeur, celle de l’expression située derrière ce premier

return.

Mais il existe une astuce pour faire comme si on renvoyait plusieurs valeurs en une fois : en utilisant un tuple contenant ces valeurs. C’est le cas de la fonction divmod de Python, renvoyant à la fois la division entière et le modulo.

|  |  |
| --- | --- |
| 1 | **>>>** divmod(**13**, **4**) |
| 2 | (3, 1) |

On pourrait recoder cette fonction comme cela.

**def divmod**(a, b):

**return** (a // b, a % b)
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Les parenthèses autour des tuples étant facultatives, il est courant de les omettre pour les

return, ce qui donne vraiment l’impression de renvoyer plusieurs valeurs.

**def divmod**(a, b):

**return** a // b, a % b
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### Unpacking

Mais une construction très intéressante en Python à ce propos est l’*unpacking*, qui permet de déstructurer un tuple. Il s’agit en fait d’utiliser un tuple de variables comme membre de gauche lors d’une assignation, pour assigner les éléments du tuple de droite aux variables de gauche.
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**>>>** (a, b) = (**3**, **4**)

**>>>** a 3

**>>>** b 4

Encore une fois, les parenthèses sont facultatives, on a donc quelque chose qui ressemble à une affectation multiple.

**>>>** a, b = **3**, **4**

1

Et bien sûr, cela fonctionne avec toute expression s’évaluant comme un tuple, par exemple un appel à divmod.

|  |  |
| --- | --- |
| 1 | **>>>** d, m = divmod(**13**, **4**) |
| 2 | **>>>** d |
| 3 | 3 |
| 4 | **>>>** m |
| 5 | 1 |

Parfois, certains éléments du tuple ne nous intéressent pas lors de l’unpacking, une convention dans ces cas-là est d’utiliser la variable \_ pour affecter les résultats inintéressants.

**def compute**(x):

**return** x, x\***2**, x\***3**, x\***4**
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**>>>** \_, a, \_, b = compute(**2**)

**>>>** a 4

**>>>** b 8

On notera que l’*unpacking* est aussi possible pour des tuples d’un seul élément.
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**>>>** values = (**42**,)

**>>>** a, = values

**>>>** a 42

Enfin, une propriété amusante de la construction/déconstruction de tuples est qu’elle permet facilement d’échanger les valeurs de deux variables. En effet, il suffit de construire un tuple avec les valeurs des deux variables puis de le déconstruire vers ces deux mêmes variables en les inversant.
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**>>>** a = **3**

**>>>** b = **5**

**>>>** a, b = b, a

**>>>** a 5

**>>>** b 3

# Paramètres et types mutables

## Rappel sur les types mutables

On a vu que certains types étaient modifiables (mutables) et d’autres non. Les types mutables que nous avons étudiés sont les listes et les dictionnaires.

Cela signifie qu’une fois ces objets instanciés, il est possible d’en modifier la valeur. Ce qui n’est pas la même chose que réassigner une variable car cela affecte toutes les références vers l’objet.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | a = b = {} |
| 2 | **>>>** | a[**0**] = True |
| 3 | **>>>** | a |
| 4 | {0: | True} |
| 5 | **>>>** | b |
| 6 | {0: | True} |

Cela n’est pas possible avec un nombre, une chaîne de caractères ou un tuple, qui ne peuvent pas être modifiés en tant que tels. Et la réassignation d’une variable la fait pointer vers une nouvelle valeur, sans affecter les autres références à l’ancienne valeur.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | a = b = **3** |
| 2 | **>>>** | a = **5** |
| 3 | **>>>** | a |
| 4 | 5 |  |
| 5 | **>>>** | b |
| 6 | 3 |  |

Ainsi, toute référence vers un objet mutable va permettre d’en modifier le contenu, ce sera donc le cas aussi pour ces objets passés en arguments à des fonctions. Il faudra alors être très attentif sur ceux-ci.

## Paramètres mutables

Ça peut donc être perturbant au premier abord, puisque la modification d’un paramètre altère la valeur passée en argument.

**def append\_zero**(values): values.append(**0**) **return** values
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|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | l = [**1**, **2**, **3**] |
| 2 | **>>>** | append\_zero(l) |
| 3 | [1, | 2, 3, 0] |
| 4 | **>>>** | l |
| 5 | [1, | 2, 3, 0] |

Ce n’est pas le cas avec une redéfinition qui crée une nouvelle instance (et donc oublie la référence précédente).

**def append\_zero**(values): values = values + [**0**] **return** values
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|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | l = [**1**, **2**, **3**] |
| 2 | **>>>** | append\_zero(l) |
| 3 | [1, | 2, 3, 0] |
| 4 | **>>>** | l |
| 5 | [1, | 2, 3] |

Attention cependant à l’opérateur += des listes qui opère une modification sur la liste existante plutôt qu’une réaffectation sur une nouvelle liste.
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**def append\_zero**(values): values += [**0**]

**return** values
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**>>>** l = [**1**, **2**, **3**]

**>>>** append\_zero(l) [1, 2, 3, 0]

**>>>** l

[1, 2, 3, 0]

### Effets de bord

Modifier ainsi les valeurs passées en paramètres provoque ce que l’on appelle des effets de bord, c’est-à-dire que l’exécution de la fonction affecte un état extérieur, elle n’est pas reproductible dans les mêmes conditions.

On dit aussi qu’elle n’est pas «pure» (contrairement à une fonction purement mathématique qui ne ferait que calculer un nouveau résultat à partir des paramètres).

Parfois, ces effets de bord sont désirables, mais ils ne le sont pas toujours. Dans les cas où on veut les éviter, on privilégiera alors des types immutables (tuples par exemple) ou l’on créera des copies des objets reçus en paramètres.

**def append\_zero**(values):

values = list(values) # on crée une copie values.append(**0**)

**return** values
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# Fonctions de tests

## Un monde rempli de bugs

Dans un monde idéal, on écrirait le code d’un programme du premier coup et celui-ci fonc- tionnerait sans aucun bug. Malheureusement ce monde n’est pas le nôtre, ici les bugs sont légion.

Regardez le code suivant, qui se veut être un équivalent à la fonction sum de Python.
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**def my\_sum**(numbers): result = numbers[**0**]

size = len(numbers) - **1 for** i **in** range(**1**, size):

result += numbers[i]

En regardant le code rapidement on se dit que ça doit répondre au problème. Et pourtant plusieurs bugs se sont glissés dans le code de la fonction qui font qu’elle ne pourra pas renvoyer le bon résultat.

Pour vérifier ça on va tester notre fonction, c’est-à-dire l’appeler avec différents arguments et vérifier son comportement et sa valeur de retour.

On pourrait tester une fois pour toutes les cas qui nous passent par la tête, considérer la fonction comme bonne si elle valide tout et ne plus y toucher, mais c’est une technique qui risquerait de laisser passer beaucoup de bugs. En effet, un code est amené à évoluer. Et si nous touchons au code de notre fonction (ou d’une autre fonction qu’elle appellerait), il faudrait nous assurer que son comportement est toujours le bon, qu’il n’y a pas eu de régressions.

Pour cela, on préfère avoir une suite de tests que l’on ré-appliquera à chaque nouvelle modification, afin de vérifier que nous n’avons rien cassé (que le comportement est toujours celui attendu). Il faudra donc écrire les scénarios de tests les plus précis et complets possibles pour qu’ils couvrent bien tout ce que doit réaliser la fonction.

Des bugs peuvent se glisser à toutes les phases du développement, et il est donc préférable de ne pas attendre la fin du développement d’une fonctionnalité pour la tester. Tester tôt permet en effet d’éliminer plus tôt les bugs rencontrés, et de ne pas les enfouir sous d’autres couches qui les rendront plus difficilement détectables.

Certains modèles vont encore plus loin et préconisent l’écriture des tests avant même de réaliser les fonctionnalités cibles (on parle de *test-driven development*). Cela permet d’être clair sur le comportement attendu et d’avancer itérativement en écrivant les tests puis les fonctionnalités, jusqu’à ce que notre fonction remplisse tous les cas de tests attendus.

Nous allons maintenant voir comment écrire simplement nos scénarios de tests en Python.

## Fonctions de tests

### Assertions

Il existe en Python un mot-clé, assert, qui permet de tester une expression booléenne. Si cette expression s’évalue à True, il ne se passe rien.

**>>> assert 1** == **1**

1

Mais si l’expression s’évalue à False, alors une erreur de type AssertionError est levée.
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**>>> assert 1** == **2**

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

AssertionError

**!**

Attention cependant, les assertions ne doivent avoir un rôle que lors du développement. Elles peuvent en effet être désactivées (et donc n’avoir aucun effet même si évaluées à False) en production (notamment si les optimisations de l’interpréteur sont activées).

Aucun problème pour des tests puisqu’ils seront exécutés dans un environnement de développement ou de tests.

***i***

Vous pouvez d’ailleurs essayer en lançant un script contenant des assertions avec python

-O script.py, celles-ci n’ont alors plus aucun effet.

### Tests unitaires

Le but maintenant va être de réaliser des assertions sur des appels à notre fonction. On veut que pour une entrée donnée on obtienne le retour attendu.

Par exemple assert my\_sum([1, 2, 3]) == 6.

Afin d’avoir quelque chose de facilement reproductible, on va placer notre assertion dans une fonction test\_my\_sum qu’il nous suffira de réexécuter pour lancer la suite de tests. On va en profiter pour ajouter quelques autres assertions.
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**def test\_my\_sum**():

**assert** my\_sum([**1**, **2**, **3**]) == **6**

**assert** my\_sum([-**1**, **0**, **1**]) == **0 assert** my\_sum([**42**]) == **42**

Puis on l’exécute.

**>>>** test\_my\_sum()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "<stdin>", line **2**, in test\_my\_sum AssertionError
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Voilà déjà une première erreur, sur la première assertion (*line 2*). Et en effet, si on regarde de plus près, on voit que la fonction ne renvoie rien.

**>>>** my\_sum([**1**, **2**, **3**])

1

On corrige donc en ajoutant un return result en fin de fonction, et on relance les tests.
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**def my\_sum**(numbers): result = numbers[**0**]

size = len(numbers) - **1 for** i **in** range(**1**, size):

result += numbers[i]

**return** result
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**>>>** test\_my\_sum()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "<stdin>", line **2**, in test\_my\_sum AssertionError

Toujours une erreur sur la même assertion, quel est le soucis cette fois ? Nous verrons plus loin quelques outils d’aide au débugage, on va pour le moment regarder «manuellement».
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**>>>** my\_sum([**1**, **2**, **3**])

3

**>>>** my\_sum([**1**, **2**, **3**, **4**])

6

**>>>** my\_sum([**1**, **2**, **3**, **4**, **5**])

10

**>>>** my\_sum([**11**, **2**, **3**, **4**, **5**])

20

Il semble bien que c’est le dernier élément de la liste qui est ignoré.

On peut ajouter un print(i) dans la boucle de notre fonction pour nous en assurer.

Quel est le soucis ? On a oublié que range(a, b) itérait sur les entiers i tels que a <= i < b et non a <= i <= b. On a donc calculé size = len(numbers) - 1 comme index du dernier élément alors qu’il aurait fallu l’index après le dernier, simplement size = len(numbers). Ce genre d’erreur est très courant et porte un nom, c’est une *off-by-one error*, une erreur de décalage de 1.

On corrige le code de notre fonction, et on relance.

**def my\_sum**(numbers): result = numbers[**0**] size = len(numbers)

**for** i **in** range(**1**, size): result += numbers[i]

**return** result
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**>>>** test\_my\_sum()

1

Cette fois-ci, il ne se passe rien, c’est donc que toutes les assertions sont bonnes et que les tests sont validés.

Est-ce que pour autant notre fonction est bonne ? Cela dépend justement des tests.

Quand on teste, il est important d’identifier quels cas peuvent potentiellement être probléma- tiques. Ici on a testé avec des listes de nombres entiers positifs, des négatifs, zéro, c’est très bien. Mais on n’a pas testé de nombres flottants, on n’a pas testé de tuples. On n’a pas non plus testé le cas d’une liste vide.

Pour ne pas trop surcharger notre fonction test\_my\_sum de cas en tous genres, on va la découper en plusieurs petites fonctions pour séparer les cas bien précis. Il sera ainsi plus facile d’identifier quel genre de problème fait buguer notre fonction.

Par commodité on gardera pour le moment une fonction test\_my\_sum générale pour appeler toutes nos autres fonctions et avoir ainsi un unique point d’entrée. On verra par la suite qu’il est possible d’avoir beaucoup mieux avec les bons outils de tests.
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**def test\_my\_sum\_int**():

**assert** my\_sum([**1**, **2**, **3**]) == **6**

**assert** my\_sum([-**1**, **0**, **1**]) == **0 assert** my\_sum([**42**]) == **42**

**def test\_my\_sum\_float**():

**assert** my\_sum([**1.0**, **2.0**, **3.0**]) == **6.0**

**assert** my\_sum([**0.1**, **0.2**, **0.3**]) == **0.6**

**def test\_my\_sum\_tuple**():

**assert** my\_sum((**1**, **2**, **3**)) == **6**

**def test\_my\_sum\_empty**(): **assert** my\_sum([]) == **0 assert** my\_sum(()) == **0**

**def test\_my\_sum**(): test\_my\_sum\_int() test\_my\_sum\_float() test\_my\_sum\_tuple() test\_my\_sum\_empty()

C’est l’heure du test !

**>>>** test\_my\_sum()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "<stdin>", line **3**, in test\_my\_sum

File "<stdin>", line **3**, in test\_my\_sum\_float AssertionError
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Ah, la deuxième assertion (*line 3*) des tests sur les flottants ne fonctionne pas.

|  |  |
| --- | --- |
| 1 | **>>>** my\_sum([**0.1**, **0.2**, **0.3**]) |
| 2 | 0.6000000000000001 |

Et oui, souvenez-vous, l’arithmétique sur les flottants n’est pas la même chose que l’arithmétique sur les nombres décimaux. Ici c’est notre test qui est faux, il s’attend à obtenir 0.6 alors que

0.1 + 0.2 + 0.3 == 0.6000000000000001.

Il existe des fonctions pour tester l’égalité entre flottants avec un seuil de tolérace, nous découvrirons ça dans un prochain chapitre. Pour le moment, on va simplement comparer notre résultat avec celui d’une addition entre flottants.
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**def test\_my\_sum\_float**():

**assert** my\_sum([**1.0**, **2.0**, **3.0**]) == **1.0** + **2.0** + **3.0**

**assert** my\_sum([**0.1**, **0.2**, **0.3**]) == **0.1** + **0.2** + **0.3**

Mais c’est aussi quelque chose à quoi il faudra faire attention, les problèmes peuvent aussi bien se situer dans la fonction à tester que dans les tests eux-mêmes.

On relance une nouvelle fois nos tests.
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**>>>** test\_my\_sum()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "<stdin>", line **5**, in test\_my\_sum

File "<stdin>", line **2**, in test\_my\_sum\_empty File "<stdin>", line **2**, in my\_sum

IndexError: list index out of range

Maintenant, c’est le test sur la liste vide qui plante. Mais on n’obtient pas une AssertionError, c’est une IndexError qui est levée. Parce que ce n’est pas l’assertion qui a échoué, une erreur est survenue avant.

Si on regarde à la ligne indiquée dans la fonction my\_sum, on voit effet, sur une liste vide il n’y a pas de premier élément (index 0), d

IndexError

’où l’erreur

result = numbers[0]

. En

.

Comme correction, on pourrait apporter une pré-condition en début de fonction pour traiter explicitement le cas de la liste vide en renvoyant directement zéro. Ainsi, la suite de la fonction ne serait pas exécutée et on éviterait de rencontrer l’erreur.

**def my\_sum**(numbers):

**if not** numbers: # une liste vide s'évalue à False

**return 0**

result = numbers[**0**] size = len(numbers)

**for** i **in** range(**1**, size): result += numbers[i]

**return** result
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Et maintenant, ça marche.

**>>>** test\_my\_sum()

1

Cette fois-ci, nous couvrons l’ensemble des cas que nous souhaitions vérifier. Nous ne testons pas la fonction sur une chaîne de caractères ou d’autres types incohérents car nous savons qu’elle n’est pas prévue pour fonctionner dans ces conditions.

***i***

Bien sûr, la fonction my\_sum est inutilement compliquée, elle n’était là que dans un but d’exercice pour montrer comment apparaissaient les erreurs et quelles stratégies on pouvait adopter pour les corriger. En voici une autre version bien plus lisible et elle aussi dépourvue de bugs.
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**def my\_sum**(numbers): result = **0**

**for** number **in** numbers: result += number

**return** result

**>>>** test\_my\_sum()

1

# TP : Intégrons des fonctions à notre application

## Découpage en fonctions

On le sait, et je le répète depuis le début : le code actuel de notre TP est très répétitif. Le but ici va donc être de le factoriser pour enfin gagner en lisibilité.

Pour cela on va se donner les différents objectifs suivants :

* Diviser et grouper les différentes commandes de saisie et de validation en fonctions.
* Ajouter une fonction pour initialiser un nouveau joueur.
* Ajouter une fonction pour réaliser un tour de jeu (joueur courant contre adversaire).
* Ajouter une fonction dédiée à l’application d’une attaque.
* Ajouter une fonction pour identifier le gagnant.
* Paramétrer ces fonctions selon les besoins.

Cette liste d’objectifs est bien sûr donnée à titre indicatif, n’hésitez pas à ajouter d’autres fonctions si vous les trouvez utiles.

### Solution

Voici la solution que je propose pour ce TP. Elle repose sur plusieurs fonctions, notamment get\_choice\_input(choices, error\_message) qui permet de demander une saisie à l’utili- sateur et de la vérifier en fonction des choix prévus, et game\_turn(player, opponent) qui exécute un tour de jeu (sélection et application d’une attaque).
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## Tests

On va maintenant ajouter quelques tests à notre jeu, pour vérifier le bon comportement de certaines fonctions.

Malheureusement, beaucoup de nos fonctions attendent des saisies de l’utilisateur, et nous ne sommes pas en mesure de les tester automatiquement pour le moment.

Nos tests vont donc se résumer aux fonctions qui n’intéragissent pas avec l’utilisateur : dans ma solution il s’agit des fonctions apply\_attack et get\_winner. Pour les autres fonctions, il faudra pour l’instant se contenter de tests manuels en exécutant le code du TP.

Pour la fonction apply\_attack, nous voulons nous assurer que les dégâts correspondant à l’attaque sont bien soustraits aux points de vie du joueur adverse. Nous souhaitons aussi vérifier que les points de vie ne descendent jamais en dessous de zéro.

Pour ce qui est de get\_winner, on cherche à contrôler que c’est le joueur avec le plus de points de vie qui est identifié comme gagnant. Le cas de l’égalité entre joueurs ne nous intéresse pas

vraiment, car il ne peut pas se produire en jeu, mais on peut toujours le vérifier pour s’assurer que la fonction est cohérente (renvoie toujours le deuxième joueur par exemple).

### Solution

Voilà donc les deux fonctions de tests que l’on peut ajouter et exécuter dans notre TP pour vérifier le comportement de nos fonctions.
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## Contenu masqué

### Contenu masqué n°10

|  |  |
| --- | --- |
| 1  2  3 | monsters = {  'pythachu': {  'name': 'Pythachu', |
| 4  5 | 'attacks': ['tonnerre', 'charge'],  }, |
| 6  7 | 'pythard': {  'name': 'Pythard', |
| 8  9 | 'attacks': ['jet-de-flotte', 'charge'],  }, |
| 10  11 | 'ponytha': {  'name': 'Ponytha', |
| 12  13  14  15 | 'attacks': ['brûlure', 'charge'],  },  } |
| 16  17 | attacks = {  'charge': {'damages': **20**}, |
| 18 | 'tonnerre': {'damages': **50**}, |
| 19  20  21  22 | 'jet-de-flotte': {'damages': **40**},  'brûlure': {'damages': **40**},  } |
| 23 |  |
| 24  25 | **def get\_choice\_input**(choices, error\_message):  entry = input('> ').lower() |
| 26  27 | **while** entry **not in** choices:  **print**(error\_message) |
| 28  29 | entry = input('> ').lower()  **return** choices[entry] |
| 30 |  |
| 31 |  |
| 32 | **def get\_player**(player\_id): |

1. **print**('Joueur', player\_id, 'quel monstre choisissez-vous ?')
2. monster = get\_choice\_input(monsters, 'Monstre invalide')
3. pv = int(input('Quel est son nombre de PV ? '))
4. **return** {'id': player\_id, 'monster': monster, 'pv': pv} 37

38

1. **def get\_players**():
2. **print**('Monstres disponibles :')
3. **for** monster **in** monsters.values():
4. **print**('-', monster['name'])
5. **return** get\_player(**1**), get\_player(**2**) 44

45

1. **def apply\_attack**(attack, opponent):
2. opponent['pv'] -= attack['damages']
3. **if** opponent['pv'] < **0**:
4. opponent['pv'] = **0**

50

51

1. **def game\_turn**(player, opponent):
2. # Si le joueur est KO, il n'attaque pas
3. **if** player['pv'] <= **0**:
4. **return**

56

1. **print**('Joueur', player['id'], 'quelle attaque utilisez-vous ?')
2. **for** name **in** player['monster']['attacks']:
3. **print**('-', name.capitalize(), -attacks[name]['damages'], 'PV')

60

1. attack = get\_choice\_input(attacks, 'Attaque invalide')
2. apply\_attack(attack, opponent) 63
3. **print**(
4. player['monster']['name'],
5. 'attaque',
6. opponent['monster']['name'],
7. 'qui perd',
8. attack['damages'],
9. 'PV, il lui en reste',
10. opponent['pv'], 72 )

73

74

1. **def get\_winner**(player1, player2):
2. **if** player1['pv'] > player2['pv']:
3. **return** player1
4. **else**:
5. **return** player2 80

81

player1, player2 = get\_players()

**print**()

**print**(player1['monster']['name'], 'affronte', player2['monster']['name'])

**print**()

**while** player1['pv'] > **0 and** player2['pv'] > **0**: game\_turn(player1, player2) game\_turn(player2, player1)

winner = get\_winner(player1, player2)

**print**('Le joueur', winner['id'], 'remporte le combat avec', winner['monster']['name'])

82

83

84

85

86

87
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93

### Contenu masqué n°11
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* 1. **def test\_apply\_attack**():
  2. player = {'id': **0**, 'monster': monsters['pythachu'], 'pv': **100**} 3

1. apply\_attack(attacks['brûlure'], player)
2. **assert** player['pv'] == **60**

6

1. apply\_attack(attacks['tonnerre'], player)
2. **assert** player['pv'] == **10**

9

1. apply\_attack(attacks['charge'], player)
2. **assert** player['pv'] == **0**

12

13

1. **def test\_get\_winner**():
2. player1 = {'id': **0**, 'monster': monsters['pythachu'], 'pv': **100**}
3. player2 = {'id': **0**, 'monster': monsters['pythard'], 'pv': **0**}
4. **assert** get\_winner(player1, player2) == player1
5. **assert** get\_winner(player2, player1) == player1 19

20 player2['pv'] = **120**

1. **assert** get\_winner(player1, player2) == player2
2. **assert** get\_winner(player2, player1) == player2 23
3. player1['pv'] = player2['pv'] = **0**
4. **assert** get\_winner(player1, player2) == player2
5. **assert** get\_winner(player2, player1) == player1

[Retourner au texte.](#_bookmark257)

# Sixième partie Entrées / sorties

**Introduction**

On a maintenant les outils pour faire un programme, mais un programme qui ne sait pas faire grand chose. Niveau interactions, on se limite aux fonctions input et print, qui sont assez limitées.

Dans cette partie nous allons voir comment gérer de façon plus poussée les événements exté- rieurs.

# Découper son code en modules

## Factoriser le code

À force de factoriser notre code, on peut facilement se retrouver avec un script Python contenant de nombreuses fonctions. Des fonctions qui ne sont pas toujours liées les unes aux autres car agissent sur des concepts différents.

Pour aller plus loin dans la factorisation, il faudrait alors regrouper nos fonctions selon les liens qu’elles entretiennent, pour former des unités logiques. Par exemple les fonctions liées à l’affichage d’un côté et celles concernant les calculs de l’autre.

Ces unités logiques portent un nom en Python, on les appelle des modules.

## Les modules

Les modules forment un espace de noms et permettent ainsi de regrouper les définitions de fonctions et variables, en les liant à une même entité.

Ils prennent la forme de fichiers Python (un nom et une extension .py) et doivent suivre une nomenclature particulière (la même que pour les noms de variables ou de fonction) : uniquement composés de lettres, de chiffres et d’*underscores* (\_), et ne commençant pas par un chiffre.

Ainsi, un fichier foo.py correspondra à un module foo.
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**def addition**(a, b):

**return** a + b

**def soustraction**(a, b):

**return** a - b

Listing 17 – foo.py

Pour charger le code d’un module (le code du fichier associé) et avoir accès à ses définitions, il est nécessaire de l’importer. On utilise pour cela le mot-clé import de Python suivi du nom du module (foo dans notre exemple).

**>>> import foo**

1

Rien ne se passe. En fait, le code de notre fichier foo.py a bien été exécuté, mais comme il ne fait que définir des fonctions c’est invisible pour nous.

Avec le fichier bar.py suivant :

**print**('Je suis le module bar')

1

Listing 18 – bar.py On constate bien que son code est exécuté à l’import.

|  |  |
| --- | --- |
| 1 | **>>> import bar** |
| 2 | Je suis le module bar |

Mais revenons-en à notre premier module, foo. C’est bien beau de l’avoir importé, mais on aimerait pouvoir en exécuter les fonctions. Si vous avez tenté d’appeler addition ou soustrac tion vous avez remarqué que les fonctions n’existaient pas et obtenu une erreur NameError. C’est parce que les fonctions existent mais dans l’espace de noms (*namespace*) du module foo. Il faut alors les préfixer de foo. pour y accéder : foo.addition ou foo.soustraction. L’opérateur . signifiant «accède au nom contenu dans».
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**>>>** foo.addition(**3**, **5**)

8

**>>>** foo.soustraction(**12**, **42**)

-30

foo en lui-même est un objet d’un nouveau type représentant le module importé.

|  |  |
| --- | --- |
| 1 | **>>>** foo |
| 2 | <module 'foo' from '/.../foo.py'> |

* + - 1. **La fonction help**

Une fonction de Python est très utile pour se documenter sur un module, il s’agit de la fonction help. On appelle la fonction depuis l’interpréteur interactif en lui donnant l’objet-module en argument (il faut donc l’avoir importé au préalable).
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Q

**>>>** help(foo)

1

Le terminal affiche alors un écran d’aide détaillant le contenu du module. Appuyez sur la touche pour quitter cet écran et revenir à l’interpréteur.
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Help on module foo:

NAME

foo

FUNCTIONS

addition(a, b) soustraction(a, b)

|  |  |
| --- | --- |
| 11 | FILE |
| 12  13  14 | /.../foo.py  (END) |

C’est très succinct pour le moment, nous verrons par la suite comment étayer tout cela en ajoutant de la documentation à notre module.

Notez que la fonction help n’est pas utile uniquement pour les modules, elle permet aussi de se documenter sur une fonction ou un type.
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**>>>** help(abs)

**>>>** help(int)

Vous pouvez faire défiler l’écran à l’aide des flèches haut/bas ou page-up/page-down, ainsi que la touche espace pour naviguer de page en page.

La fonction s’utilise aussi avec une chaîne de caractères en argument pour rechercher de l’aide sur un sujet précis. Par exemple help('keywords') pour obtenir la liste des mots-clés de Python.

Enfin, on peut utiliser la fonction sans argument pour entrer dans une interface d’aide où chaque ligne entrée sera exécutée comme un nouvel appel à la fonction help.
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**>>>** help()

Welcome to Python 3.9's help utility! [...]

help>

***i***

Actuellement nos modules ne sont accessibles que si les fichiers Python sont disposés dans le même répertoire. Nous verrons dans un prochain chapitre comment permettre une arborescence plus complexe à l’aide des paquets.

## Imports

Il y a différentes manières d’importer un module, et nous allons ici voir en quoi elles consistent. Déjà, on a vu le simple import foo qui crée un nouvel objet foo représentant notre module et donc contenant les fonctions du module foo.addition et foo.soustraction.

Il est possible lors de l’import de choisir un autre nom que foo pour l’objet créé (par exemple pour opter pour un nom plus court) à l’aide du mot-clé as suivi du nom souhaité.

**>>> import foo as oof**

**>>>** foo

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'foo' is not defined

**>>>** oof

<module 'foo' from '/tmp/foo.py'>

**>>>** oof.addition(**1**, **2**)

3
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Une autre syntaxe permet d’importer directement les objets que l’on veut depuis le module, sans créer d’objet pour le module, il s’agit de from ... import ....

**>>> from foo import** addition

**>>>** addition

<function addition at 0x7feb439c34c0>

**>>>** addition(**3**, **5**)

8

**>>>** soustraction

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'soustraction' is not defined

**>>>** foo

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'foo' is not defined
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Comme on le voit, cette syntaxe permet de rendre accessible la fonction addition directement, et uniquement elle.

Il est aussi possible de préciser plusieurs objets à importer en les séparant par des virgules.
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**>>> from foo import** addition, soustraction

**>>>** addition(**3**, **5**)

8

**>>>** soustraction(**8**, **2**)

6

Enfin, il peut arriver que vous rencontriez des tous les noms présents dans le module foo (ici

. Cela permet d’importer

) et de les rendre

soustraction

addition et

from foo import \*

directement accessibles comme s’ils étaient tous précisés explicitement.

C’est une syntaxe pratique pour des tests rapides dans l’interpréteur mais qui est peu recom- mandable généralement, parce qu’elle pollue inutilement l’espace de noms courant avec tout le contenu du module (et peut effacer des objets s’il y a un conflit entre les noms). Comme on dit, l’explicite est préférable à l’implicite.

## Bibliothèque standard

Python dispose par défaut de nombreux modules déjà prêts à être utilisés. Ils sont regroupés dans ce qu’on appelle la bibliothèque standard (ou *stdlib* pour *standard library*), c’est-à-dire les modules disponibles directement après l’installation de Python.

Ces modules apportent des fonctions concernant des domaines particuliers qui ne sont pas incluses dans l’espace de noms global pour ne pas le surcharger. Ainsi on a par exemple un module math pour toutes les fonctions mathématiques usuelles (sqrt, exp, cos, sin) ainsi que les constantes (pi, e).

On importe donc le module comme on le faisait précédemment.

**>>> import math**

1

Le module a beau ne pas se trouver dans le répertoire d’exécution, Python arrive à le trouver car il se situe dans un des répertoires d’installation.

**!**

Attention d’ailleurs à la priorité des répertoires lors de la recherche d’un module : si nous avions un fichier math.py dans le répertoire d’exécution, c’est lui qui serait importé lors d’un import math plutôt que celui de la bibliothèque standard. Veillez donc toujours à ne pas utiliser de nom existant pour vos propres modules.

Comme annoncé, nous retrouvons dans ce module différentes constantes mathématiques. Il s’agit de nombres flottants, avec donc la précision qui est la leur.
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**>>>** math.pi 3.141592653589793

**>>>** math.e 2.718281828459045

**>>>** math.inf inf

Cette dernière représente l’infini, un nombre flottant supérieur à tout autre.

Question fonctions il ne sera pas possible de tout énumérer mais en voici quelques exemples.
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**>>>** math.sqrt(**2**) # Racine carrée 1.4142135623730951

**>>>** math.floor(**1.5**) # Arrondi à l'inférieur 1

**>>>** math.ceil(**1.5**) # Arrondi au supérieur 2

**>>>** math.cos(math.pi) # Cosinus (argument en radians)

-1.0

**>>>** math.sin(**0**) # Sinus (argument en radians) 0.0

**>>>** math.radians(**180**) # Conversion degrés -> radians 3.141592653589793

|  |  |
| --- | --- |
| 13 | **>>>** math.degrees(math.pi) # Conversion radians -> degrés |
| 14 | 180.0 |
| 15 | **>>>** math.exp(**1**) # Exponentielle |
| 16 | 2.718281828459045 |
| 17 | **>>>** math.log(math.e) # Logarithme |
| 18 | 1.0 |
| 19 | **>>>** math.gcd(**12**, **8**) # Calcul de PGCD |
| 20 | 4 |
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Je voudrais enfin attirer votre attention sur la fonction isclose. Cette fonction permet de comparer deux nombres flottants avec une certaine marge d’erreur.

Pour rappel, il y a une certaine imprécision dans le stockage des flottants, et l’opérateur == est donc déconseillé. isclose prend simplement les deux nombres en paramètres et renvoie un booléen indiquant s’ils sont «égaux» (disons très proches) ou non.
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**>>> 0.1** + **0.2** == **0.3**

False

**>>>** math.isclose(**0.1** + **0.2**, **0.3**) True

**>>>** math.isclose(**0.2**, **0.3**) False

## Modules de tests

Revenons-en à notre dernier TP. Il serait intéressant dans un premier temps de séparer les tests du reste du code. Ils n’ont en effet pas de raison particulière d’être placés là.

Dans un fichiers tests.py, on va donc placer toutes les fonctions test\_\*. Mais ce module tests n’aura par défaut pas accès aux fonctions à tester, il va donc nous falloir les importer. Au début du module tests, on placera donc les lignes d’import suivantes.

|  |  |
| --- | --- |
| 1 | **from game import** ... |
| 2 | **from game import** ... |

Aussi, vous vous souvenez de notre fonction pour réunir tous les tests ? Elle n’a maintenant plus lieu d’être, étant donné que nous sommes dans un module à part nous savons que son code ne sera pas exécuté par erreur.

On peut donc placer les appels des fonctions de tests à la toute fin de notre module. Enfin pas tout à fait, on va inclure nos appels dans un bloc conditionnel if name == ' main ':.
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**if** name == ' main ': test\_...()

test\_...()

Cette ligne obscure permet de savoir si on exécute directement le module ou si on l’importe. En effet, la variable spéciale name contient le nom du module. Dans le cas où le module est exécuté directement par Python (python tests.py), ce nom vaudra ' main ' (il s’agira sinon de 'tests' lors d’un import).

Par cette ligne, nous nous assurons donc que les fonctions de tests ne seront pas exécutées lors d’un import. Ce n’est pas très important pour un module de tests qui n’a pas vocation à être importé, mais ça reste un outil pratique pour qu’un script soit importable. C’est donc toujours une bonne habitude à prendre.
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**print**('A')

**if** name == ' main ':

**print**('B')

Listing 19 – foo.by
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$ python foo.by A

B

|  |  |
| --- | --- |
| 1 | **>>> import foo** |
| 2 | A |

Nous allons d’ailleurs aussi modifier le code de notre TP pour ajouter une telle condition if

name == ' main ': et y placer le code qui ne figure dans aucune fonction. Ça nous évitera d’avoir le code du jeu qui s’exécute lors d’un import game depuis les tests.
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[Contenu masqué n°12](#_bookmark272)

## Contenu masqué

### Contenu masqué n°12
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monsters = {

'pythachu': {

'name': 'Pythachu',

'attacks': ['tonnerre', 'charge'],

},

'pythard': {

'name': 'Pythard',

'attacks': ['jet-de-flotte', 'charge'],

},

|  |  |
| --- | --- |
| 10  11 | 'ponytha': {  'name': 'Ponytha', |
| 12  13  14  15 | 'attacks': ['brûlure', 'charge'],  },  } |
| 16  17 | attacks = {  'charge': {'damages': **20**}, |
| 18 | 'tonnerre': {'damages': **50**}, |
| 19  20  21  22 | 'jet-de-flotte': {'damages': **40**},  'brûlure': {'damages': **40**},  } |
| 23 |  |
| 24  25 | **def get\_choice\_input**(choices, error\_message):  entry = input('> ').lower() |
| 26  27 | **while** entry **not in** choices:  **print**(error\_message) |
| 28  29  30 | entry = input('> ').lower()  **return** choices[entry] |
| 31 |  |
| 32  33  34  35 | **def get\_player**(player\_id):  **print**('Joueur', player\_id, 'quel monstre choisissez-vous ?') monster = get\_choice\_input(monsters, 'Monstre invalide')  pv = int(input('Quel est son nombre de PV ? ')) |
| 36  37 | **return** {'id': player\_id, 'monster': monster, 'pv': pv} |
| 38 |  |
| 39  40 | **def get\_players**():  **print**('Monstres disponibles :') |
| 41  42 | **for** monster **in** monsters.values():  **print**('-', monster['name']) |
| 43  44 | **return** get\_player(**1**), get\_player(**2**) |
| 45 |  |
| 46  47  48  49  50 | **def apply\_attack**(attack, opponent): opponent['pv'] -= attack['damages'] **if** opponent['pv'] < **0**:  opponent['pv'] = **0** |
| 51 |  |
| 52  53  54  55  56 | **def game\_turn**(player, opponent):  # Si le joueur est KO, il n'attaque pas  **if** player['pv'] <= **0**: **return** |
| 57  58 | **print**('Joueur', player['id'], 'quelle attaque utilisez-vous ?')  **for** name **in** player['monster']['attacks']: |

59 **print**('-', name.capitalize(), -attacks[name]['damages'], 'PV')

60

1. attack = get\_choice\_input(attacks, 'Attaque invalide')
2. apply\_attack(attack, opponent) 63
3. **print**(
4. player['monster']['name'],
5. 'attaque',
6. opponent['monster']['name'],
7. 'qui perd',
8. attack['damages'],
9. 'PV, il lui en reste',
10. opponent['pv'], 72 )

73

74

1. **def get\_winner**(player1, player2):
2. **if** player1['pv'] > player2['pv']:
3. **return** player1
4. **else**:
5. **return** player2 80

81

1. **if** name == ' main ':
2. player1, player2 = get\_players() 84
3. **print**()
4. **print**(player1['monster']['name'], 'affronte', player2['monster']['name'])
5. **print**() 88
6. **while** player1['pv'] > **0 and** player2['pv'] > **0**:
7. game\_turn(player1, player2)
8. game\_turn(player2, player1) 92
9. winner = get\_winner(player1, player2)
10. **print**('Le joueur', winner['id'], 'remporte le combat avec', winner['monster']['name'])

[Retourner au texte.](#_bookmark270)

# Lire un fichier en Python

## Introduction

Avec les modules nous savons déjà lire les fichiers Python, mais seulement eux et pour un traitement bien particulier.

Ici, nous voulons plutôt apprendre à gérer les fichiers présents sur l’ordinateur, comme des documents textes.

## Fichiers et dossiers sur l’ordinateur

Pour rappel, un ordinateur organise ses données en fichiers. Il existe des fichiers de tous types : des images, des fichiers de code, des musiques, etc. Un fichier représente un document bien précis sur l’ordinateur.

Chaque fichier se situe dans un dossier (ou répertoire). On peut voir les dossiers comme des classeurs où seraient rangés les fichiers.

Ces dossiers forment une structure hiérarchique sur l’ordinateur : un dossier peut contenir d’autres dossiers, comme des intercalaires dans un classeur, ou des classeurs sur une étagère. Un fichier appartient alors à un dossier, qui lui-même appartient à un dossier parent, etc. jusqu’à atteindre la racine du système de fichiers.

Pour retrouver un fichier, il est alors courant d’utiliser son chemin. Il s’agit de la hiérarchie de dossiers à parcourir puis du nom du fichier en question. Ce chemin est unique. C’est ce chemin que nous utiliserons dans nos programmes pour accéder aux fichiers.

Sous Windows, un chemin sera généralement de la forme C:\chemin\vers\mon\fichier.txt

où C:\ représente la racine du système de fichiers.

Sous Linux on verra plutôt /chemin/vers/mon/fichier.txt (où / est la racine).

On dit que ce chemin est le chemin absolu vers le fichier, car il débute par la racine du système, qui permet donc de le retrouver depuis n’importe où.

Mais il est aussi possible de préciser le chemin d’un fichier à partir d’un autre répertoire, on parle alors de chemin relatif.

Par exemple, depuis le répertoire C:\che de notre fichier est mon\fichier.txt (ou parcourir pour trouver le fichier.

/chemin/vers

min\vers (ou

mon/fichier.txt

), le chemin relatif

). Il s’agit du chemin restant à

En programmation, nous exécuterons toujours notre code depuis un répertoire particulier, que l’on appellera répertoire courant (généralement le dossier dans lequel sont stockés les fichiers de code). Nous pourrons ainsi référencer nos fichiers par leur chemin absolu, ou par leur chemin relatif par rapport à ce répertoire.

***i*** Il est aussi possible dans un chemin relatif d’accéder à un fichier d’un répertoire parent, à l’aide de la syntaxe ...

Par exemple depuis le répertoire C:\chemin\vers\toto (/chemin/vers/toto), on

***i***

peut accéder à notre fichier fichier.txt via le chemin relatif ..\mon\fichier.txt

(../mon/fichier.txt).

## Problématique : sauvegarder l’état de notre jeu

Avec notre jeu, nous sommes pour l’instant obligé de faire toute la partie en une fois. Bon, il est assez simpliste et ne consiste que dans un combat.

Mais imaginons que nous le développions pour avoir un système de tournoi, ou développer un RPG autour, alors il serait pratique de pouvoir mettre le jeu en pause. Pour cela, il va falloir d’une manière ou d’une autre enregistrer l’état actuel du jeu afin de le reprendre plus tard.

Et la manière la plus simple de procéder, c’est d’utiliser un fichier : l’état du jeu sera sauvegardé dans le fichier à la fermeture, et rechargé depuis le même fichier au lancement. Nous allons donc dans un premier temps voir comment nous pouvons gérer nos fichier, et dans un second nous nous intéresserons au format des données.

## Fonction open

Nous allons commencer simplement avec un fichier texte. Commencez par créer un fichier hello.txt dans votre répertoire courant, contenant simplement la phrase Hello World!. Vous pouvez utiliser votre éditeur de code pour créer ce fichier.

**!**

Sous Windows, l’extension des fichiers n’est pas affichée par défaut. Assurez-vous donc que votre fichier se nomme bien hello.txt (extension comprise) pour que la suite puisse fonctionner correctement.

Depuis Python, nous utiliserons ensuite la fonction open pour ouvrir le fichier, avec comme argument le chemin vers notre fichier. Ici, comme notre fichier se trouve dans le répertoire courant, il nous suffira de faire open('hello.txt').

Pour un fichier dans le répertoire parent, nous aurions par exemple écrit

, ou open('subdirectory/hello.txt') pour un répertoire

open('../hello.txt')

enfant ( ou open('subdirectory\hello.txt') sous Windows).

open('..\hello.txt')

|  |  |
| --- | --- |
| 1 | **>>>** open('hello.txt') |
| 2 | <\_io.TextIOWrapper name='hello.txt' mode='r' encoding='UTF-8'> |

On voit que l’appel nous renvoie un objet un peu étrange mais l’essentiel est là : nous avons ouvert un fichier hello.txt encodé en *UTF-8* et en mode r.

Qu’est-ce que ce mode ?

Il faut savoir que plusieurs opérations sont possibles pour les fichiers, de lecture et d’écriture. Les différentes opérations impliquent des besoins différents et le système d’exploitation requiert donc un mode lors de l’ouverture du fichier.

Ici, r signifie que nous ouvrons le fichier en lecture seule (*read*), nous verrons par la suite quels autres modes d’ouverture existent.

La fonction open prend un deuxième argument optionnel pour spécifier ce mode. Il vaut 'r'

par défaut, d’où le comportement que nous observons.

|  |  |
| --- | --- |
| 1 | **>>>** open('hello.txt', 'r') |
| 2 | <\_io.TextIOWrapper name='hello.txt' mode='r' encoding='UTF-8'> |

Ça c’est pour les cas où ça se passe bien. Il se peut aussi que l’ouverture échoue : si le fichier est introuvable ou que les droits sont insuffisants par exemple (pas la permission d’accéder au fichier appartenant à un autre utilisateur). Dans ce cas, une erreur sera levée par la fonction open et le fichier ne sera pas ouvert.

**>>>** open('notfound.txt')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

FileNotFoundError: [Errno 2] No such file or directory: 'notfound.txt'

**>>>** open('cantread.txt')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

PermissionError: [Errno 13] Permission denied: 'cantread.txt'
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Dans le cas où vous rencontriez ces erreurs pour un fichier qui devrait être bon, assurez-vous donc toujours que vous êtes dans le bon répertoire et que l’utilisateur a les droits suffisants pour lire le fichier.

## Fichiers

### Lire le contenu d’un fichier

Avoir ouvert un fichier, c’est bien, mais ce qui nous intéresse ici est son contenu. Nous allons pour cela nous intéresser à l’objet renvoyé par open.

Il s’agit d’un objet de type TextIOWrapper, c’est ainsi que Python identifie un fichier textuel. Cet objet possède différentes méthodes, et notamment la méthode read. Utilisée sans argument, elle renvoie le contenu complet du fichier sous forme d’une chaîne de caractères.
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**>>>** f = open('hello.txt')

**>>>** f.read() 'Hello World!\n'

On remarque ici que mon fichier se termine par un saut de ligne, cela fait partie du contenu du fichier.

***i***

Sous Windows, il est possible que votre fichier se termine par \r\n, qui est la représentation d’un passage à la ligne sur ce système.

Mais l’objet que nous avons en Python n’est pas à proprement parler un fichier, c’est une entité qui enrobe les opérations possibles sur le fichier, on parle de *wrapper*. Et celui-ci ne représente qu’un curseur qui avance dans le fichier présent sur le système. Ainsi, l’état d’un fichier évolue au fur et à mesure qu’on le parcourt.

À l’ouverture, le curseur se trouvait naturellement au début du fichier. Mais une fois le contenu lu, celui-ci s’est déplacé—comme sur une bande d’enregistrement qui défilerait—et se trouve maintenant à la fin. Ne vous étonnez donc pas si vous tentez un nouveau read sur le même fichier et obtenez une chaîne vide.

|  |  |
| --- | --- |
| 1 | **>>>** f.read() |
| 2 | '' |

L’explication est que la fonction lit le contenu à partir de là où se trouve le curseur dans le fichier, et en l’occurrence il n’y a plus rien à lire.

Une seule lecture suffit généralement à traiter le contenu du fichier, mais il peut arriver dans certains cas que l’on veuille revenir en arrière. Il existe pour cela la méthode seek prenant une position dans le fichier pour y déplacer le curseur. 0 correspond au début du fichier.
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**>>>** f.seek(**0**) 0

**>>>** f.read() 'Hello World!\n'

Mais une autre position dans le fichier serait aussi valide.
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**>>>** f.seek(**6**) 6

**>>>** f.read() 'World!\n'

### Fermer un fichier

Un tel curseur sur un fichier représente une ressource au niveau du système d’exploitation, et les ressources sont limitées. Le nombre de fichiers qu’un programme peut ouvrir va dépendre de la machine et du système, il est par exemple de 1024 chez moi. C’est-à-dire que chaque programme ne peut ouvrir plus de 1024 fichiers simultanément.

Vous me direz que nous en sommes encore loin mais toujours est-il qu’il n’est pas utile de gaspiller ces ressources. Ainsi, nous prendrons l’habitude de libérer notre ressource dès que nous aurons terminé de travailler avec elle.

Cela se fait par exemple avec un appel à la méthode close sur le fichier.

**>>>** f.close()

1

La méthode ne renvoie rien, tout s’est bien passé, la ressource est maintenant libérée sur le système.

Si nous essayons à nouveau de réaliser une opération sur notre fichier (read, seek), nous obtiendrons une erreur comme quoi le fichier est fermé. Python n’a en effet plus de référence vers le fichier et il faudrait l’ouvrir à nouveau (avec un appel à open) pour retravailler dessus.

**>>>** f.read()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: I/O operation on closed file.
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* + - 1. **Bloc with**

Néanmoins, l’appel explicite à close n’est pas la manière à privilégier pour libérer la ressource. Prenons par exemple la fonction suivante, pour récupérer le contenu d’un fichier sous forme d’un nombre entier (int).
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**def get\_file\_number**(filename): f = open(filename)

content = f.read() value = int(content) f.close()

**return** value

À l’usage, sur un fichier number.txt contenant le texte 42, elle fonctionne très bien.

|  |  |
| --- | --- |
| 1 | **>>>** get\_file\_number('number.txt') |
| 2 | 42 |

Mais si on tente de l’exécuter avec notre fichier hello.txt (qui ne contient pas un nombre) on obtient logiquement une erreur.
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**>>>** get\_file\_number('hello.txt') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

File "<stdin>", line **4**, in get\_file\_number

ValueError: invalid literal for int() with base 10: 'Hello World!\n'

L’erreur survient à la ligne 4 de notre fonction, value = int(content). À cet instant, l’exécution de la fonction s’arrête pour remonter l’erreur survenue.

La ligne suivante, f.close() n’a donc pas pu être exécutée, et ne le sera pas. C’est tout de même problématique.

Il y a des mécanismes pour traiter les erreurs et gérer des cas comme celui-ci (voir chapitres suivants), mais le plus simple est encore de ne pas avoir à faire l’appel à close nous-même.

Pour cela il existe en Python ce qu’on appelle des gestionnaires de contexte qui permettent de facilement traiter les ressources. Ils prennent la forme d’un bloc with, suivi par l’expression récupérant la ressource (ici l’appel à open). Le mot-clé as permet ensuite de récupérer cette ressource dans une variable.

**with** open('hello.txt') **as** f:

**print**(f.read())
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Le code précédent est ainsi équivalent à :

|  |  |
| --- | --- |
| 1 | f = open('hello.txt') |
| 2 | **print**(f.read()) |
| 3 | f.close() |

À l’exception que le close sera réalisé dans tous les cas, même si le read échoue par exemple. Le code de notre fonction get\_file\_number deviendrait donc :
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**def get\_file\_number**(filename): **with** open(filename) **as** f:

content = f.read()

**return** int(content)

Et on observe le même comportement que précédemment à l’utilisation.
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**>>>** get\_file\_number('number.txt') 42

**>>>** get\_file\_number('hello.txt') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

File "<stdin>", line **4**, in get\_file\_number

ValueError: invalid literal for int() with base 10: 'Hello World!\n'

L’erreurs survient toujours, mais cette fois-ci la ressource a correctement été libérée, le mécanisme est géré par Python.

***i***

Quand vous manipulez des fichiers, utilisez donc toujours un bloc with pour éviter les soucis.

# Itérer sur un fichier

## Méthodes des fichiers

Avec read nous savons lire le contenu complet d’un fichier dans une chaîne de caractères. Mais ce n’est pas toujours le plus pratique et il est souvent préférable de pouvoir traiter un fichier par morceaux. En plus, ça évite de devoir stocker la totalité du fichier en mémoire si ça n’est pas nécessaire (heureusement que les lecteurs vidéo ne chargent pas tout le contenu d’un film dans une chaîne de caractères).

Pour ce chapitre, j’utiliserai le fichier corbeau.txt avec le contenu suivant :

Une première manière de découper est d’utiliser l’argument optionnel de read qui permet de préciser une taille. La longueur du texte renvoyé sera ainsi toujours inférieure ou égale à cette taille (inférieur s’il n’y a plus rien d’autre à lire par exemple), et le curseur avancé d’autant dans le fichier.
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[Contenu masqué n°13](#_bookmark287)

1 **>>> with** open('corbeau.txt') **as** f:

2 **...** f.read(**100**)

3 **...** f.read(**100**)

4 **...** f.read(**100**)

5 **...** f.read(**100**)

6 **...** f.read(**100**)

7 **...** f.read(**100**)

8 **...** f.read(**100**)

9 **...** f.read(**100**)

10 **...**

1. "Maître Corbeau, sur un arbre perché,\nTenait en son bec un fromage.\nMaître Renard, par l'odeur alléch"
2. 'é,\nLui tint à peu près ce langage :\nEt bonjour, Monsieur du Corbeau.\nQue vous êtes joli ! que vous m'
3. 'e semblez beau !\nSans mentir, si votre ramage\nSe rapporte à votre plumage,\nVous êtes le Phénix des h'
4. 'ôtes de ces bois.\nÀ ces mots, le Corbeau ne se sent pas de joie

;\nEt pour montrer sa belle voix,\nIl '

1. "ouvre un large bec, laisse tomber sa proie.\nLe Renard s'en saisit, et dit : Mon bon Monsieur,\nAppren"
2. "ez que tout flatteur\nVit aux dépens de celui qui l'écoute.\nCette leçon vaut bien un fromage, sans do"
3. "ute.\nLe Corbeau honteux et confus\nJura, mais un peu tard, qu'on ne l'y prendrait plus.\n"

Il serait possible, à l’aide d’une boucle, de parcourir le fichier en entier.

**with** open('corbeau.txt') **as** f: chunk = f.read(**100**)

**while** chunk:

**print**(chunk)

chunk = f.read(**100**)
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C’est très bien quand on souhaite découper en morceaux de taille fixe (ou tronçons, *chunks*), mais ça se prête assez mal à un fichier texte. Une lecture ligne par ligne nous serait plus utile.

Et c’est le but de la méthode readline. Celle-ci s’occupe de repérer où sont les retours à la ligne et ainsi de ne renvoyer qu’une ligne à la fois, en gardant ce qui suit pour un prochain appel.

|  |  |
| --- | --- |
| 1 | **>>> with** open('corbeau.txt') **as** f: |
| 2 | **...** line = f.readline() |
| 3 | **... while** line: |
| 4 | **...** line |
| 5 | **...** line = f.readline() |
| 6 | **...** |
| 7 | 'Maître Corbeau, sur un arbre perché,\n' |
| 8 | 'Tenait en son bec un fromage.\n' |
| 9 | "Maître Renard, par l'odeur alléché,\n" |
| 10 | 'Lui tint à peu près ce langage :\n' |
| 11 | 'Et bonjour, Monsieur du Corbeau.\n' |
| 12 | 'Que vous êtes joli ! que vous me semblez beau !\n' |
| 13 | 'Sans mentir, si votre ramage\n' |
| 14 | 'Se rapporte à votre plumage,\n' |
| 15 | 'Vous êtes le Phénix des hôtes de ces bois.\n' |
| 16 | 'À ces mots, le Corbeau ne se sent pas de joie ;\n' |
| 17 | 'Et pour montrer sa belle voix,\n' |
| 18 | 'Il ouvre un large bec, laisse tomber sa proie.\n' |
| 19 | "Le Renard s'en saisit, et dit : Mon bon Monsieur,\n" |
| 20 | 'Apprenez que tout flatteur\n' |
| 21 | "Vit aux dépens de celui qui l'écoute.\n" |
| 22 | 'Cette leçon vaut bien un fromage, sans doute.\n' |
| 23 | 'Le Corbeau honteux et confus\n' |
| 24 | "Jura, mais un peu tard, qu'on ne l'y prendrait plus.\n" |

On constate tout de même que le retour à la ligne est considéré comme faisant partie de la ligne.

On trouve aussi la méthode readlines pour lire toutes les lignes d’un coup et les renvoyer dans un tableau. Mais on retombe sur le problème initial : cela demande à stocker le fichier en mémoire dans sa totalité.

['Maître Corbeau, sur un arbre perché,\n',

**...**

**...**

**>>> with** open('corbeau.txt') **as** f:
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f.readlines()

|  |  |
| --- | --- |
| 5 | 'Tenait en son bec un fromage.\n', |
| 6 | "Maître Renard, par l'odeur alléché,\n", |
| 7 | 'Lui tint à peu près ce langage :\n', |
| 8 | 'Et bonjour, Monsieur du Corbeau.\n', |
| 9 | 'Que vous êtes joli ! que vous me semblez beau !\n', |
| 10 | 'Sans mentir, si votre ramage\n', |
| 11 | 'Se rapporte à votre plumage,\n', |
| 12 | 'Vous êtes le Phénix des hôtes de ces bois.\n', |
| 13 | 'À ces mots, le Corbeau ne se sent pas de joie ;\n', |
| 14 | 'Et pour montrer sa belle voix,\n', |
| 15 | 'Il ouvre un large bec, laisse tomber sa proie.\n', |
| 16 | "Le Renard s'en saisit, et dit : Mon bon Monsieur,\n", |
| 17 | 'Apprenez que tout flatteur\n', |
| 18 | "Vit aux dépens de celui qui l'écoute.\n", |
| 19 | 'Cette leçon vaut bien un fromage, sans doute.\n', |
| 20 | 'Le Corbeau honteux et confus\n', |
| 21 | "Jura, mais un peu tard, qu'on ne l'y prendrait plus.\n"] |

## Les fichiers sont itérables

La solution avec readlines n’est pas satisfaisante si nous voulons traiter le fichier pas à pas, et celle avec readline est un peu compliquée : on constate que la boucle while ne se prête pas à ce problème puisqu’on est obligé de répéter l’opération line = f.readline().

Mais pour rappel, les listes ne sont pas les seuls objets itérables. Outre les autres exemples que l’on a déjà vus, il est aussi possible d’itérer sur des fichiers. Et cela correspond évidemment à une itération ligne par ligne sur le fichier.

'Maître Corbeau, sur un arbre perché,\n' 'Tenait en son bec un fromage.\n' "Maître Renard, par l'odeur alléché,\n" 'Lui tint à peu près ce langage :\n'

'Et bonjour, Monsieur du Corbeau.\n'

'Que vous êtes joli ! que vous me semblez beau !\n' 'Sans mentir, si votre ramage\n'

'Se rapporte à votre plumage,\n'

'Vous êtes le Phénix des hôtes de ces bois.\n'

'À ces mots, le Corbeau ne se sent pas de joie ;\n' 'Et pour montrer sa belle voix,\n'

'Il ouvre un large bec, laisse tomber sa proie.\n' "Le Renard s'en saisit, et dit : Mon bon Monsieur,\n" 'Apprenez que tout flatteur\n'

"Vit aux dépens de celui qui l'écoute.\n"

'Cette leçon vaut bien un fromage, sans doute.\n'

**...**

**...**

**...**

**>>> with** open('corbeau.txt') **as** f:
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**for** line **in** f: line

|  |  |
| --- | --- |
| 21 | 'Le Corbeau honteux et confus\n' |
| 22 | "Jura, mais un peu tard, qu'on ne l'y prendrait plus.\n" |

On fera difficilement plus simple que cette solution.

Partant de là, il est aussi facile de traiter notre fichier comme s’il ne s’agissait que d’un ensemble de lignes, avec une fonction comme la suivante.

|  |  |
| --- | --- |
| 1 | **def print\_text**(lines): |
| 2 | i = **1** # Compteur de ligne |
| 3 | **for** line **in** lines: |
| 4 | line = line.rstrip('**\n**') # On retire le saut de ligne |
| 5 | **print**(i, ':', line) |
| 6  7  8 | i += **1**  **with** open('corbeau.txt') **as** f: |
| 9 | print\_text(f) |

Cette fonction s’abstrait complètement du type réel de l’objet et fonctionnerait très bien avec une liste de chaînes de caractères en argument.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | print\_text(['abc', 'def', 'ghi']) |
| 2 | 1 : | abc |
| 3 | 2 : | def |
| 4 | 3 : | ghi |

## Contenu masqué

### Contenu masqué n°13

|  |  |
| --- | --- |
| 1 | Maître Corbeau, sur un arbre perché, |
| 2 | Tenait en son bec un fromage. |
| 3 | Maître Renard, par l'odeur alléché, |
| 4 | Lui tint à peu près ce langage : |
| 5 | Et bonjour, Monsieur du Corbeau. |
| 6 | Que vous êtes joli ! que vous me semblez beau ! |
| 7 | Sans mentir, si votre ramage |
| 8 | Se rapporte à votre plumage, |
| 9 | Vous êtes le Phénix des hôtes de ces bois. |
| 10 | À ces mots, le Corbeau ne se sent pas de joie ; |
| 11 | Et pour montrer sa belle voix, |
| 12 | Il ouvre un large bec, laisse tomber sa proie. |
| 13 | Le Renard s'en saisit, et dit : Mon bon Monsieur, |
| 14 | Apprenez que tout flatteur |
| 15 | Vit aux dépens de celui qui l'écoute. |

|  |  |
| --- | --- |
| 16 | Cette leçon vaut bien un fromage, sans doute. |
| 17 | Le Corbeau honteux et confus |
| 18 | Jura, mais un peu tard, qu'on ne l'y prendrait plus. |

Listing 20 – corbeau.txt

[Retourner au texte.](#_bookmark284)

# Écrire dans un fichier

## Écriture

Nous avons vu que la fonction open prenait un argument optionnel pour spécifier le mode d’ouverture du fichier, et n’avons pour le moment utilisé que le mode lecture ('r'). Vous vous en doutez, il va ici être question d’un nouveau mode afin de pouvoir écrire dans nos fichiers. Il n’y a pas un unique mode d’écriture, car plusieurs options sont possibles, mais nous allons commencer avec le mode 'w' (pour *write*).

***i***

Dans les exemples qui suivront je n’utiliserai pas de bloc with pour simplifier les opérations dans l’interpréteur interactif.

Il s’agit là d’une exception, gardez en tête de toujours utiliser un bloc with par défaut dans vos codes.

Commençons par ouvrir notre fichier hello.txt.
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**>>>** f = open('hello.txt', 'w')

**>>>** f

<\_io.TextIOWrapper name='hello.txt' mode='w' encoding='UTF-8'>

Comme le mode l’indique, il ne nous est pas possible de lire le contenu du fichier, l’opération produirait une erreur.
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**>>>** f.read()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

io.UnsupportedOperation: not readable

Mais il nous est alors possible d’écrire dans le fichier, à l’aide de la méthode write.

|  |  |
| --- | --- |
| 1 | **>>>** f.write('Salut') |
| 2 | 5 |

La méthode prend naturellement une chaîne de caractères en argument et renvoie le nombre de caractères écrits, c’est-à-dire la longueur de la chaîne dans notre cas.

Si vous regardez alors le contenu de votre fichier depuis un éditeur de texte, il se peut que vous le voyiez vide.

En fait, les fichiers fonctionnent avec une mémoire tampon pour éviter les écritures trop nombreuses sur le disque dur. Cette mémoire est généralement vidée (et donc le contenu du fichier écrit sur le disque) à la fermeture du fichier, lors d’un retour à la ligne ou par une demande

explicite.

Ce dernier cas correspond à la méthode flush qui permet donc de valider toutes les opérations d’écriture en cours.

**>>>** f.flush()

1

Si vous inspectez à nouveau le contenu du fichier, le contenu devrait cette fois-ci apparaître. Il n’est généralement pas utile de faire appel à flush, car celui-ci arrivera bien assez tôt (comme dans les cas expliqués plus haut). Mais à titre d’exemple, vous saurez que la méthode existe et quel effet elle a.

salut

1

Listing 21 – hello.txt

Nous pouvons maintenant fermer notre fichier (en l’absence de with) : f.close().

Pour rappel, notre fichier contenait précédemment le texte «Hello World !», celui-ci a été entièrement effacé lorsque nous avons ouvert le fichier en mode 'w'. C’est le comportement de Python avec ce mode.

Un autre comportement du mode d’écriture est de créer le fichier de destination si celui-ci n’existe pas.

|  |  |
| --- | --- |
| 1 | **with** open('newfile.txt', 'w') **as** f: |
| 2 | f.write('I am a new file') |

Ce code ne provoque pas d’erreur et crée un nouveau fichier newfile.txt contenant le texte

«I am a new file».

### Écrire plusieurs lignes dans un fichier

Vous avez peut-être effectué plusieurs appels successifs à write en espérant écrire plusieurs lignes dans un fichier. Mais ça ne fonctionne pas comme ça, vous avez juste obtenu des lettres à la suite.

1

2

3

4

5

6

7

8

9

10

11

12

f.read()

'abcdefghi'

**...**

**...**

**>>> with** open('alphabet.txt', 'r') **as** f:

3

**...** f.write('abc')

**...** f.write('def')

**...** f.write('ghi')

**...**
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3

**>>> with** open('alphabet.txt', 'w') **as** f:

En fait, si vous vous souvenez de la lecture des fichiers, les lignes étaient chaque fois terminées

['abc\n', 'def\n', 'ghi\n']

**...**

**...**

**>>> with** open('alphabet.txt', 'r') **as** f:

**...**

**...**

**>>> with** open('alphabet.txt', 'w') **as** f:

f.readlines()

f.writelines(['abc**\n**', 'def**\n**', 'ghi**\n**'])
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d’un caractère pour marquer le saut de ligne, '\n'. C’est aussi ce caractère que nous devons utiliser pour passer des lignes dans notre fichier.

|  |  |
| --- | --- |
| 1 | **>>> with** open('alphabet.txt', 'w') **as** f: |
| 2 | **...** f.write('abc**\n**') |
| 3 | **...** f.write('def**\n**') |
| 4 | **...** f.write('ghi**\n**') |
| 5 | **...** |
| 6 | 4 |
| 7 | 4 |
| 8 | 4 |
| 9 | **>>> with** open('alphabet.txt', 'r') **as** f: |
| 10 | **...** f.readlines() |
| 11 | **...** |
| 12 | ['abc\n', 'def\n', 'ghi\n'] |

Bien sûr, cela fonctionnerait de la même manière avec un seul appel à write, celui-ci n’étant pas lié au nombre de lignes que l’on veut écrire.

**with** open('alphabet.txt', 'w') **as** f: f.write('abc**\n**def**\n**ghi**\n**')
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Mais on pourra trouver plusieurs appels à write si l’on dispose par exemple d’une liste d’éléments à écrire, auquel cas on procèdera avec une boucle for.
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lines = ['abc**\n**', 'def**\n**', 'ghi**\n**']

**with** open('alphabet.txt', 'w') **as** f:

**for** line **in** lines: f.write(line)

Notez que les fichiers possèdent déjà une méthode writelines pour répondre à ce problème, qui est donc l’inverse de readlines (writelines prend en argument le même type de valeur que ce que renvoie readlines).

* + - 1. **La fonction print**

Enfin, sachez qu’il est aussi possible d’utiliser la fonction print pour écrire dans des fichiers. Par défaut cette fonction écrit son résultat sur le terminal (qui est vu comme un fichier par le système), mais il est possible de choisir une autre sortie (un autre fichier) avec l’argument nommé file.

**print**('Hello', 'World!', file=f)

La fonction procède de la même manière que sur le terminal et espace donc les arguments, puis ajoute un saut de ligne à la fin.

'Hello World!\n'

**...**

**...**

**>>> with** open('hello.txt', 'r') **as** f:

**...**

**...**

**>>> with** open('hello.txt', 'w') **as** f:

f.read()
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Cela permet aussi facilement d’écrire vers un fichier des objets autres que des chaînes de caractères, ce qui n’est pas possible avec des appels à write (à moins de convertir préalablement les valeurs).

**print**(**42**, {'a': True}, [**1.5**], file=f)

Ce saut de ligne ajouté à la fin est le comportement par défaut de print mais il est possible de le changer à l’aide de l’argument nommé end, qui prend une chaîne de caractères comme marqueur de fin de ligne.

"42 {'a': True} [1.5]\n"

**...**

**...**

**>>> with** open('types', 'r') **as** f:

**...**

**...**

**>>> with** open('types', 'w') **as** f:

f.read()
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**>>> print**('hello', 'world', end='!**\n**') hello world!

**>>> print**('hello', 'world', end='!') hello world!>>>

***i***

Le résultat sans \n peut paraître surprenant. Les >> sont en fait l’invite de commande de Python : comme il n’y a pas eu de saut de ligne, il apparaît à la suite.

Dans un fichier cela donnerait les résultats que l’on pouvait avoir précédemment avec write.

**... print**('Hello', file=f, end=' ')

**>>> with** open('hello.txt', 'w') **as** f:
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|  |  |
| --- | --- |
| 3 | **... print**('World!', file=f) |
| 4 | **...** |
| 5 | **>>> with** open('hello.txt', 'r') **as** f: |
| 6 | **...** f.read() |
| 7 | **...** |
| 8 | 'Hello World!\n' |

Cela est bien sûr compatible avec l’argument sep pour préciser le séparateur de valeurs.

**print**('Hello', 'World', file=f, sep=' - ', end='!**\n**')

Enfin la fonction print prend aussi un argument optionnel flush recevant un booléen, et qui permet donc un appel automatique à la méthode flush si True lui est passé. Ce n’est encore une fois utile que dans de rares cas, et pour des écritures qui ne seraient pas déjà terminées d’un saut de ligne.

'Hello - World!\n'

**...**

**...**

**>>> with** open('hello.txt', 'r') **as** f:

**...**

**...**

**>>> with** open('hello.txt', 'w') **as** f:

f.read()
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## Autres modes des fichiers

On l’a vu, le mode 'w' a pour effet de supprimer le contenu du fichier pour partir sur un contenu vierge.

**with** open('hello.txt', 'w') **as** f: f.write('salut')
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Ce n’est pas toujours le comportement voulu, et c’est pourquoi il existe différents modes d’ouverture.

### Insérer à la fin du fichier

On a ainsi un mode 'a' (pour *append*, ajouter) qui permet d’insérer du texte à la fin du fichier. C’est-à-dire que tout le contenu déjà présent sera conservé, les modifications apportées seront simplement ajoutées au fichier.

Voyez par exemple avec notre fichier hello.txt contenant pour le moment salut.
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f.write(' tout le monde')

14

**>>> with** open('hello.txt', 'r') **as** f:

**...**

**...**

**>>> with** open('hello.txt', 'a') **as** f:

|  |  |
| --- | --- |
| 6 | **...** f.read() |
| 7 | **...** |
| 8 | 'salut tout le monde' |

C’est un mode qui peut être particulièrement utile pour des outils de journalisation, car cela évite les conflits entre de multiples écritures.

### Créer un fichier

On l’a vu, le mode 'w' crée le fichier s’il n’existe pas. Il existe un mode plus strict, 'x' (pour *eXclusif* ), spécialement dédié à la création de fichier : ce mode échouera si le fichier existe déjà.

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

FileExistsError: [Errno 17] File exists: 'hello.txt'

**...**

**...**

**>>> with** open('hello.txt', 'x') **as** f:
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**pass**

Mais dans le cas d’un fichier inexistant, il aura le même effet que le mode 'w'. C’est un mode qui permet par exemple d’éviter que deux programmes concurrents n’écrasent un fichier en croyant le créer.

**?**

Quelle est donc cette instruction pass ?

C’est une instruction Python qui permet juste de ne rien faire, elle permet de conclure un bloc indenté (quand Python attend quelque chose) sans rien faire de particulier, juste *passer*.

Elle n’est pas équivalente à ..., qui est une expression et possède donc une valeur (Ellipsis).
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**...** f.write('New file')

**...**
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**>>> with** open('newfile.txt', 'x') **as** f:

### Lire et écrire à la fois

Nous avons vu que nous pouvions ouvrir un fichier pour le lire ou pour y écrire, mais il est aussi possible d’y faire les deux à la fois. Cela se fait avec le mode 'r+', dédié à la mise à jour (*update*).

|  |  |
| --- | --- |
| 1 | **>>> with** open('hello.txt', 'r+') **as** f: |
| 2 | **...** f.read() |
| 3 | **...** f.write('!!!') |
| 4 | **...** |
| 5 | 'salut tout le monde' |
| 6 | 3 |
| 7 | **>>> with** open('hello.txt', 'r') **as** f: |
| 8 | **...** f.read() |
| 9 | **...** |
| 10 | 'salut tout le monde!!!' |

Mais attention à ne pas vous emmêler avec les lectures/écritures et la mémoire tampon, sachant qu’il n’y a qu’un unique curseur dans le fichier. Il est ainsi possible d’écraser des portions du fichier qui n’ont pas encore été lues, c’est pourquoi il faut être vigilent lors de l’utilisation de ce mode.

|  |  |
| --- | --- |
| 1 | **>>> with** open('hello.txt', 'r+') **as** f: |
| 2 | **...** f.write('>>>') |
| 3 | **...** f.read() |
| 4 | **...** |
| 5 | 3 |
| 6 | 'ut tout le monde!!!' |
| 7 | **>>> with** open('hello.txt', 'r') **as** f: |
| 8 | **...** f.read() |
| 9 | **...** |
| 10 | '>>>ut tout le monde!!!' |

Pensez donc aux méthodes seek et flush qui pourraient vous être utiles pour vous déplacer dans le fichier et vider le tampon.

De façon similaire on trouve aussi des modes de mise à jour en ajout ('a+'), en troncature ('w+') et en création ('x+'). Le premier aura pour effet de placer le curseur à la fin du fichier, et le second d’effacer le contenu actuel du fichier.

Il ne s’agit ici que de modes pour opérer sur les fichiers en mode texte, nous verrons par la suite comment traiter les fichiers binaires.

# Chaînes de formatage

## Opérations de formatage

* + - 1. **Méthode format**

La méthode write des fichiers textes ne comprend que les chaînes de caractères. Nous avons vu qu’il était possible avec print d’écrire d’autres types de données, mais les options de formatage sont relativement limitées.

Par exemple il ne nous est pas possible de choisir combien de chiffres après la virgule on veut afficher pour les décimaux (souvenez-vous des erreurs d’arrondis qui donnent parfois des résultats inattendus) ni gérer facilement les espacements.

Tout cela relève du formatage, et il existe une méthode dédiée : la méthode format des chaînes de caractères. C’est une méthode qui permet de générer une nouvelle chaîne à partir d’un patron (la chaîne d’origine) et d’arguments.

Pour cela, une syntaxe particulière est utilisée dans le chaîne faisant office de patron pour définir où seront insérés les arguments (on parle de *placeholders*). Cette syntaxe, c’est {}.

Lors d’un appel à format sur une chaîne de caractères, les {} seront repérés dans la chaîne et remplacés par les arguments.
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**>>>** '{}'.format(**10**) '10'

**>>>** '{}'.format(**1.5**) '1.5'

**>>>** '{}'.format('abc') 'abc'

Chaque {} correspond à la valeur suivante dans la liste des arguments.
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**>>>** '{}-{}'.format(**10**, 'abc') '10-abc'

**>>>** '{} dit à {} : {}'.format('Alice', 'Bob', 'Salut') 'Alice dit à Bob : Salut'

Mais ces accolades ne sont pas destinées à rester éternellement vides, on peut y préciser différents types de choses. Déjà, cela peut servir à spécifier l’argument que l’on souhaite utiliser : il peut arriver qu’on veuille afficher le deuxième argument avant le premier par exemple. On entre donc simplement le numéro de l’argument positionnel entre les accolades pour y faire référence (0 étant le premier argument, 1 le deuxième, etc.).

|  |  |
| --- | --- |
| 1 | **>>>** '{0}-{1}'.format(**10**, 'abc') |
| 2 | '10-abc' |
| 3 | **>>>** '{1}-{0}'.format(**10**, 'abc') |
| 4 | 'abc-10' |

La méthode format ne se limite pas aux arguments positionnels mais accepte aussi les arguments nommés, ce qui permet de gagner en clarté. Pour utiliser un argument nommé, il faudra nécessairement préciser son nom entre les accolades.
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Il est possible de mixer arguments positionnels et nommés, mais attention à ne pas perdre en lisibilité.

'Alice', speaker='Bob', sentence='Salut')

'Bob dit à Alice : Salut'

**>>>** '{speaker} dit à {listener} : {sentence}'.format(listener= *♩*

**>>>** '{number}-{name}'.format(number=**10**, name='abc') '10-abc'
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|  |  |
| --- | --- |
| 1 | **>>>** '{0}-{name}'.format(**10**, name='abc') |
| 2 | '10-abc' |

On peut aussi accéder directement aux attributs ou éléments de l’argument positionnel ou nommé, en utilisant le point pour les attributs et les crochets pour les éléments.

|  |  |
| --- | --- |
| 1 | **>>>** '{0.real}-{items[1]}'.format(**1**+**2j**, items=['a', 'b', 'c']) |
| 2 | '1.0-b' |

Voilà pour le placement des arguments mais ce n’est pas tout : le principal intérêt de cette méthode format est de pouvoir… formater les valeurs, leur donner le format que l’on souhaite.

### Options de formatage

Il existe pour cela un mini-langage dédié aux options de formatage. Ces options se placeront toujours derrière un signe : entre les accolades.

Par exemple, il est possible en utilisant un nombre comme option d’aligner le texte sur un certain nombre de caractères. On l’appelle la largeur de champ.

|  |  |
| --- | --- |
| 1 | **>>>** '{:10}'.format('abc') |
| 2 | 'abc ' |

Par défaut le texte sera aligné à gauche (espaces ajoutées à droite). Il est possible d’être explicite là-dessus en faisant précéder le nombre d’un <.

Mais on peut aussi utiliser > ou ^ pour l’aligner à droite ou le centrer.

|  |  |
| --- | --- |
| 1 | **>>>** '{:<10}'.format('abc') |
| 2 | 'abc ' |
| 3 | **>>>** '{:>10}'.format('abc') |
| 4 | ' abc' |
| 5 | **>>>** '{:^10}'.format('abc') |
| 6 | ' abc ' |

Pour le formatage des nombres, on peut préciser l’option (espace) qui a pour effet d’ajouter

une espace avant les nombres positifs, de façon à les aligner avec les négatifs (qui commencent par un caractère -).

De même on peut utiliser l’option + pour afficher explicitement le + des nombres positifs.

**>>>** '{: }'.format(**5**) ' 5'

**>>>** '{: }'.format(-**5**) '-5'

**>>>** '{:+}'.format(**5**) '+5'

**>>>** '{:+}'.format(-**5**) '-5'
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Pour les nombres entiers, on peut utiliser les caractères x, o ou b comme options pour choisir la base dans laquelle le nombre sera écrit. Avec x, le nombre sera écrit en hexadécimal, en octal avec o et en binaire avec b.

**>>>** '{:x}'.format(**42**) '2a'

**>>>** '{:o}'.format(**42**) '52'

**>>>** '{:b}'.format(**42**) '101010'
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On peut ajouter un # avant ce caractère pour insérer un préfixe indiquant la base utilisée.
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**>>>** '{:#x}'.format(**42**) '0x2a'

**>>>** '{:#b}'.format(**42**) '0b101010'

La largeur de champ est aussi utilisable pour les nombres, ils seront par défaut alignés à droite. On peut préfixer cette largeur de champ d’un 0 pour compléter le nombre avec des zéros plutôt qu’avec des espaces.

|  |  |
| --- | --- |
| 1 | **>>>** '{:5}'.format(**123**) |
| 2 | ' 123' |
| 3 | **>>>** '{:05}'.format(**123**) |
| 4 | '00123' |

Pour ce qui est des nombres flottants, on peut utiliser l’option . suivie d’un nombre pour indiquer la précision. Ce nombre correspond au nombre maximum de chiffres que l’on veut afficher, cela compte les chiffres avant et après la virgule (sauf les zéros initiaux)
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**>>>** '{}'.format(**0.1**+**0.2**) '0.30000000000000004'

**>>>** '{:.1}'.format(**0.1**+**0.2**) '0.3'

**>>>** '{}'.format(**1**/**3**) '0.3333333333333333'

**>>>** '{:.5}'.format(**1**/**3**) '0.33333'

**>>>** '{:.5}'.format(**4**/**3**) '1.3333'

**>>>** '{:.5}'.format(**1**/**30**) '0.033333'

Il existe aussi une option % pour afficher un nombre flottant sous la forme d’un pourcentage. On peut ajouter une précision (avec un point) à ce pourcentage, qui cette fois-ci précise le nombre de chiffres après la virgule uniquement.
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**>>>** '{:%}'.format(**1**/**2**) '50.000000%'

**>>>** '{:.1%}'.format(**1**/**3**) '33.3%'

Étant donné que les accolades ont un effet bien particulier au sein des chaînes de formatage, il est nécessaire de les échapper pour les ajouter en tant que caractères. Il faut pour cela les doubler. {{ correspondra au caractère { dans une chaîne de formatage, et }} au caractère }.

|  |  |
| --- | --- |
| 1 | **>>>** '{} {{}} {}'.format(**1**, **2**) |
| 2 | '1 {} 2' |
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Vous pouvez aussi obtenir plus d’aide sur le formatage à l’aide de l’appel help('FORMATTING')

depuis l’interpréteur interactif.

### Operateur %

Une autre méthode de formatage plus ancienne existe aussi en Python, elle utilise l’opérateur

%.

On applique donc cet opérateur à une chaîne (à gauche) en lui donnant un tuple d’arguments (à droite). Comme précédemment, la chaîne suit un certain format pour définir où seront insérés les arguments.

Ici, le format est celui utilisé par la fonction printf en C, où l’on identifie les valeurs par leur type : %s pour une chaîne de caractère, %d pour un nombre entier ou encore %f pour un flottant. Les arguments seront toujours pris successivement dans le tuple qui les fournit (comme les arguments positionnels avec {}).

En pratique, on a donc quelque chose de la sorte :

|  |  |
| --- | --- |
| 1 | **>>>** '%s dit à %s: tu me dois %d€' % ('Bob', 'Alice', **20**) |
| 2 | 'Bob dit à Alice: tu me dois 20€' |

On trouve aussi la possibilité de préciser des options telle que la largeur de champ ou la précision, en les insérant entre le % et le caractère représentant le type.

|  |  |
| --- | --- |
| 1 | **>>>** '%10s répond: il ne me reste que %.2f€' % ('Alice', **18.5**) |
| 2 | ' Alice répond: il ne me reste que 18.50€' |
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Sachez que tout ce qu’il est possible de faire sur les chaînes de caractères avec % est aussi réalisable avec la méthode format. Et nous allons maintenant voir une forme encore plus simple d’utilisation.

## f-strings

Les *f-strings* ou chaînes de formatage sont une nouveauté apportée par Python 3.6 qui simplifie la création de chaînes de caractères dynamiques (se construisant à partir d’autres valeurs). Elles se caractérisent par un préfixe f placé avant les guillemets délimitant la chaîne.

|  |  |
| --- | --- |
| 1 | **>>>** f'abc' |
| 2 | 'abc' |

Il ne s’agit pas d’un type particulier, on le voit car notre expression a juste renvoyé la chaîne 'abc'. Le préfixe signale simplement qu’il peut y avoir des choses à interpréter à l’intérieur de notre chaîne.

Et ces choses, elles sont similaires à ce que l’on faisait avec str.format. Dans les chaînes de formatage, on va pouvoir trouver des séquences entre accolades pour signaler où l’on souhaite insérer des valeurs.

Ainsi, '{} + {} = {}'.format(3, 5, 3 + 5) deviendra f'{3} + {5} = {3 + 5}'. Plus court et plus clair.

Ici il n’est donc pas question de préciser des positions entre les accolades, mais des expressions. Il est ainsi possible de capturer des variables pour les utiliser dans la chaîne.

|  |  |
| --- | --- |
| 1 | **>>>** a = **3** |
| 2 | **>>>** b = **5** |
| 3 | **>>>** f'{a} + {b} = {a+b}' |
| 4 | '3 + 5 = 8' |

Bien sûr, tous les types de données y sont utilisables.

|  |  |
| --- | --- |
| 1 | **>>>** name = 'Max' |
| 2 | **>>>** f'Salut {name} !' |
| 3 | 'Salut Max !' |

Et tous types d’expressions sont valides à l’intérieur de ces accolades. Il faut juste faire attention à ne pas s’emmêler les pinceaux avec les guillemets : on ne peut pas placer d’apostrophe dans une chaîne délimitée par des apostrophes par exemple.

|  |  |
| --- | --- |
| 1 | **>>>** fruits = {'a': 'abricot', 'b': 'banane'} |
| 2 | **>>>** f"{fruits['b']}, {len(fruits)}" |
| 3 | 'banane, 2' |

Entre accolades, on peut aussi placer un : et y ajouter toutes les options de formatage disponibles avec str.format.
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'Salut Max !'

**>>>** f'{a} + {b} = {a+b:+}' '3 + 5 = +8'

**>>>** f'Salut {name:10} !'

# Gérer les exceptions (try/except)

## Introduction

Quand on code un programme il peut arriver que tout ne se passe pas comme prévu, que des exceptions surviennent qui interrompent le déroulé normal du programme.

Ce chapitre a pour but de vous présenter le fonctionnement des exceptions et la manière de les gérer.

## Tout ne se passe pas comme prévu

On a déjà rencontré des exceptions, ce sont les erreurs qui se produisent quand une opération échoue (conversion impossible, élément inexistant dans un dictionnaire, ouverture d’un fichier introuvable, etc.). L’erreur survient alors sous la forme d’une exception avec un type particulier (ValueError, TypeError, KeyError, etc.).

Le souci c’est que cela coupe l’exécution de la fonction et du programme (hors interpréteur interactif).

Imaginons que nous souhaitions au chargement de notre jeu regarder si une sauvegarde existe. On essaierait alors d’ouvrir le fichier de sauvegarde, et s’il n’existe pas on obtiendrait une exception.

**with** open('game.sav') **as** save: state = load\_game(save.read())

**print**('Jeu en cours...')
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Listing 22 – game.py

À l’exécution :

Traceback (most recent call last): File "<stdin>", line **1**, **in** <module>

FileNotFoundError: [Errno **2**] No such file **or** directory: 'game.sav'
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Ainsi, le programme s’arrête à l’exception, ce qui est plutôt embêtant. Notre jeu devrait être en mesure de démarrer sans sauvegarde existante, de traiter l’erreur et de continuer.

Pour autant une exception peut être un comportement attendu, d’autant plus si elle provient d’une valeur entrée par l’utilisateur. Dans une calculatrice, on ne veut pas que le programme plante si l’utilisateur demande une division par zéro. De même dans un annuaire si un nom n’est pas trouvé.

**def calculatrice**(a, op, b):

**if** op == '+':

**return** a + b

**if** op == '-':

**return** a - b

**if** op == '\*':

**return** a \* b

**if** op == '/':

**return** a / b

**print**('Calcul impossible')
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**>>>** calculatrice(**3**, '+', **0**) 3

**>>>** calculatrice(**3**, '/', **0**) Traceback (most recent call last):

File "<stdin>", line **1**, in <module> File "<stdin>", line **9**, in calculatrice

ZeroDivisionError: division by zero

1

2

3

4

5

6

7

Comment alors peut-on gérer ces erreurs pour éviter cela ?

## Éviter l’exception

Une solution pour éviter les erreurs est d’empêcher qu’elles se produisent. Ainsi, avant d’exécuter une action, on va tester différents cas d’erreurs pour les écarter. C’est la stratégie dite *LBYL* (*Look before you leap*, soit *réfléchis avant d’agir*).

Par exemple pour une calculatrice dans le cadre d’une division, on testerait si le quotient n’est pas nul avant de réaliser l’opération.

**def calculatrice**(a, op, b):

**if** op == '+':

**return** a + b

**if** op == '-':

**return** a - b

**if** op == '\*':

**return** a \* b

**if** op == **and** b != **0**:

**print**('Calcul impossible')

**return** a / b
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|  |  |
| --- | --- |
| 1 | **>>>** calculatrice(**3**, '/', **2**) |
| 2 | 1.5 |
| 3 | **>>>** calculatrice(**3**, '/', **0**) |
| 4 | Calcul impossible |

Pour notre problématique de sauvegarde, il faudrait donc être en mesure de tester si un fichier existe. Une telle fonctionnalité est disponible dans le module pathlib. Ce module propose un type Path représentant un chemin sur le système de fichiers, et bénéficiant naturellement d’une méthode exists renvoyant un booléen pour tester si le chemin existe ou non.
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**>>> from pathlib import** Path

**>>>** p = Path('hello.txt')

**>>>** p.exists() True

**>>>** p = Path('game.sav')

**>>>** p.exists() False

Ainsi, on peut remplacer notre code de chargement par :
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**from pathlib import** Path

**if** Path('game.sav').exists():

**with** open('game.sav') **as** save: state = load\_game(save.read())

**else**:

state = None

On notera que les objets Path possèdent aussi une méthode open équivalente à la fonction du même nom : Path(foo).open() revient à écrire open(foo). On peut alors améliorer notre code précédent pour éviter les répétitions.

1

2

3

4

5

6

7

save\_path = Path('game.sav')

**if** save\_path.exists():

**with** save\_path.open() **as** save: state = load\_game(save.read())

**else**:

state = None

### Limites

La stratégie *LBYL* est cependant limitée. Déjà, il est difficile d’envisager tous les cas d’erreurs : on pourrait obtenir une exception parce que le fichier est un répertoire, parce que les permissions ne sont pas suffisantes pour le lire, etc.

Mais considérons que l’on arrive à anticiper toutes les erreurs possibles, il resterait un problème. Quand on demande au système si un fichier existe, il le vérifie à l’instant *t* ; mais quand on l’ouvre nous sommes à l’instant *t+1*.

Pendant ce très court laps de temps le fichier a pu être supprimé, déplacé, ses permissions modifiées, et donc on n’échapperait pas à l’exception.

Il va alors nous falloir adopter une autre stratégie, dite *EAFP* (*Easier to ask for forgiveness than permission*, *il est plus simple de demander pardon que demander la permission*). C’est-à-dire

laisser l’exception se produire et la traiter ensuite, comme nous allons le voir tout de suite. Pour autant, la stratégie *LBYL* n’est pas à jeter, il reste des cas où elle est parfaitement adaptée, quand les conditions ne sont pas amenées à changer entre les pré-conditions et l’opération. C’est le cas par exemple du test pour le quotient nul dans la division, s’il est non-nul à l’instant *t*, il sera toujours à *t+1*.

## Traiter l’exception

Pour gérer les exceptions on va utiliser un nouveau type de bloc, ou plutôt un couple de blocs, introduits par les mots-clés try et except (littéralement «essaie» et «à l’exception de»).

Ces deux mots-clés vont de paire pour intercepter les erreurs.

Dans le bloc try on place le code qui peut échouer, et le bloc except sera exécuté si et seulement si une exception survient. Il aura pour effet d’attraper cette exception et donc éviter que le programme ne plante, en proposant un traitement adapté.

**print**('Division par zéro')

Division par zéro

**...**

**...**

**... except**:

**...**

**>>> try**:
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result = **1** / **0**

Ici notre traitement est simplement d’afficher un message, mais il est possible de faire ce que l’on veut dans le bloc except, comme renvoyer une valeur particulière.

1

2

3

4

5

**def division**(a, b):

**try**:

**return** a / b

**except**:

**return** float('nan')

**?**

Quel est ce float('nan') ?

*NaN*, pour *Not a Number* (*Pas un Nombre*), est une valeur particulière de la norme des nombres flottants évoquant un résultat qui ne serait pas un nombre.

On y accède en Python via la variable nan du module math, ou avec un simple

float('nan').
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**>>>** division(**3**, **5**)

0.6

**>>>** division(**4**, **2**)

2.0

**>>>** division(**10**, **0**) nan

L’exécution du programme reprend normalement à l’issue du except. On ne le voit pas dans

return.

l’exemple car on y utilise un return, mais la suite de la fonction est bien exécutée.

**def division**(a, b):

**try**:

result = a / b

**except**:

result = float('nan') **print**('Résultat :', result) **return** result
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Si l’exécution s’arrêtait juste après le except, nous ne passerions pas dans le print et le
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**>>>** division(**1**, **2**)

Résultat : 0.5

0.5

**>>>** division(**1**, **0**)

Résultat : nan nan

Aussi, nous utilisons except sans lui préciser aucun argument, il attrapera donc toute exception qui surviendrait, quel qu’en soit son type.
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**>>>** division('x', 'y')

Résultat : nan nan

Pourtant ce n’est pas toujours souhaitable. Par exemple dans le cas présent il s’agit d’une erreur de type et donc d’un mauvais usage de la fonction, on pourrait préférer ne pas traiter cette exception et la laisser survenir.

Ainsi, on pourra préciser derrière except le type de l’exception que l’on veut attraper, dans notre cas ZeroDivisionError.
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**def division**(a, b):

**try**:

**return** a / b

**except ZeroDivisionError**: **return** float('nan')

Notre fonction interceptera maintenant les erreurs de division par zéro, et uniquement celles-ci.
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**>>>** division(**1**, **2**)

0.5

**>>>** division(**1**, **0**) nan

**>>>** division(**1**, 'x')

Traceback (most recent call last): File "<stdin>", line **1**, in <module> File "<stdin>", line **3**, in division

TypeError: unsupported operand type(s) for /: 'int' and 'str'
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### Attraper plusieurs exceptions

On peut placer plusieurs blocs except à la suite d’un try pour traiter des exceptions différentes. Sur le même principe que les if / elif / else, un seul de ces blocs sera exécuté, le premier qui correspond à l’exception survenue.

Changeons d’exemple et passons à un cas plus réel de lecture de fichier. Imaginons que l’on souhaite simplement lire un score dans un fichier. Il nous faut alors une fonction prenant un chemin de fichier en paramètre et renvoyant son contenu sous forme de nombre.

Plusieurs exceptions peuvent survenir comme on l’a vu : le fichier peut ne pas exister ou ne pas avoir les bonnes permissions (erreurs OSError), peut contenir une valeur invalide (ValueError) et d’autres encore.
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**def get\_score**(path): **try**:

**with** open(path) **as** f:

**return** int(f.read())

**except OSError**:

**print**("Impossible d'ouvrir le fichier")

**except ValueError**: **print**('Score invalide')

Maintenant voilà ce que l’on obtient avec un fichier score.txt contenant 42 et un fichier

hello.txt quelconque.
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**>>>** get\_score('score.txt') 42

**>>>** get\_score('hello.txt') Score invalide

**>>>** get\_score('not\_found.txt') Impossible d'ouvrir le fichier

Bien sûr, les blocs except ne peuvent attraper que les exceptions qui surviendraient pendant l’exécution du try. Toute exception survenue avant leur échapperait.
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**def get\_score**(path):

**with** open(path) **as** f:

**try**:

**return** int(f.read())

**except OSError**:

**print**("Impossible d'ouvrir le fichier")

**except ValueError**: **print**('Score invalide')
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Dans l’exemple précédent, la conversion du contenu du fichier en nombre a toujours lieu dans le try donc l’erreur sur hello.txt sera bien traitée. Mais l’ouverture du fichier se situe en dehors, nous ne gérons donc pas l’erreur OSError sur not\_found.txt.
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**>>>** get\_score('score.txt') 42

**>>>** get\_score('hello.txt') Score invalide

**>>>** get\_score('not\_found.txt') Traceback (most recent call last):

File "<stdin>", line **1**, in <module> File "<stdin>", line **2**, in get\_score

FileNotFoundError: [Errno 2] No such file or directory: 'not\_found.txt'

***i***

On voit que l’erreur qui survient est une FileNotFoundError et non une OSError. Il faut savoir qu’il existe une hiérarchie des exceptions que nous étudierons plus tard, et que FileNotFoundError est une erreur qui descend de OSError.

Aussi, l’exécution d’un bloc try s’arrête à la première erreur rencontrée. Cela signifie que tout son contenu n’est pas nécessairement exécuté, donc certaines variables définies dans le try n’existent peut-être pas.

Essayez la fonction suivante pour vous rendre compte des problèmes que cela peut poser.
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**def get\_score**(path): **try**:

**with** open(path) **as** f: content = f.read() score = int(content)

**except OSError**:

**print**("Impossible d'ouvrir le fichier")

**except ValueError**: **print**('Score invalide')

**return** score

La fonction de cet exemple gère mal les exceptions : score ne sera jamais définie si une erreur est survenue, et donc le return échouera car accèdera à une variable inexistante.

Quant aux variables f et content on ne sait pas si elles existent car cela dépend de l’endroit précis où est survenu l’erreur. Pour une erreur à l’ouverture du fichier content ne sera pas définie, mais s’il s’agit d’une erreur lors de la conversion alors content contiendra sa bonne valeur.

Pour s’assurer que ces variables existent, il nous faut alors les définir dans tous les cas. Soit en

le faisant avant le try (puisque c’est du code qui sera toujours exécuté), soit en répétant la définition dans chaque clause except.
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**def get\_score**(path): score = None

**try**:

**with** open(path) **as** f: content = f.read() score = int(content)

**except OSError**:

**print**("Impossible d'ouvrir le fichier")

**except ValueError**: **print**('Score invalide')

**return** score

### Remontée d’erreurs

On peut voir l’exécution d’un programme informatique comme le parcours d’un arbre, de branche en branche, de façon à passer par toutes les feuilles. Les embranchements étant faits de conditions, de boucles et d’appels de fonctions. Notamment d’appels de fonctions.

À chaque instant du programme, l’instruction en cours d’exécution représente une curseur le long d’une branche : l’appel d’une fonction fait aller ce curseur plus loin dans l’arbre tandis qu’un retour le fait revenir sur ses pas.

Ainsi, il existe toujours un chemin depuis la racine du programme (le tronc) jusque la position actuelle du curseur.

Ce chemin représente la pile d’appels courante (*stacktrace*), les fonctions qu’il a fallu parcourir pour arriver jusqu’à ce point du programme. Toute exception est liée à la position courante dans le programme, au contexte qui l’a fait surgir, et donc à un certain état de la pile d’appels.

Cette pile liée à l’exception, on la voit d’ailleurs apparaître dans le terminal quand on n’attrape pas l’exception.
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**def division**(a, b):

**return** a / b

**def inverse**(x):

**return** division(**1**, x)

**def main**():

**for** i **in** range(**10**):

**print**(i, inverse(i))

main()

Listing 23 – error.py

% python error.py

Traceback (most recent call last):

File "error.py", line **11**, in <module> main()

File "error.py", line **9**, in main print(i, inverse(i))

File "error.py", line **5**, in inverse

**return** division(**1**, x)

File "error.py", line **2**, in division

**return** a / b

ZeroDivisionError: division by zero
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De haut en bas, on voit que l’appel à main ligne 11 a provoqué un appel à inverse ligne 9, qui induit lui-même un appel à division ligne 5, à l’intérieur de laquelle se produit l’erreur (ligne 2).

Quand une exception n’est pas attrapée, elle remonte pas à pas la pile d’appels, et continue sa route jusqu’à couper le programme lui-même.

Car oui, il n’existe pas un seul endroit où l’exception peut être attrapée, elle peut l’être tout le long du programme. On pourrait choisir de placer un try / except dans la fonction division, mais aussi dans inverse ou dans main. Choisir de le mettre dans la boucle ou à l’extérieur, chaque solution ayant un comportement différent.

Par exemple, attraper l’exception à l’extérieur de la boucle aura pour effet de s’arrêter à la première erreur, puisque la boucle sera coupée à la première itération (i = 0).
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**print**(i, inverse(i))

**except ZeroDivisionError**: **pass**

**for** i **in** range(**10**):

**def main**(): **try**:

Listing 24 – error.py

% python error.py

1

Alors qu’attraper l’exception à l’intérieur de la boucle permettra de ne couper que l’itération courante puis de passer à la suivante.
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**def main**():

**for** i **in** range(**10**):

**try**:

**print**(i, inverse(i))

**except ZeroDivisionError**: **pass**

Listing 25 – error.py

|  |  |  |
| --- | --- | --- |
| 1 | % | python error.py |
| 2 | **1** | **1**.0 |
| 3 | **2** | **0**.5 |
| 4 | **3** | **0**.3333333333333333 |
| 5 | **4** | **0**.25 |
| 6 | **5** | **0**.2 |
| 7 | **6** | **0**.16666666666666666 |
| 8 | **7** | **0**.14285714285714285 |
| 9 | **8** | **0**.125 |
| 10 | **9** | **0**.1111111111111111 |

Mais dans cet exemple, les appels à inverse(0) ou division(1, 0) continuent d’échouer : on pourrait choisir de traiter l’erreur dans ces fonctions pour renvoyer *NaN*.
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**def division**(a, b):

**try**:

**return** a / b

**except ZeroDivisionError**: **return** float('nan')

Listing 26 – error.py
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% python error.py

**0** nan

**1 1**.0

**2 0**.5

**3 0**.3333333333333333

**4 0**.25

**5 0**.2

**6 0**.16666666666666666

**7 0**.14285714285714285

**8 0**.125

**9 0**.1111111111111111

Il convient alors chaque fois de réfléchir au comportement que l’on veut adopter et de placer judicieusement les blocs try / except en fonction de cela, pour n’être ni trop large, ni trop fin.

# Formater les données

## Introduction

On a vu comment ouvrir des fichiers et y écrire du texte, mais toutes les données que nous manipulons ne sont pas du texte. Bien sûr il est possible de les convertir, c’est d’ailleurs ce que fait la fonction print sur ce qu’elle reçoit, mais comment conserver une structure des données ?

Par exemple pour notre sauvegarde il va nous falloir enregistrer l’état du jeu, tout ce qui différencie la partie en cours d’une autre : les noms des monstres et leurs points de vie. Il s’agit donc de données de types différents (chaînes de caractères, nombres) qu’il va nous falloir représenter, en utilisant pour cela un format de données adéquat. Le format est une notion un peu abstraite qui explique de quelle manière les données doivent être traitées, comment elles peuvent être reconstruites à partir de leur représentation.

Tous les fichiers que l’on utilise représentent leurs données selon un certain format, et tous les formats ne permettent pas de stocker la même chose, ils ont chacun leurs particularités. On ne représente pas une image de la même manière qu’une musique par exemple.

On appelle sérialisation l’opération qui permet de transformer en texte des données structurées, de façon à pouvoir reconstruire ces données ensuite. À l’inverse, cette reconstruction s’appelle une désérialisation. On parle aussi de *parsing* pour qualifier l’analyse syntaxique du texte et l’extraction des données.

## Format JSON

Un premier format de données assez courant en informatique est le JSON (pour *JavaScript Object Notation*) qui comme son nom l’indique provient du Javascript. Il s’est ainsi répandu dans le monde du web pour devenir un format de prédilection pour les échanges entre applications. C’est un format textuel, c’est-à-dire qu’il est lisible à l’œil sous forme de texte (contrairement à un format binaire), bien que parfois difficile à écrire à la main.

Voici à quoi ressemble un document JSON :

|  |  |  |
| --- | --- | --- |
| 1 | {  } | "id": "001",  "name": "Pythachu",  "type": "foudre",  "attaques": ["tonnerre", "charge"], "base\_pv": **50** |
| 2 |
| 3 |
| 4 |
| 5 |
| 6 |
| 7 |

Listing 27 – pythachu.json

On le voit, c’est un format qui ressemble beaucoup au Python. Il est cependant plus restreint. Un document JSON ne peut comporter des valeurs que de 7 types :

* null, équivalent au None de Python.
* boolean, un booléen donc, true ou false.
* int, un nombre entier (42).
* float, un nombre flottant (1.5, 1e10).
* str, une chaîne de caractère, toujours entre double-guillemets ("hello world").
* array, un tableau de valeurs, équivalent à une liste Python ([8, "foo"]).
* object, l’équivalent plus restreint d’un dictionnaire Python : seules les chaînes de caractères peuvent être utilisées en clés, les types des valeurs sont libres ({"key": [3,

5]}).

* + - 1. **Module json**
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#### Lecture

load est une fonction qui prend en argument un fichier (un objet-fichier ouvert en lecture au préalable) et traite son contenu afin de le renvoyer sous la forme d’un objet Python. Par exemple, avec le document pythachu.json présenté plus haut, nous aurions ceci.

{'id': '001', 'name': 'Pythachu', 'type': 'foudre', 'attaques': ['tonnerre', 'charge'], 'base\_pv': 50}

**...**

**...**

**>>> import json**

**>>> with** open('pythachu.json') **as** f:
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json.load(f)

La fonction nous a renvoyé la représentation en Python de notre objet.

loads est similaire à load mais reçoit en argument une chaîne de caractères plutôt qu’un fichier (*loads* pour *load string*). Elle traite donc le contenu directement depuis la chaîne.

|  |  |
| --- | --- |
| 1 | **>>>** json.loads('{"name": "Pythard", "base\_pv": null}') |
| 2 | {'name': 'Pythard', 'base\_pv': None} |

Ces fonctions lèveront une exception si l’entrée n’est pas dans un format correct.
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**>>>** json.loads('{42: "foo"}') Traceback (most recent call last):

File "<stdin>", line **1**, in <module> [...]

json.decoder.JSONDecodeError: Expecting property name enclosed in double quotes: line 1 column 2 (char 1)

#### Écriture

dump et dumps sont les fonctions de sérialisation, elles permettent de passer d’un objet Python à sa représentation JSON.

dumps reçoit en argument un objet Python et renvoie sa sérialisation sous forme d’une chaîne de caractères.

|  |  |
| --- | --- |
| 1 | **>>>** json.dumps([**1**, **2**, **3**, 'foo']) |
| 2 | '[1, 2, 3, "foo"]' |

dump reçoit un objet Python et un fichier (ouvert en écriture), la sérialisation de l’objet sera écrite dans le fichier donné.

**with** open('output.json', 'w') **as** f: json.dump({'key': 'value'}, f)
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{"key": "value"}

1

Listing 28 – output.json

Ces deux fonctions prennent aussi un argument nommé indent qui permet de préciser l’in- dentation du document de sortie. Avec json.dump({'key': 'value'}, f, indent=2), nous aurions obtenu le résultat suivant.
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{

"key": "value"

}

Listing 29 – output.json

L’objet passé en argument se doit d’être composé de types convertibles en JSON, une exception sera levée dans le cas contraire.
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**>>>** json.dumps(**1**+**5j**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module> [...]

TypeError: Object of type complex is not JSON serializable

* + - 1. **Avantages et inconvénients**

Les avantages de ce format sont qu’il est très répandu et assez lisible, il est donc adapté pour une communication basique entre programmes (notamment des API web) ou pour sauvegarder des données simples (dans les types supportés par le format).

C’est en revanche un format avec une syntaxe assez stricte, qui ne conviendrait pas à une écriture humaine, évitez-le donc pour un fichier de configuration. Il est assez verbeux et ne se

prête pas forcément à des échanges «intenses» entre programmes. De plus il ne permet pas de représenter tous les objets Python, ce qui peut-être limitant dans certains cas.

## Format XML

Le XML (pour *eXtensible Markup Language*) est un format assez ancien toujours couramment utilisé (SVG, XHTML, docx, ODT).

C’est un langage dit de balisage, formé de différentes balises imbriquées. Il se présente comme suit.

<monster id="001">

<name>Pythachu</name>

<type>foudre</type>

<attaques>

<attaque>tonnerre</attaque>

<attaque>charge</attaque>

</attaques>

<base\_pv>50</base\_pv>

</monster>
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Listing 30 – pythachu.xml

On le voit donc, une balise XML s’ouvre par un <balise> et se ferme avec un </balise>, on peut placer à l’intérieur d’autres balises (qui forment donc la hiérarchie du document) ou du texte.

Il est aussi possible de spécifier des attributs aux balises lors de leur ouverture, comme des métadonnées, avec la syntaxe <balise attribut="valeur">.

Un document XML ne comprend que le texte et pas d’autres types de valeurs, il vous faudra donc opérer les conversions manuellement lors du traitement du document.

* + - 1. **Module xml**

L’analyse d’un document XML n’est pas aussi simple que celle d’un JSON. Il n’y a pas un unique module pour le faire, et pas de fonction load / dump, juste des fonctions pour opérer sur le document et aller extraire des informations à un endroit précis.
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Pour commencer, on va importer le module xml.etree.ElementTree qu’il est courant de simplement appeler ET.

**import xml.etree.ElementTree as ET**

1

#### Lire un fichier XML

Ensuite, on va ouvrir un document XML à l’aide de la fonction parse de ce module. La fonction accepte un chemin de fichier en argument, ou directement un objet-fichier.

|  |  |
| --- | --- |
| 1 | **>>>** tree = ET.parse('pythachu.xml') |
| 2 | **>>>** tree |
| 3 | <xml.etree.ElementTree.ElementTree object at 0x7f6ff11b5f70> |

***i***

Il est coutume d’appeler tree (*arbre*) un document XML, par rapport à sa structure arborescente.

Une fois ce document chargé, on peut en récupérer l’élément principal (le nœud racine) à l’aide de la méthode getroot.
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**>>>** root = tree.getroot()

**>>>** root

<Element 'monster' at 0x7f6ff0faaef0>

root est un objet de type Element. Il possède entre autres un attribut tag qui référence le nom de la balise, et un attribut attrib qui contient le dictionnaire d’attributs de la balise.
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**>>>** root.tag 'monster'

**>>>** root.attrib

{'id': '001'}

Notez qu’il existe aussi la fonction fromstring pour charger un élément à partir d’une chaîne de caractères.

|  |  |
| --- | --- |
| 1 | **>>>** ET.fromstring('<foo>bar</foo>') |
| 2 | <Element 'foo' at 0x7f6ff10e1900> |

Cette fonction lève une erreur ParseError si la chaîne ne représente pas un document XML valide (il en est de même avec la fonction parse).
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**>>>** ET.fromstring('<foo>bar</foo') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

File "/usr/lib/python3.9/xml/etree/ElementTree.py", line **1348**, in XML

**return** parser.close()

xml.etree.ElementTree.ParseError: unclosed token: line 1, column 8

Les éléments XML sont des objets Python itérables. Itérer dessus revient à parcourir les balises filles.

|  |  |
| --- | --- |
| 1 | **>>> for** elem **in** root: |
| 2 | **... print**(elem) |
| 3 | **...** |
| 4 | <Element 'name' at 0x7f6ff0faaf40> |
| 5 | <Element 'type' at 0x7f6ff0faaf90> |
| 6 | <Element 'attaques' at 0x7f6ff0fad040> |
| 7 | <Element 'base\_pv' at 0x7f6ff0fad130> |

Les éléments possèdent aussi une méthode find pour directement trouver une balise fille en fonction de son nom.
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**>>>** root.find('name')

<Element 'name' at 0x7f6ff0faaf40>

**>>>** root.find('attaques')

<Element 'attaques' at 0x7f6ff0fad040>

Quand il existe plusieurs éléments du même nom, la méthode findall permet de tous les trouver, elle renvoie une liste d’éléments.
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**>>>** root.find('attaques').findall('attaque')

[<Element 'attaque' at 0x7f6ff0fad090>, <Element 'attaque' at 0x7f6ff0fad0e0>]

Et l’on peut accéder au contenu textuel des éléments à l’aide de leur attribut text.
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**print**(attack.text)

#### Construire un fichier XML

tonnerre charge

**...**

**...**

**>>>** root.find('name').text 'Pythachu'

**>>>** root.find('base\_pv').text '50'

**>>> for** attack **in** root.find('attaques').findall('attaque'):

Il est aussi possible de construire un document XML de toute pièce à l’aide d’ . On peut pour cela commencer par créer un élément racine en instanciant un objet fournissant le nom de la balise comme argument.

Element

etree

, en
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**>>>** root = ET.Element('foo')

**>>>** root

<Element 'foo' at 0x7f2496c4c8b0>

On peut ensuite facilement ajouter des éléments à un élément parent avec la fonction SubEle

ment.
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**>>>** ET.SubElement(root, 'bar')

<Element 'bar' at 0x7f2496c4c8b0>

**>>>** ET.SubElement(root, 'baz')

<Element 'baz' at 0x7f2496c44f40>

Et l’on peut parfaitement ajouter des sous-éléments à un sous-élément, etc.
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**>>>** sub = ET.SubElement(root, 'list')

**>>>** ET.SubElement(sub, 'item')

<Element 'item' at 0x7f2496c619a0>

**>>>** ET.SubElement(sub, 'item')

<Element 'item' at 0x7f2496b2af90>

On peut aussi manipuler directement le dictionnaire d’attributs des éléments pour en ajouter ou en modifier.
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**>>>** root.attrib['name'] = 'Doc'

**>>>** root.attrib

{'name': 'Doc'}

De même que l’on peut redéfinir l’attribut text pour ajouter du texte à une balise.

root.find('bar').text = 'bonjour'

1

Enfin, le module ET possède une fonction dump pour transformer en chaîne de caractères l’élément que l’on vient de créer.
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**>>>** ET.dump(root)

<foo name="Doc"><bar>bonjour</bar><baz /><list><item /><item

/></list></foo>

***i***

Notez que les balises telles que <baz /> sont des balises auto-fermantes.

<baz/> est équivalent à <baz></baz>, c’est simplement une balise qui ne contient ni enfants ni texte.

Il est aussi possible de créer un document ( écrire le document dans un fichier.

ElementTree

) et d’appeler sa méthode write pour

**>>>** ET.ElementTree(root).write('doc.xml')

1

<foo name="Doc"><bar>bonjour</bar><baz /><list><item /><item

/></list></foo>

1

Listing 31 – doc.xml

Il y a beaucoup à dire sur le format XML et tout ne pourra pas être décrit ici. Sachez que c’est un format assez complet, qui comporte des mécanismes de validation (schémas XML), d’espaces de noms (*namespaces*), un sous-langage de requêtage (XPath) et tout un écosystème avec des outils de transformation comme XSLT.
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* + - 1. **Avantages et inconvénients**

Son ancienneté et les technologies autour (XMLSchema, XSLT, XPath) sont les forces de ce format plutôt décrié pour sa verbosité et sa relative illisibilité.

Un autre avantage se situe au niveau des diverses technologies de *parsing*, notamment le SAX plutôt adapté aux gros documents et à la réception de données au fil de l’eau.

Mais le gros point noir d’un point de vue Python est clairement relatif à ces technologies, il est difficile de savoir par où commencer et de manipuler un document XML, là où JSON est très simple d’utilisation.

## Format INI

Le format INI (*Initialization*) est un format dédié à l’écriture de fichiers de configuration simples.

Il permet de décrire différents paramètres de configuration (sous forme de couples clé-valeur) et de les regrouper en sections.
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**[game]**

save=game.dat

**[window]**

title=Mon super jeu width=800 height=600

Listing 32 – config.ini

Ainsi une section est définie par un [nom\_de\_la\_section] et réunit en son sein toutes les définitions suivantes (de la forme cle=valeur).

Toutes les valeurs sont considérées comme des chaînes de caractères et peuvent donc nécessiter une conversion manuelle au cas par cas (on voudra par exemple convertir les valeurs width et height vers des nombres).

* + - 1. **Module configparser**
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#### Lecture

Afin de lire un document INI, il faut au préalable instancier un objet ConfigParser.

|  |  |
| --- | --- |
| 1 | **>>> from configparser import** ConfigParser |
| 2 | **>>>** config = ConfigParser() |

Cet objet possède une méthode read qui prend un chemin de fichier en argument et complète la configuration à partir du contenu de ce fichier.

|  |  |
| --- | --- |
| 1 | **>>>** config.read('config.ini') |
| 2 | ['config.ini'] |

On peut ensuite accéder aux différentes sections de la configuration à l’aide de la méthode

sections et utiliser l’objet config comme un dictionnaire.
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**>>>** config.sections() ['game', 'window']

**>>>** config['game']

<Section: game>

**>>>** config['window']

<Section: window>

Les sections elles aussi sont des objets semblables à des dictionnaires que l’on peut donc manipuler pour accéder aux différentes valeurs.
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**>>>** config['game']['save'] 'game.dat'

**>>>** config['window']['height'] '600'

**>>>** int(config['window']['height']) 600

**>>>** dict(config['window'])

{'title': 'Mon super jeu', 'width': '800', 'height': '600'}

En cas de fichier invalide, la méthode read lèvera une exception configparser.ParsongEr

ror.
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**>>>** config.read('invalid.ini') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

File "/usr/lib/python3.10/configparser.py", line **698**, in read self.\_read(fp, filename)

File "/usr/lib/python3.10/configparser.py", line **1117**, in \_read

**raise** e

configparser.ParsingError: Source contains parsing errors: 'invalid.ini'

[line 6]: 'width\n'

#### Écriture

En écriture, un objet ConfigParser se comporte là aussi comme un dictionnaire.
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**>>>** config = ConfigParser()

**>>>** config['game'] = {'save': 'new.dat'}

**>>>** config['window'] = {}

**>>>** config['window']['width'] = '200'

**!**

Attention, toutes les valeurs renseignées dans la configuration doivent être des chaînes de caractères, sans quoi vous obtiendrez une erreur TypeError.

Et l’objet possède une méthode write pour écriture le contenu de la configuration dans un fichier précédemment ouvert en écriture.
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... config.write(configfile)

...

>>> **with** open('new.ini', 'w') **as** configfile:
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**[game]**

save = new.dat

**[window]**

width = 200

Listing 33 – new.ini

* + - 1. **Avantages et inconvénients**

Le format INI est un format plat (il n’y a pas de structures arborescentes), ce qui est à la fois un avantage et un inconvénient : cela permet de garder des fichiers de configuration simples puisque les constructions complexes n’y sont pas permises.

Ce format a aussi l’avantage d’être clair pour comprendre en un coup d’œil la configuration d’un programme, il est aussi assez répandu.

Son principal inconvénient est de n’autoriser que les chaînes de caractères et donc de forcer les conversions manuelles pour chacune des valeurs.

## Format CSV

Le format CSV (*Comma-Separated Values*) est un format textuel utilisé pour représenter des données tabulaires, comme un tableur. Chaque ligne du fichier correspondra à une ligne du tableau, et les lignes sont divisées en colonnes selon un séparateur (généralement , ou ;).

Voici un exemple de document CSV :
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**[game]**

save = new.dat

**[window]**

width = 200

Listing 34 – attaques.csv

Une première ligne (l’en-tête) identifie les noms des colonnes, elle est facultative, mais il faudra en tenir compte lors de l’analyse du fichier.

Comme en XML, toutes les données du document sont considérées comme du texte, les nombres devront donc être convertis manuellement.

* + - 1. **Module csv**
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#### Lecture

Le module fournit une fonction reader qui permet de lire un document CSV depuis un fichier. Elle reçoit donc le fichier en argument1 et renvoie un itérable contenant les lignes du CSV, ces lignes prenant la forme de listes de valeurs.
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**...** reader = csv.reader(f)

**... for** row **in** reader:

**>>> import csv**

**>>> with** open('attaques.csv') **as** f:

En réalité tout itérable sur des lignes (chaînes de caractères) est accepté en entrée, un fichier correspond à cette définition.

|  |  |
| --- | --- |
| 5 | **... print**(row) |
| 6 | **...** |
| 7 | ['nom', 'type', 'degats'] |
| 8 | ['charge', 'normal', '20'] |
| 9 | ['tonnerre', 'foudre', '50'] |
| 10 | ['jet-de-flotte', 'aquatique', '40'] |
| 11 | ['brûlure', 'flamme', '40'] |

Comme on le voit notre en-tête est considérée comme une ligne à part entière. Il serait néanmoins possible de l’isoler en utilisant par exemple la fonction next de Python (je reviendrai plus tard sur cette fonction).

en-tête: ['nom', 'type', 'degats']

['charge', 'normal', '20']

['tonnerre', 'foudre', '50']

['jet-de-flotte', 'aquatique', '40']

['brûlure', 'flamme', '40']

**...**

**...**

**...**

**...**

**...**

**...**

**>>> with** open('attaques.csv') **as** f:
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reader = csv.reader(f) header = next(reader) **print**('en-tête:', header) **for** row **in** reader:

**print**(row)

Mais encore mieux, le module offre aussi l’utilitaire DictReader. Celui-ci s’utilise de la même manière que reader, mais il consomme directement l’en-tête et produit les lignes sous forme de dictionnaires plutôt que de listes (utilisant les valeurs de l’en-tête comme clés).
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reader = csv.DictReader(f)

**for** row **in** reader:

**print**(row)

#### Écriture

{'nom': 'charge', 'type': 'normal', 'degats': '20'}

{'nom': 'tonnerre', 'type': 'foudre', 'degats': '50'}

{'nom': 'jet-de-flotte', 'type': 'aquatique', 'degats': '40'}

{'nom': 'brûlure', 'type': 'flamme', 'degats': '40'}

**...**

**...**

**...**

**...**

**>>> with** open('attaques.csv') **as** f:

On trouve de manière similaire une fonction writer recevant un fichier (ouvert en écriture) pour y écrire des données tabulaires au format CSV. Cette fonction renvoie un objet possédant une méthode writerow qui sera appelée pour l’écriture de chaque ligne.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **with** open('monstres.csv', 'w') **as** f: |
| 2 | **...** | writer = csv.writer(f) |
| 3 | **...** | writer.writerow(['nom', 'type', 'pv']) # en-tête |
| 4 | **...** | writer.writerow(['pythachu', 'foudre', '100']) |
| 5 | **...** | writer.writerow(['ponytha', 'flamme', '150']) |
| 6 | **...** |  |
| 7 | 13 |  |
| 8 | 21 |  |
| 9 | 20 |  |

Chaque appel renvoie le nombre d’octets écrits dans le fichier. Le code précédent produit donc le fichier suivant.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **with** open('monstres.csv', 'w') **as** f: |
| 2 | **...** | writer = csv.writer(f) |
| 3 | **...** | writer.writerow(['nom', 'type', 'pv']) # en-tête |
| 4 | **...** | writer.writerow(['pythachu', 'foudre', '100']) |
| 5 | **...** | writer.writerow(['ponytha', 'flamme', '150']) |
| 6 | **...** |  |
| 7 | 13 |  |
| 8 | 21 |  |
| 9 | 20 |  |

Listing 35 – monstres.csv

On notera que l’objet possède aussi une méthode writerows pour écrire plusieurs lignes en une fois (en prenant en argument une liste de lignes).

De même, le module propose aussi DictWriter pour écrire des lignes depuis un dictionnaire. Le DictWriter doit être appelé avec en arguments le fichier de sortie mais aussi la ligne d’en- tête, qui servira à extraire les bonnes valeurs des dictionnaires. La ligne d’en-tête en elle-même sera écrite en appelant la méthode writeheader de l’objet.

Ainsi, notre code précédent est équivalent à :
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**with** open('monstres.csv', 'w') **as** f:

writer = csv.DictWriter(f, ['nom', 'type', 'pv']) writer.writeheader()

writer.writerow({'nom': 'pythachu', 'type': 'foudre', 'pv': '100'})

writer.writerow({'nom': 'ponytha', 'type': 'flamme', 'pv': '150'})

#### Dialectes

Une particularité du CSV est de supporter plusieurs dialectes, car différents outils apportent au format leurs propres spécifications. , n’est pas toujours le séparateur de colonnes par exemple. Le dialecte définit aussi quels caractères d’échappement utiliser dans différents contextes.

Ainsi, toutes les fonctions que nous avons vu acceptent un argument nommé dialect qui

permet de choisir le dialecte à utiliser (il s’agit d’'excel' par défaut), ou directement des arguments correspondant aux options à définir (delimiter, quotechar, escapechar, etc.).

* + - 1. **Avantages et inconvénients**

Le format CSV a l’intérêt d’être interopérable, malgré ses multiples dialectes qui peuvent rendre son utilisation confuse. Il est néanmoins assez lisible et facile d’utilisation.

C’est par contre un format assez limité qui ne permet que de représenter des données tabulaires simples (peu adapté pour formater des données arborescentes) et qui ne permet pas de typer ses valeurs.

## Chaînes de bytes

Pour la suite nous allons quitter les formats textuels et nous intéresser aux formats dits «binaires», qui ne sont donc pas lisibles comme du texte. Et pour cela, nous avons besoin de découvrir un autre type de Python, le type bytes.

Ce type représente une chaîne d’octets, les octets étant l’unité de stockage des informations sur un ordinateur, soit des nombres de 8 bits (de 0 à 255 inclus). Un objet *bytes* peut donc être vu comme un tableau de nombres, chaque nombre étant la valeur d’un octet.

On peut d’ailleurs définir un objet *bytes* à partir d’un tel tableau.

|  |  |
| --- | --- |
| 1 | **>>>** bytes([**1**, **2**, **3**]) |
| 2 | b'\x01\x02\x03' |

La représentation de notre objet peut sembler perturbante, mais il s’agit bien de notre tableau.

|  |  |
| --- | --- |
| 1 | **>>>** data = bytes([**1**, **2**, **3**]) |
| 2 | **>>>** data[**0**] |
| 3 | 1 |

Comme les chaînes de caractères, les chaînes d’octets sont immutables.

**>>>** data[**0**] = **10**

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: 'bytes' object does not support item assignment
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Les deux types sont d’ailleurs assez semblables, ils étaient même confondus en Python 2, les deux identifiant des chaînes.

Les caractères ne sont qu’une abstraction pour interpréter des octets comme du texte, et une chaîne de caractères est ainsi une chaîne d’octets munie d’une règle définissant comment interpréter les octets en caractères. Cette règle est appelée un encodage, mais j’y reviendrai ensuite.

Cette similitude entre les deux s’appuie entre autres sur la table ASCII qui établit une cor- respondance entre certains caractères (notamment les caractères alphanumériques latins «de base»—sans accents—et les chiffres, ainsi que des caractères de contrôle) et des octets, elle sert

encore aujourd’hui de base à de nombreux encodages.
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Table VI.7.2. – Table ASCII
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C’est pourquoi, lors de l’affichage, Python essaie généralement de représenter un objet *bytes*

comme du texte, en s’appuyant sur la table ASCII.

|  |  |
| --- | --- |
| 1 | **>>>** bytes([**65**, **66**, **67**]) |
| 2 | b'ABC' |

65, 66 et 67 sont les valeurs ASCII des caractères hexadécimal).

A, B et C (ou

0x41, 0x42 et 0x43 en

On le voit ainsi, une chaîne d’octets peut simplement se définir comme une chaîne de caractères préfixée d’un b.
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|  |  |
| --- | --- |
| 1 | **>>>** b'foobar' |
| 2 | b'foobar' |

Cela ne change rien au fait que la chaîne ainsi créée est toujours considérée comme un tableau de nombres.

|  |  |
| --- | --- |
| 1 | **>>>** b'foobar'[**0**] |
| 2 | 102 |

Bien sûr, seulement les caractères de la table ASCII sont utilisables pour construire une chaîne d’octet, impossible d’y utiliser des caractères spéciaux qui n’ont aucune correspondance.

**>>>** b'été'

File "<stdin>", line **1**

SyntaxError: bytes can only contain ASCII literal characters.
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Et comme on l’a vu plus haut, on peut utiliser la notation \xNN pour insérer des octets particuliers, NN étant la valeur de l’octet en hexadécimal.
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**>>>** data = b'**\x01\x2A\x61**'

**>>>** data[**1**] 42

**>>>** hex(data[**1**]) '0x2a'

**>>>** hex(data[**2**]) '0x61'

Les octets pouvant être interprétés comme des caractères sont affichés comme tel par Python pour faciliter la lisibilité.

|  |  |
| --- | --- |
| 1 | **>>>** data |
| 2 | b'\x01\*a' |

Qui dit similitude avec les chaînes de caractères dit aussi opérations similaires. Ainsi il est possible de concaténer des chaînes d’octets et d’y appliquer pratiquement les mêmes méthodes.
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**>>>** b'abc' + b'def' b'abcdef'

**>>>** b'foo'.replace(b'o', b'e') b'fee'

**>>>** b'a;b;c'.split(b';')

[b'a', b'b', b'c']

Mais les deux types ne sont pas compatibles entre-eux.
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**>>>** b'abc' + 'def'

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: can't concat str to bytes

### Encodages

Il est en revanche possible de convertir l’un vers l’autre. Les chaînes de caractères possèdent une méthode encode renvoyant une chaîne d’octets.

|  |  |
| --- | --- |
| 1 | **>>>** 'foobar'.encode() |
| 2 | b'foobar' |

À l’inverse, les chaînes d’octets ont une méthode decode pour les convertir en chaînes de caractères.

|  |  |
| --- | --- |
| 1 | **>>>** b'foobar'.decode() |
| 2 | 'foobar' |

Je n’utilise ici que des caractères de la table ASCII, mais cela fonctionne aussi avec des caractères

«spéciaux».
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**>>>** 'été'.encode() b'\xc3\xa9t\xc3\xa9'

**>>>** b'**\xc3\xa9**t**\xc3\xa9**'.decode() 'été'

Comment cela fonctionne ? Avec la notion d’encodage dont je parlais plus haut. Un encodage c’est une table qui fait la correspondance entre des caractères et des octets, associant un ou plusieurs octets à un caractère. La table ASCII est un encodage (mais avec un ensemble limité de caractères).

En Python, on utilise plus couramment des encodages unicode—qui peuvent représenter tous les caractères existant—et plus particulièrement UTF-8. C’est cet encodage UTF-8 qui a été utilisé par défaut lors des opérations précédentes. En effet, les méthodes encode et decode peuvent prendre un argument optionnel pour spécifier l’encodage vers lequel encode / depuis lequel décoder.

|  |  |
| --- | --- |
| 1 | **>>>** 'été'.encode('utf-8') |
| 2 | b'\xc3\xa9t\xc3\xa9' |

On notera que la taille varie entre chaînes de caractères et chaînes d’octets, l’appel à len nous renverra 3 dans le premier cas et 5 dans le second. C’est bien parce que l’on compte soit les caractères soit les octets.
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**>>>** len('été') 3

**>>>** len('été'.encode('utf-8')) 5

D’autres encodages existent et ils ont chacun leurs particularités. Par exemple l’UTF-32 est un encodage unicode qui représente chaque caractère sur 4 octets.

|  |  |
| --- | --- |
| 1 | **>>>** 'été'.encode('utf-32') |
| 2 | b'\xff\xfe\x00\x00\xe9\x00\x00\x00t\x00\x00\x00\xe9\x00\x00\x00' |
| 3 | **>>>** 'abc'.encode('utf-32') |
| 4 | b'\xff\xfe\x00\x00a\x00\x00\x00b\x00\x00\x00c\x00\x00\x00' |

Ou encore l’encodage latin-1 (ou iso-8859–1) un encodage encore parfois utilisé sur certains systèmes en Europe (Windows notamment).

|  |  |
| --- | --- |
| 1 | **>>>** 'été'.encode('latin-1') |
| 2 | b'\xe9t\xe9' |

Mais latin-1 n’est pas un encodage unicode et ne pourra donc pas représenter tous les caractères.

**>>>** '♫'.encode('utf-8') b'\xe2\x99\xab'

**>>>** '♫'.encode('latin-1') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

UnicodeEncodeError: 'latin-1' codec can't encode character '\u266b' in position 0: ordinal not in range(256)
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Une chaîne ayant été encodée avec un certain encodage doit toujours être décodé avec ce même encodage, cela donnerait sinon lieu à des erreurs ou des incohérences.

**>>>** 'été'.encode('utf-8').decode('latin-1') 'Ã©tÃ©'

**>>>** 'été'.encode('latin-1').decode('utf-8') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

UnicodeDecodeError: 'utf-8' codec can't decode byte 0xe9 in position 0: invalid continuation byte
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On notera aussi que l’ascii est reconnu comme un encodage à part entière par les méthodes encode et decode. Bien sûr, seuls les caractères de la table ASCII sont autorisés dans les chaînes.
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**>>>** 'abcdef'.encode('ascii') b'abcdef'

**>>>** b'abcdef'.decode('ascii') 'abcdef'

Les encodages interviennent quand vous traitez des données extérieures au programme, et notamment des fichiers. Ainsi, la fonction open dispose d’un paramètre encoding pour préciser l’encodage du fichier à ouvrir.

**with** open('output.txt', 'w', encoding='latin-1') **as** f: f.write('été')
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Gardez donc en tête qu’un fichier texte (ou même n’importe quel texte) est toujours lié à un encodage, et que celui-ci n’est pas toujours UTF-8. Souvent l’encodage sera renseigné comme métadonnée avec le fichier, comme c’est le cas en HTTP avec l’en-tête Content-Type qui précise l’encodage des données.

### Mode binaire

Mais tous les fichiers ne représentent pas du texte, même sous des encodages particuliers, les images par exemple. Ainsi, on voudrait parfois pouvoir traiter un fichier comme des données brutes, comme des octets.

Cela est possible à l’aide du mode binaire, il s’agit d’un caractère b ajouté au mode d’ouverture du fichier. Ce mode aura pour effet que toutes les opérations sur le fichier traiteront des chaînes d’octets et non des chaînes de caractères.

b'\xe9t\xe9'

**...**

**...**

**>>> with** open('output.txt', 'rb') **as** f:
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f.read()

Il en est de même en écriture, où les méthodes attendront des chaînes d’octets.
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**...** f.write(b'**\x01\x02\x03**')

**...**
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**>>> with** open('output.txt', 'wb') **as** f:

Ce mode nous sera utile pour maintenant aborder un autre format de sérialisation des données, un format binaire.

## Sérialisation binaire

Python possède un format de sérialisation qui lui est propre, disponible via le module pickle, capable de gérer à peu près tous les types Python. C’est donc un format très pratique pour enregistrer l’état d’un programme.

Étant un format binaire, je ne vais pas décrire à quoi il ressemble, ça serait juste un tas d’octets illisibles. Sachez juste que le format gère de nombreux objets Python, pour peu que leur type soit connu par le programme qui chargera les données, en inspectant ce qui est contenu dans ces objets.

* + - 1. **Module pickle**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW3337TYGBgYDj2+IM9SQYRA4axQSwMDAwMRx99sCvbfXsysZqKreRb0cUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAePsRQtghfgQAAAABJRU5ErkJggg==)[Le module pickle](https://docs.python.org/fr/3/library/pickle.html) utilise l’interface dont je vous avais parlé plus tôt pour json, et propose donc les fonctions load, loads, dump et dumps.

#### Écriture

Puisqu’il nous est impossible de partir d’un fichier existant, nous débuterons cette fois par l’écriture. Elle se fait donc à l’aider des fonctions dump et dumps.

dump prend en argument un objet Python et un fichier (ouvert en écriture) vers lequel le sérialiser.

Il est possible d’enchaîner les appels à dump pour écrire plusieurs objets dans le fichier.
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**with** open('game.dat', 'wb') **as** f: monsters = {

'001': {

'name': 'Pythachu',

'attaques': ['charge', 'tonnerre'],

}, '002': {

'name': 'Pythard',

'attaques': ['charge', 'jet-de-flotte'],

},

}

pickle.dump(monsters, f) attacks = [

{'name': 'charge', 'type': 'normal', 'damage': **20**},

{'name': 'tonnerre', 'type': 'foudre', 'damage': **50**},

{'name': 'jet-de-flotte', 'type': 'aquatique', 'damage':

**50**},

]

pickle.dump(attacks, f)

La méthode dumps prend simplement un objet et renvoie une chaîne d’octets qui sera compatible avec loads.
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00\x00\x00\x00\x00\x00\x86\x94R\x94.'

c\x07complex\x94\x93\x94G@\x00\x00\x00\x00\x00\x00\x00G?\xf0\x *♩*

b'\x80\x04\x95.\x00\x00\x00\x00\x00\x00\x00\x8c\x08builtins\x94\x8 *♩*

3e.'

**>>>** pickle.dumps(**2**+**1j**)

b'\x80\x04\x95\x0b\x00\x00\x00\x00\x00\x00\x00]\x94(K\x01K\x02K\x0 *♩*

**>>>** pickle.dumps([**1**, **2**, **3**])

#### Lecture

La méthode loads prend donc en argument une chaîne d’octets, reconsruit l’objet Python représenté et le renvoie.

**\x94**(K**\x01**K**\x02**K**\x03**e.') [1, 2, 3]

**>>>** pickle.loads(b'**\x80\x04\x95\x0b\x00\x00\x00\x00\x00\x00\x00**] *♩*
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complex**\x94\x93\x94**G@**\x00\x00\x00\x00\x00\x00\x00**G? *♩*

**\xf0\x00\x00\x00\x00\x00\x00\x86\x94**R**\x94**.') (2+1j)

**\x00\x00\x00\x00\x00\x00\x00\x8c\x08**builtins**\x94\x8c\x07** *♩*

**>>>** pickle.loads(b'**\x80\x04\x95**. *♩*
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load prend elle un fichier et renvoie aussi l’objet qui y est contenu. Comme pour dump, il est possible d’appeler load plusieurs fois de suite sur un même fichier (pour y lire les différents objets écrits).

monstres : {'001': {'name': 'Pythachu', 'attaques': ['charge',

'tonnerre']}, '002': {'name': 'Pythard', 'attaques': ['charge', 'jet-de-flotte']}}

attaques : [{'name': 'charge', 'type': 'normal', 'damage': 20},

{'name': 'tonnerre', 'type': 'foudre', 'damage': 50}, {'name':

'jet-de-flotte', 'type': 'aquatique', 'damage': 50}]

**...**

**...**

**...**

**>>> with** open('game.dat', 'rb') **as** f:
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**print**('monstres :', pickle.load(f))

**print**('attaques :', pickle.load(f))
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* + - 1. **Avantages et inconvénients**

Vous l’aurez compris, pickle est un format très pratique en Python, puisqu’il permet de tout représenter ou presque. Il n’est en revanche pas interopérable puisque applicable seulement à Python.

**!**

Attention aussi, ce format permet l’exécution de code arbitraire ce qui présente donc une grosse faille de sécurité sur des données non sûres, il est donc à bannir pour tout ce qui reçoit des données distantes sans couche supplémentaire de sécurité.

Dans notre cas d’une sauvegarde de l’état d’un programme, c’est un assez bon choix.

## Autres formats

Nous avons fait un tour des modules disponibles dans la bibliothèque standard de Python, mais ce ne sont pas les seuls formats existant. Pour les autres, il faudra en revanche s’appuyer sur des modules tiers, nous verrons par la suite comment en installer.

Voici donc quelques autres formats que vous pourriez croiser et qui se prêtent à diverses utilisations.

#### toml

Le format *toml* est un format simple adapté à des fichiers de configuration, dérivé du format INI.

Il permet ainsi de représenter des couples clé/valeur regroupés en sections mais ajoute la gestion des types des valeurs.

Le type d’une valeur sera alors dépendant de la syntaxe utilisée pour la définir, de la même manière que le fait le format JSON. Ainsi dans l’exemple suivant width et height seront des valeurs de type int alors que save sera une chaîne de caractères.
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**print**('monstres :', pickle.load(f))

**print**('attaques :', pickle.load(f))
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Listing 36 – config.toml

monstres : {'001': {'name': 'Pythachu', 'attaques': ['charge',

'tonnerre']}, '002': {'name': 'Pythard', 'attaques': ['charge', 'jet-de-flotte']}}

attaques : [{'name': 'charge', 'type': 'normal', 'damage': 20},

{'name': 'tonnerre', 'type': 'foudre', 'damage': 50}, {'name':

'jet-de-flotte', 'type': 'aquatique', 'damage': 50}]

**...**

**...**

**...**

**>>> with** open('game.dat', 'rb') **as** f:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAASCAYAAAC9+TVUAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABpklEQVQ4jWP8//8/AzFAacKRt+9//BHCJsdIrCGLLj5P+fnnHweMf/DBe+ett98EMDAwMDC+/vpTVHXSsVfYND4osBHg52D5iC6+4MKztMIdt2YaSvCcPv/iiylTwIqLe3DZ/ujjD0V0sdVXX0YV7bg1w01ZaFucgdRsBgYGBqarr77qFVvJt2IzRFmI8xYyf/vtN36ZW24sspITOLQgQDuEhYnxLwMDAwMLAwMDg4IAx733FQ6MuFzEwAAJg4QNV1frS/CcWx6s48vJyvwdJseETyMMnHr60TJ67ZWNKkJct9aE6XnwsrN8RpYnaMjll18MQldd3i7GzfZibbiemyAn6zuYnK2cwP55/lrhLPgM+P//P2Pe9ptzeNmYP2+M1HeW4GF/jiwvL8B5X16A8z5eQxgZGf8vCtQO/vn3H7ssP8dDXOoIekeWn+OhihAXPJb+///PKNhx4P/222/8iDYEF7j08oshxYYgg0FmCLE5GRdgYWBgYNhx551f3vZbc4nR0OasUoguxpi4/srK9Tdeh5Fisxg328tt0Qa2ykJctxkYGBgAr4OV4Z10iVsAAAAASUVORK5CYII=)— Page de la bibliothèque toml en Python : <https://github.com/uiri/toml>

#### yaml

*YAML* est un format de données riches, semblable à *JSON* mais plus axé sur la lisibilité. Il permet de décrire de manière claire des données complexes.
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id: 001

name: Pythachu type: foudre attaques:

* tonnerre
* charge base\_pv: 50

Listing 37 – pythachu.yaml
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#### msgpack

*msgpack* est lui aussi un format de données assez semblable à JSON, à l’exception près que c’est un format binaire. Il permet donc de manière compacte de représenter nombres, chaînes de caractères, listes et dictionnaires.

C’est un format interopérable qui possède des bibliothèques pour à peu près tous les langages.
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#### Protobuf

*Protobuf* est un format plus complexe destiné à établir des protocoles de communication entre programmes. Les programmes doivent donc utiliser un protocole commun qui définit les types des données transmises dans un message.

Cela permet d’omettre les informations de typage dans la sérialisation, et d’avoir une assurance de la validité des données transmises.
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# Arguments de la ligne de commande

## Ligne de commande
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Dans les deux cas, cela fait appel à l’interpréteur Python en lui donnant le chemin de notre programme en argument. Mais il est possible de renseigner d’autres arguments lors du lancement et ceux-ci seront transmis à notre programme.

Ils seront accessibles sous la forme d’une liste de chaînes de caractères, la liste argv qu’il faudra importer depuis le module sys (un module qui gère les informations sur le système).
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**import sys**

**print**(sys.argv)

Listing 38 – program.py

À l’utilisation, nous recevons bien les différents arguments passés au programme.
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% python program.py ['program.py']

% python program.py foo bar ['program.py', 'foo', 'bar']

% python program.py **1 2 3**

['program.py', '1', '2', '3']

On voit que le premier argument est toujours le nom du programme.

Comme indiqué, il ne s’agit que de chaînes de caractères et il va donc falloir convertir les types lorsque cela est nécessaire. Par exemple avec cette mini-calculatrice.
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**import sys**

a = int(sys.argv[**1**]) b = int(sys.argv[**2**]) **print**(a + b)

Listing 39 – addition.py

|  |  |
| --- | --- |
| 1 | % python addition.py **3 5** |
| 2 | **8** |
| 3 | % python addition.py **10** -3 |
| 4 | **7** |

Mais attention, notre code plantera méchamment si nous ne fournissons pas suffisamment d’arguments.

% python addition.py **1**

Traceback (most recent call last):

File "addition.py", line **4**, in <module> b = int(sys.argv[**2**])

IndexError: list index out of range
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En effet, sys.argv est une liste ordinaire, et si sa taille n’est que de 2, alors elle ne possède pas d’élément à l’index 2.

Pour nous prémunir de ce genre d’erreurs, il faut donc vérifier la taille de la liste avant d’accéder à ses éléments. Et généralement dans ces cas là, on quittera le programme en affichant un message expliquant comment l’appeler.

Pour quitter un programme à tout moment, on peut faire appel à la fonction sys.exit.
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**import sys**

**if** len(sys.argv) < **3**:

**print**('Usage: addition.py nb1 nb2') sys.exit()

a = int(sys.argv[**1**]) b = int(sys.argv[**2**]) **print**(a + b)

À l’utilisation c’est tout de suite plus propre.
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% python addition.py **1 2**

**3**

% python addition.py **1**

Usage: addition.py nb1 nb2

Pour plus de généricité, on pourrait écrire print(f'Usage: {sys.argv[0]} nb1 nb2') évitant d’inscrire en dur le nom du programme. Le premier élément de sys.argv sera toujours présent, notre programme n’aurait pas pu être appelé sinon.

### Sortie standard et sortie d’erreur

Il y a un seul soucis avec notre message d’erreur : celui-ci est imprimé sur la sortie standard.

**?**

Qu’est-ce que la sortie standard ?

Sur Linux, les programmes qui tournent sont automatiquement reliés à 3 périphériques :

* L’entrée standard, celle qui récupère le texte entré sur le terminal, accessible via

input().

* La sortie standard, où est affiché par défaut tout ce qui sort du programme sur le terminal (avec print par exemple).
* La sortie d’erreur, spécifiquement dédiée aux erreurs.

Les sorties standard et d’erreur sont toutes deux affichées par défaut sur le terminal, mais elles sont pourtant différentes. Dans un shell Bash, il est possible d’utiliser l’opérateur > pour rediriger le flux de sortie standard vers un fichier, et l’opérateur 2> pour la sortie d’erreur.

% python addition.py > out **2**> err

1

Si l’on inspecte nos fichiers, on constate bien que out contient le message d’erreur et que err

est vide. On aimerait que ce soit l’inverse en cas d’erreur.

En fait, chaque sortie correspond à un fichier ouvert par défaut par le programme. Pour la sortie standard, il s’agit de sys.stdout. (*standard output*). On peut l’utiliser comme tout autre fichier ouvert en écriture.
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**>>> import sys**

**>>>** sys.stdout.write('hello**\n**') hello

6

**>>> print**('world', file=sys.stdout) world

Le 6 qui apparaît n’est que le retour de l’appel à write (6 caractères ont été écrits). Et de façon similaire, on a sys.stderr qui correspond à la sortie d’erreur.

|  |  |
| --- | --- |
| 1 | **>>> print**('error', file=sys.stderr) |
| 2 | error |

Bien sûr la différence n’est pas flagrante dans cet exemple, elle le sera si l’on redirige les sorties standard et d’erreur vers des fichiers différents. Ce qui est généralement fait pour la journalisation d’un programme.
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**import sys**

**print**('standard output', file=sys.stdout)

**print**('error output', file=sys.stderr)

Listing 40 – outputs.py

|  |  |
| --- | --- |
| 1 | % python outputs.py > out **2**> err |
| 2 | % cat out |
| 3 | standard output |
| 4 | % cat err |
| 5 | error output |

Ainsi, nous pouvons remplacer notre code de traitement d’erreur par le suivant.

**if** len(sys.argv) < **3**:

**print**(f'Usage: {sys.argv[0]} nb1 nb2', file=sys.stderr) sys.exit()
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## Parseur d’arguments

Manipuler sys.argv ça va quand on a des arguments simples comme deux nombres ici, mais ça devient vite compliqué pour gérer les options passées à un programme.

En effet, il serait difficile de gérer manuellement les arguments d’un appel tel que python cmd.py -v -f pdf --foo=bar --foo2 42 photo.jpg. C’est pourquoi des outils existent pour analyser à votre place les arguments, les valider en fonction de ce qui est attendu, et les classer convenablement.

Le module argparse de la bibliothèque standard propose l’un de ces outils.

argparse fournit un type ArgumentParser que l’on peut instancier pour obtenir un parseur d’arguments.
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**import argparse**

parser = argparse.ArgumentParser()

Listing 41 – cmd.py

Des méthodes sont ensuite disponibles sur ce parseur pour le personnaliser et préciser les arguments que l’on attend.

Notamment la méthode add\_argument qui permet de demander à gérer un nouvel argument. Celle-ci accepte de nombreuses options que je ne détaillerai pas ici. Sachez simplement qu’elle attend en premier le nom voulu pour l’agument.

* Si ce nom est de type -x alors elle gèrera l’argument comme -x VALEUR lors de l’appel au programme.
* S’il est de type --abc, elle gèrera --abc=VALEUR et --abc VALEUR.
* S’il ne débute pas par un tiret, alors il s’agira d’un argument positionnel du programme.

Un paramètre action sert à préciser quoi faire de l’argument rencontré.

* store\_const permet de simplement stocker la valeur associée à l’argument.
* store\_true permet de stocker True si l’argument est présent et False sinon.

Une valeur par défaut pour l’argument peut être renseignée avec le paramètre default.

Par défaut, la valeur de l’argument sera stockée dans l’objet résultant sous le nom de l’argument. Il est cependant possible de choisir un autre nom pour le stockage à l’aide du paramètre dest.
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Enfin, il est possible d’utiliser le paramètre type pour convertir automatiquement la valeur d’un argument vers le type voulu.

Voilà par exemple comment nous pourrions traiter les arguments présentés pour la commande plus haut.
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parser.add\_argument('-v', dest='verbose', action='store\_true') parser.add\_argument('-f', dest='format', default='text') parser.add\_argument('--foo')

parser.add\_argument('--foo2', type=int) parser.add\_argument('file')

args = parser.parse\_args()

**print**(args)

**print**('Verbose:', args.verbose)

**print**('Format:', args.format)

Listing 42 – cmd.py
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% python cmd.py -v -f pdf --foo=bar --foo2 **42** photo.jpg Namespace(verbose=True, format='pdf', foo='bar', foo2=**42**,

file='photo.jpg') Verbose: True

Format: pdf

% python cmd.py doc.odt

Namespace(verbose=False, format='text', foo=None, foo2=None, file='doc.odt')

Verbose: False Format: text

Pour plus d’informations au sujet du module argparse, vous pouvez consulter sa page de documentation : <https://docs.python.org/fr/3/library/argparse.html> .

# Les paquets

## Introduction

Les paquets (ou *packages*) forment une entité hiérarchique au-dessus des modules : un paquet est un module qui contient d’autre modules, un peu comme un dossier contient des fichiers.

D’ailleurs, les paquets prennent généralement la forme de dossiers sur le système de fichiers. On en a déjà rencontré pendant ce cours : souvenez-vous du module xml.etree.Element Tree : il s’agissait en fait d’un module ElementTree dans un paquet xml.etree. On comprend par la même occasion qu’etree est lui-même imbriqué dans un paquet xml, car les paquets sont hiérarchiques.

## Construction d’un paquet

Pour créer notre propre paquet, on peut alors simplement créer un nouveau répertoire dans lequel on placera nos fichiers Python (nos modules).

Créons par exemple un dossier operations depuis le répertoire courant, avec deux fichiers

addition.py et soustraction.py :

|  |  |
| --- | --- |
| 1 | **def addition**(a, b): |
| 2 | **return** a + b |

Listing 43 – operations/addition.py

**def soustraction**(a, b):

**return** a - b
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Listing 44 – operations/soustraction.py

Nous voilà maintenant avec un nouveau paquet operations. Ce paquet forme un espace de noms supplémentaire autour de nos modules, et nous devons donc les préfixer de operations. pour les importer.
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**>>> from operations import** addition

**>>>** # on a importé le module addition

**>>>** addition.addition(**1**, **2**)

3

**>>> from operations.soustraction import** soustraction

**>>>** # on a importé directement la fonction soustraction

**>>>** soustraction(**1**, **2**)

-1

8

**!**

Pensez à bien vous placer depuis le répertoire contenant le dossier operations et non dans le dossier operations lui-même pour exécuter ce code.

Par exemple si votre dossier operations se trouve dans un dossier projet, il faut que vous exécutiez l’interpréteur depuis ce dossier projet sans quoi Python ne serait pas en mesure de trouver le paquet.

On remarque que l’on ne peut pas simplement faire import operations puis utiliser par exemple operations.addition.addition(1, 2) comme on le ferait avec des modules. C’est parce que les modules d’un paquet ne sont pas directement chargés quand le paquet est importé, mais nous verrons ensuite comment y parvenir.

### Imports relatifs

Il peut arriver depuis un paquet que nous ayons besoin d’accéder à d’autres modules du même paquet. Par exemple, notre fonction soustraction pourrait vouloir faire appel à la fonction

addition.

Pour cela, on va pouvoir importer la fonction addition dans le module soustraction, comme on vient de le faire dans l’interpréteur interactif.
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**from operations.addition import** addition

**def soustraction**(a, b):

**return** addition(a, -b)

Listing 45 – operations/soustraction.py

Et tout fonctionne comme prévu :
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**>>> from operations.soustraction import** soustraction

**>>>** soustraction(**8**, **5**)

3

Mais la syntaxe peut paraître lourde, pourquoi avoir besoin de préciser operations alors qu’on est déjà dans ce paquet ? Python a prévu une réponse à ça : les imports relatifs.

Ainsi, pour un import au sein d’un même paquet, on peut simplement référencer un autre module en le préfixant d’un . sans indiquer explicitement le paquet (qui sera donc le paquet courant).
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**from .addition import** addition

**def soustraction**(a, b):

**return** addition(a, -b)

Listing 46 – operations/soustraction.py

Et l’on peut vérifier en important le module operations.soustraction que tout fonctionne toujours correctement.

**!**

Attention cependant, cette syntaxe d’imports relatifs n’est valable que dans le cas d’un

from import Il n’est ainsi pas possible d’écrire simplement import .addition

pour importer le module addition.

En revanche la syntaxe from . import addition est valide (équivalente à from opera tions import addition).

## Fichier init.py

Comme je le disais précédemment, le code des modules n’est pas directement chargé quand on importe le paquet. Qu’est-ce qui se passe alors quand on fait un import operations ?

À notre niveau pas grand chose en fait. Python identifie où se trouvent les fichiers du paquet

operations et instancie un module vide qu’il nous renvoie.

Mais dans les faits, il cherche un fichier init .py à l’intérieur du paquet pour l’exécuter. C’est en fait ce fichier qui contient le code du paquet à proprement parler : tout ce qui sera présent dedans sera exécuté lors d’un import operations.

**print**('Hello')

1

Listing 47 – operations/ init .py

|  |  |
| --- | --- |
| 1 | **>>> import operations** |
| 2 | Hello |

**!**

Attention au nommage du fichier, il faut bien deux *underscores* de part et d’autre de init.

Bien sûr cet exemple n’est pas très utile, mais ce fichier init .py peut aussi nous servir à charger directement le code des modules du paquet.

Par exemple on peut y importer nos fonctions addition et soustraction pour les rendre accessibles plus facilement.

|  |  |
| --- | --- |
| 1 | **from .addition import** addition |
| 2 | **from .soustraction import** soustraction |

Listing 48 – operations/ init .py
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**>>> import operations**

**>>>** operations.addition(**3**, **5**)

8

|  |  |
| --- | --- |
| 4 | **>>> from operations import** soustraction |
| 5 | **>>>** soustraction(**8**, **5**) |
| 6 | 3 |

***i***

Avant Python 3.3, le fichier init .py était nécessaire pour que Python considère le répertoire comme un paquet. Ce n’est plus le cas aujourd’hui mais ce fichier reste toutefois utile pour indiquer à Python que tout le code du paquet se trouve dans ce même répertoire. Prenez ainsi l’habitude de toujours avoir un fichier init .py (même vide) dans vos paquets, cela pourrait vous éviter certaines déconvenues.

## Fichier main.py

Il existe un autre fichier «magique» au sein des paquets, le fichier main .py Mais avant d’y revenir, je dois vous parler de l’option -m de l’interpréteur Python.

C’est une option qui permet de demander à Python d’exécuter un module à partir de son nom. Cela permet de ne pas avoir à connaître le chemin complet vers le fichier du module pour le lancer. Et certains modules Python s’en servent pour mettre à disposition des petits programmes.

Par exemple le module turtle propose une démo si on l’exécute via python -m turtle :
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Figure VI.9.1. – python -m turtle

Cela fonctionne aussi avec nos propres modules.

**def hello**():

**print**('Hello World!')

**if** name == ' main ': hello()
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Listing 49 – hello.py

|  |  |
| --- | --- |
| 1 | % python -m hello |
| 2 | Hello World! |

***i***

Pour rappel, le bloc conditionnel if name == ' main ' permet de placer du code qui sera exécuté uniquement quand le module est lancé directement (python hello.py ou python -m hello) mais pas quand le module est importé.

Dans le cadre de notre paquet, python -m operations cherchera à exécuter son fichier

main .py. Nous pouvons alors y créer un tel fichier pour nous aussi faire une démonstration de notre paquet.
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**from .addition import** addition

**from .soustraction import** soustraction

**if** name == ' main ':

**print**('Addition: 3+5 =', addition(**3**, **5**))

**print**('Soustraction: 8-3 =', soustraction(**8**, **3**))

Listing 50 – operations/ main .py

1

2

3

% python -m operations Addition: **3**+5 = **8**

Soustraction: **8**-3 = **5**

## Conclusion
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# TP : Sauvegarder la partie

## Découpage en modules

Une première étape dans l’avancement de notre TP va être de le découper en modules. En effet, nous l’avons précédemment découpé en fonctions, mais ces fonctions cohabitent toutes ensemble dans un joyeux bordel.

Nous pouvons donc aller plus loin et réunir ces fonctions en unités logiques dans un paquet. Je vous propose pour cela un paquet tp contenant des modules pour les différentes parties de notre jeu : définitions des données, gestion des joueurs, gestion des entrées utilisateur. On gardera aussi un module game pour les fonctions principales du jeu.

### Solution

Un découpage possible est le suivant.

J’ai utilisé un module definitions pour stocker les dictionnaires monsters et attacks. Ce module est assimilable à une base de données, il n’y a que lui à faire évoluer pour ajouter de nouveaux monstres ou de nouvelles attaques.

En plus de ça, un module prompt reprend la fonction get\_choice\_input et un module

get\_players est dédié à l’instanciation des joueurs.

J’ai aussi ajouté un fichier main .py pour exécuter notre TP avec python -m tp.
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***i***

Comme vous le voyez, j’ai ici laissé un fichier init .py vide car il ne nous est pas utile.

[Contenu masqué n°14](#_bookmark353)

## Sauvegarde

Venons-en maintenant à l’objectif de ce TP : la sauvegarde du jeu.

On pourra pour cela ajouter un fichier save.py à notre paquet contenant une fonction load\_game(filename) pour charger une sauvegarde depuis un fichier, renvoyant les deux joueurs ainsi chargés, et une fonction save\_game(filename, player1, player2) pour enre- gistrer la sauvegarde (l’état des deux joueurs) dans un fichier.

Dans la boucle principale de notre jeu, on ajoutera donc une question pour demander à l’utilisateur s’il souhaite continuer ou s’arrêter. En cas d’arrêt, on lui demandera alors s’il souhaite sauvegarder la partie et dans quel fichier.

|  |  |
| --- | --- |
| 1 | % python -m tp |
| 2 | Monstres disponibles : |
| 3 | - Pythachu |
| 4 | - Pythard |
| 5 | - Ponytha |
| 6 | Joueur 1 quel monstre choisissez-vous ? |
| 7 | * Pythachu |
| 8 | Quel est son nombre de PV ? 100 |
| 9 | Joueur 2 quel monstre choisissez-vous ? |
| 10 | * Ponytha |
| 11  12  13  14  15 | Quel est son nombre de PV ? 120  Pythachu affronte Ponytha Voulez-vous continuer ? [O/n] o |
| 16 | Joueur 1 quelle attaque utilisez-vous ? |
| 17 | - Tonnerre -50 PV |
| 18 | - Charge -20 PV |
| 19 | * tonnerre |
| 20 | Pythachu attaque Ponytha qui perd 50 PV, il lui en reste 70 |
| 21 | Joueur 2 quelle attaque utilisez-vous ? |
| 22 | - Brûlure -40 PV |
| 23 | - Charge -20 PV |
| 24 | * brûlure |
| 25 | Ponytha attaque Pythachu qui perd 40 PV, il lui en reste 60 |
| 26 | Voulez-vous continuer ? [O/n] n |
| 27 | Voulez-vous sauvegarder ? [o/N] o |
| 28 | Dans quel fichier sauvegarder ? game.dat |

Dans l’autre sens, on permettra au programme de prendre un argument pour charger le jeu depuis la sauvegarde pointée par ce fichier.

|  |  |
| --- | --- |
| 1 | % python -m tp game.dat |
| 2  3  4 | Pythachu affronte Ponytha  Voulez-vous continuer ? [O/n] |
| 5 | Joueur 1 quelle attaque utilisez-vous ? |
| 6 | - Tonnerre -50 PV |
| 7 | - Charge -20 PV |
| 8 | * tonnerre |
| 9 | Pythachu attaque Ponytha qui perd 50 PV, il lui en reste 20 |
| 10 | [...] |

On privilégiera le format JSON pour le fichier de sauvegarde.

### Solution

Voici maintenant la solution à cet exercice, qui repose principalement sur le fichier tp/save.py, dont les fonctions sont appelées dans le module game.

On peut voir aussi la fonction get\_yesno\_input dans le module

prompt

qui permet de poser une question qui attend pour réponse oui ou non (

O

[O/n]).

. C’est une fonction

Elle propose

aussi de définir une valeur par défaut, reconnaissable à la lettre en majuscule ( ici pour Oui).

Ainsi si l’utilisateur entre une ligne vide, c’est cette valeur par défaut qui sera utilisée.
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[Contenu masqué n°15](#_bookmark354)

## Tests

Maintenant que l’on a un paquet dédié à notre TP, il va être plus simple de le tester depuis l’extérieur. On va pouvoir déplacer nos tests dans un fichier test\_tp.py à l’extérieur du paquet. Depuis ce fichier, on importera les différentes fonctions que l’on souhaite tester.

À notre module, on va ajouter des fonctions pour tester nos fonctions de sauvegarde. Vérifier qu’une sauvegarde se fait correctement vers le fichier et qu’il est possible d’en charger une ensuite.

### Solution

Retrouvez maintenant ci-dessous la solution que je propose pour ce TP.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAQCAYAAADj5tSrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADdklEQVQ4jZVUT0gjVxh/cUy2lbgiWEdbiEZxgjpBdiFstSvrn4Mie3E7AyXrhgwlKEW6B0cIOdWD7tFSTG5ucwhUz0VaqkmdgJrS0t12Xp7JBIwxRKUmZefirHE6by87y6wb4vaDx3t873u/D97v9/1MGGNQLcrl8geSJPVDCEcghCPZbPa23W7/k6bpGE3TMYqi9iwWy8tqGKZKTTKZzB1RFEdFURxNp9OfXV5e3gAAgIaGhn/sdvuzbDZ7S5blZgAAsFgsLx0Oxw5N0zGn0xnt6ur67domGxsbj8Ph8LcAAFBXVyf39PQITqcz2t3dLRAEoZ6cnFCtra2SpmlEMpkchhCOIITunZ+fNwAAAMdxjycmJr57CxRj/GYlEokHLMtqPM8/z2QyLlVVCU3TTPF4/KHX6y0xDIP15fV6S/F4/KGmaSZVVYlMJuOam5v7i2VZLZFITBpx3xxSqdSA2+1WZmZmjkql0sd6PhKJPGEYBgcCgd3NzU0fQuju9vb2o0AgsMswDI5EIk/02mKx+Mn09HTe7XYrqVSq/60mhUKB4jiu6PF4XuRyOVq/RAgNsiyrraysfL+8vPwDwzB4fX39G4wxUFWVCAaDT1mW1RBCd/U3uVyO9ng8MsdxxePj4y6MMaiRZbl5aWnpJ0VRbs7Pz0/abDaof+XW1pavvr6+1NjYeLKzs/PF2NhYqK+v7xcAACAI4j+O4762Wq3/RqNRn/7GZrNBnucnFUW5ubi4+LMsy80EAODXfD5Pz87Oelwu149GvtbW1hbb2tr+rq2tLZ+dndkXFhaGmpqa8vq92Wwu7+/vD+bzeXp8fDyo50mSzJIkeRCLxb5ECN2rqaZvPXw+31erq6sfvU+tUVOvd1ON3++/T5LkQSgUCkMIh41VHR0df0iS1K8oirUSiqIoVkmS+js7O3835iGEw6FQKEyS5IHf77//DvFHR0e9V4kPBoNPVVUljLK8QvzgFeJfcBxXLBQK1P+WsCAIU5Ik3REEYeo9JDzwzpxgjMHe3t7nlYZREISpSsMoCMKUcRh5nn/+ehgfGHGvtZXe3t5t3VZMJpN2enpKtbS0SBjjGoTQEIRwJJlMDlWzlYoGKUnSp6IojkIIR9Pp9EA1gzSbzRdGg6QoKnEVr2ITY1xcXHxotPrDw8Nb7e3tz3Srdzgcu9dZ/SvTmaA2I35LpQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk8ccf8oIdB/5ffvnFgCSD0MG777+FGRgYGJ58+iFHkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP3891j0nQAAAAASUVORK5CYII=)

***i***

On remarque qu’après l’exécution de nos tests, un fichier test\_game.dat persiste dans le répertoire courant. Ce n’est pas très grave pour l’instant mais ce n’est pas très propre non plus.

Il existe une manière d’éviter cela à l’aide [du module tempfile](https://docs.python.org/fr/3/library/tempfile.html) de la bibliothèque standard pour créer un fichier temporaire.
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## Contenu masqué

### Contenu masqué n°14

1

Listing 51 – tp/ init .py

**def game\_turn**(player, opponent):

# Si le joueur est KO, il n'attaque pas

**if** player['pv'] <= **0**:

**if** name == ' main ': game.main()

**from . import** game
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5

Listing 52 – tp/ main .py

|  |  |
| --- | --- |
| 1  2  3 | monsters = {  'pythachu': {  'name': 'Pythachu', |
| 4  5 | 'attacks': ['tonnerre', 'charge'],  }, |
| 6  7 | 'pythard': {  'name': 'Pythard', |
| 8  9 | 'attacks': ['jet-de-flotte', 'charge'],  }, |
| 10  11 | 'ponytha': {  'name': 'Ponytha', |
| 12  13  14 | 'attacks': ['brûlure', 'charge'],  },  } |
| 16 | attacks = { |
| 17 | 'charge': {'damages': **20**}, |
| 18 | 'tonnerre': {'damages': **50**}, |
| 19  20  21 | 'jet-de-flotte': {'damages': **40**},  'brûlure': {'damages': **40**},  } |

Listing 53 – tp/definitions.py

**def apply\_attack**(attack, opponent): opponent['pv'] -= attack['damages'] **if** opponent['pv'] < **0**:

opponent['pv'] = **0**

**from .definitions import** attacks **from .players import** get\_players **from .prompt import** get\_choice\_input
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15 **return**

16

1. **print**('Joueur', player['id'], 'quelle attaque utilisez-vous ?')
2. **for** name **in** player['monster']['attacks']:
3. **print**('-', name.capitalize(), -attacks[name]['damages'], 'PV')

20

1. attack = get\_choice\_input(attacks, 'Attaque invalide')
2. apply\_attack(attack, opponent) 23
3. **print**(
4. player['monster']['name'],
5. 'attaque',
6. opponent['monster']['name'],
7. 'qui perd',
8. attack['damages'],
9. 'PV, il lui en reste',
10. opponent['pv'], 32 )

33

34

1. **def get\_winner**(player1, player2):
2. **if** player1['pv'] > player2['pv']:
3. **return** player1
4. **else**:
5. **return** player2 40

41

1. **def main**():
2. player1, player2 = get\_players() 44
3. **print**()
4. **print**(player1['monster']['name'], 'affronte', player2['monster']['name'])
5. **print**() 48
6. **while** player1['pv'] > **0 and** player2['pv'] > **0**:
7. game\_turn(player1, player2)
8. game\_turn(player2, player1) 52
9. winner = get\_winner(player1, player2)
10. **print**('Le joueur', winner['id'], 'remporte le combat avec', winner['monster']['name'])

Listing 54 – tp/game.py

1. **from .definitions import** monsters
2. **from .prompt import** get\_choice\_input

|  |  |
| --- | --- |
| 3 |  |
| 4  5 | **def get\_player**(player\_id): |
| 6 | **print**('Joueur', player\_id, 'quel monstre choisissez-vous ?') |
| 7 | monster = get\_choice\_input(monsters, 'Monstre invalide') |
| 8 | pv = int(input('Quel est son nombre de PV ? ')) |
| 9  10 | **return** {'id': player\_id, 'monster': monster, 'pv': pv} |
| 11  12 | **def get\_players**(): |
| 13 | **print**('Monstres disponibles :') |
| 14 | **for** monster **in** monsters.values(): |
| 15 | **print**('-', monster['name']) |
| 16 | **return** get\_player(**1**), get\_player(**2**) |

Listing 55 – tp/players.py

1

2

3

4

5

6

**def get\_choice\_input**(choices, error\_message): entry = input('> ').lower()

**while** entry **not in** choices:

**print**(error\_message)

entry = input('> ').lower()

**return** choices[entry]

### Contenu masqué n°15

Listing 56 – tp/prompt.py

[Retourner au texte.](#_bookmark345)

1

Listing 57 – tp/ init .py

**from . import** game

Listing 58 – tp/ main .py

**if** name == ' main ': game.main()
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1 monsters = {

2 'pythachu': {

|  |  |
| --- | --- |
| 3 | 'name': 'Pythachu', |
| 4 | 'attacks': ['tonnerre', 'charge'], |
| 5 | }, |
| 6 | 'pythard': { |
| 7 | 'name': 'Pythard', |
| 8 | 'attacks': ['jet-de-flotte', 'charge'], |
| 9 | }, |
| 10 | 'ponytha': { |
| 11 | 'name': 'Ponytha', |
| 12 | 'attacks': ['brûlure', 'charge'], |
| 13 | }, |
| 14  15  16 | }  attacks = { |
| 17 | 'charge': {'damages': **20**}, |
| 18 | 'tonnerre': {'damages': **50**}, |
| 19 | 'jet-de-flotte': {'damages': **40**}, |
| 20 | 'brûlure': {'damages': **40**}, |
| 21 | } |

Listing 59 – tp/definitions.py

1 **import sys**

2

1. **from .definitions import** attacks
2. **from .players import** get\_players
3. **from .prompt import** get\_choice\_input, get\_yesno\_input
4. **from .save import** load\_game, save\_game 7

8

9 **def apply\_attack**(attack, opponent):

1. opponent['pv'] -= attack['damages']
2. **if** opponent['pv'] < **0**:
3. opponent['pv'] = **0**

13

14

1. **def game\_turn**(player, opponent):
2. # Si le joueur est KO, il n'attaque pas
3. **if** player['pv'] <= **0**:
4. **return**

19

1. **print**('Joueur', player['id'], 'quelle attaque utilisez-vous ?')
2. **for** name **in** player['monster']['attacks']:
3. **print**('-', name.capitalize(), -attacks[name]['damages'], 'PV')

23

1. attack = get\_choice\_input(attacks, 'Attaque invalide')
2. apply\_attack(attack, opponent)

26

1. **print**(
2. player['monster']['name'],
3. 'attaque',
4. opponent['monster']['name'],
5. 'qui perd',
6. attack['damages'],
7. 'PV, il lui en reste',
8. opponent['pv'], 35 )

36

37

1. **def get\_winner**(player1, player2):
2. **if** player1['pv'] > player2['pv']:
3. **return** player1
4. **else**:
5. **return** player2 43

44

1. **def main**():
2. **if** len(sys.argv) > **1**:
3. filename = sys.argv[**1**]
4. **try**:
5. # Chargement de la sauvegarde
6. player1, player2 = load\_game(filename)
7. **except**:
8. **print**('Échec du chargement de la sauvegarde', filename, file=sys.stderr)
9. **return**
10. **else**:
11. player1, player2 = get\_players() 56
12. **print**()
13. **print**(player1['monster']['name'], 'affronte', player2['monster']['name'])
14. **print**() 60
15. **while** player1['pv'] > **0 and** player2['pv'] > **0**:
16. **if not** get\_yesno\_input('Voulez-vous continuer ? ', True):
17. **if** get\_yesno\_input('Voulez-vous sauvegarder ? ', False):
18. filename =

input('Dans quel fichier sauvegarder ? ')

1. save\_game(filename, player1, player2)
2. **return**

67

1. game\_turn(player1, player2)
2. game\_turn(player2, player1) 70

71 winner = get\_winner(player1, player2)

**print**('Le joueur', winner['id'], 'remporte le combat avec', winner['monster']['name'])

72

Listing 60 – tp/game.py

**def get\_player**(player\_id):

**print**('Joueur', player\_id, 'quel monstre choisissez-vous ?') monster = get\_choice\_input(monsters, 'Monstre invalide')

pv = int(input('Quel est son nombre de PV ? '))

**return** {'id': player\_id, 'monster': monster, 'pv': pv}

**from .definitions import** monsters

**from .prompt import** get\_choice\_input

Listing 61 – tp/players.py

**def get\_choice\_input**(choices, error\_message): entry = input('> ').lower()

**while** entry **not in** choices:

**print**(error\_message)

entry = input('> ').lower()

**return** choices[entry]

**def get\_players**():

**print**('Monstres disponibles :')

**for** monster **in** monsters.values():

**print**('-', monster['name'])

**return** get\_player(**1**), get\_player(**2**)
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Listing 62 – tp/prompt.py

**def get\_yesno\_input**(prompt, default):

**if** default:

prompt += '[O/n] '

**else**:

prompt += '[o/N] '

resp = input(prompt).lower()

**if** resp.startswith('o'):

**return** True

**elif** resp.startswith('n'):

**return** False

**return** default
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20

1 **import json**

2

3 **from .definitions import** monsters 4

5

1. **def load\_game**(filename):
2. **with** open(filename) **as** f:
3. player1, player2 = json.load(f)
4. # On récupère les monstres à partir de leurs noms
5. player1['monster'] = monsters[player1['monster']]
6. player2['monster'] = monsters[player2['monster']]
7. **return** player1, player2 13

14

1. **def save\_game**(filename, player1, player2):
2. player1 = dict(player1)
3. player2 = dict(player2)
4. # On enregistre seulement le nom des monstres
5. player1['monster'] = player1['monster']['name'].lower()
6. player2['monster'] = player2['monster']['name'].lower()
7. **with** open(filename, 'w') **as** f:
8. json.dump([player1, player2], f)

Listing 63 – tp/save.py

### Contenu masqué n°16

**import json**

**from tp.definitions import** monsters, attacks **from tp.game import** apply\_attack, get\_winner **from tp.save import** load\_game, save\_game
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**def test\_apply\_attack**():

player = {'id': **0**, 'monster': monsters['pythachu'], 'pv': **100**}

apply\_attack(attacks['brûlure'], player)

**assert** player['pv'] == **60**

apply\_attack(attacks['tonnerre'], player)

**assert** player['pv'] == **10**

apply\_attack(attacks['charge'], player)

**assert** player['pv'] == **0**

19

20

1. **def test\_get\_winner**():
2. player1 = {'id': **0**, 'monster': monsters['pythachu'], 'pv': **100**}
3. player2 = {'id': **0**, 'monster': monsters['pythard'], 'pv': **0**}
4. **assert** get\_winner(player1, player2) == player1
5. **assert** get\_winner(player2, player1) == player1 26

27 player2['pv'] = **120**

1. **assert** get\_winner(player1, player2) == player2
2. **assert** get\_winner(player2, player1) == player2 30
3. player1['pv'] = player2['pv'] = **0**
4. **assert** get\_winner(player1, player2) == player2
5. **assert** get\_winner(player2, player1) == player1 34

35

1. **def test\_load\_game**():
2. filename = 'test\_game.dat'
3. **with** open(filename, 'w') **as** f:
4. json.dump([
5. {'id': **1**, 'monster': 'pythachu', 'pv': **50**},

41 {'id': **2**, 'monster': 'pythard', 'pv': **40**},

42 ], f)

43

1. p1, p2 = load\_game(filename)
2. **assert** p1 == { 46 'id': **1**,

47 'monster': monsters['pythachu'],

48 'pv': **50**,

49 }

50 **assert** p2 == { 51 'id': **2**,

52 'monster': monsters['pythard'],

53 'pv': **40**,

54 }

55

56

1. **def test\_save\_game**():
2. filename = 'test\_game.dat'
3. player1 = {

60 'id': **1**,

61 'monster': monsters['pythachu'],

62 'pv': **30**,

63 }

64 player2 = {

65 'id': **2**,

66 'monster': monsters['ponytha'],

67 'pv': **20**,

68 }

save\_game(filename, player1, player2)

**with** open(filename) **as** f: doc = json.load(f)

**assert** doc == [

{'id': **1**, 'monster': 'pythachu', 'pv': **30**},

{'id': **2**, 'monster': 'ponytha', 'pv': **20**},

]

**if** name == ' main ': test\_apply\_attack() test\_get\_winner() test\_load\_game() test\_save\_game()

69
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Listing 64 – test\_tp.py
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# Septième partie Aller plus loin

**Introduction**

Vous connaissez maintenant le Python et êtes en mesure de réaliser pas mal de programmes avec lui.

Mais dans notre course pour arriver à ce but, j’ai omis certains aspects du langage qu’il est important de connaître pour aller plus loin. Laissez-moi donc maintenant vous présenter tout cela pour compléter votre apprentissage.

# Les autres types de données

## Introduction

Python n’est pas juste un monde de chaînes de caractères, de listes et de dictionnaires. De nombreux autres types existent qui apportent leurs particularités pour répondre à différents besoins.

Voici donc un tour d’horizon de quelques autres types de la bibliothèque standard.

## Les ensembles

Les ensembles sont des collections de données pour représenter des valeurs uniques. Dans un ensemble, il ne peut pas y avoir de doublons, un peu comme pour les clés de dictionnaires.

D’ailleurs, la syntaxe pour définir un ensemble ressemble à celle des dictionnaires : un ensemble se définit à l’aide d’accolades à l’intérieur desquelles on sépare les valeurs par des virgules.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**0**, | **1**, | **2**, | **3**, | **4**, | **5**} |
| 2 | {0, | 1, | 2, | 3, | 4, | 5} |  |

Si l’on essaie d’insérer des doublons, on voit que ceux-ci ne sont pas pris en compte.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**0**, | **1**, | **2**, | **3**, | **4**, | **5**, | **2**, | **3**} |
| 2 | {0, | 1, | 2, | 3, | 4, | 5} |  |  |  |

Une autre particularité commune aux ensembles et aux dictionnaires est que les valeurs d’un ensemble doivent être *hashables*, impossible donc d’y stocker des listes.

**>>>** {[]}

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: unhashable type: 'list'
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Il est aussi possible de convertir en ensemble un autre objet en appelant explicitement set (le type des ensembles).

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | set([**0**, **1**, **2**, | **3**, | **4**, | **5**, | **2**, | **3**]) |
| 2 | {0, | 1, 2, 3, 4, 5} |  |  |  |  |  |

Par ailleurs, {} étant la syntaxe pour définir un dictionnaire vide, un ensemble vide se définit avec set().

|  |  |
| --- | --- |
| 1 | **>>>** set() |
| 2 | set() |

### Opérations

Les ensembles peuvent être considérés au sens mathématique du terme, une collection conte- nant juste des valeurs. Et il est ainsi possible d’appliquer des opérations ensemblistes à ces collections.

Ainsi, on peut calculer l’union entre deux ensembles à l’aide de l’opérateur |. L’union de deux ensembles consiste en l’ensemble des valeurs contenues dans l’un ou dans l’autre (ou les deux).

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**0**, | **1**, | **3**, | **4**} | | | {**2**, | **3**, | **4**, | **5**} |
| 2 | {0, | 1, | 2, | 3, | 4, | 5} |  |  |  |  |

À l’inverse, l’intersection est obtenue avec l’opérateur &. L’intersection ne contient que les valeurs présentes dans les deux ensembles.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**0**, | **1**, | **3**, | **4**} & | {**2**, | **3**, | **4**, | **5**} |
| 2 | {3, | 4} |  |  |  |  |  |  |  |

La différence est l’opération qui consiste à soustraire au premier ensemble les éléments du second. Elle se calcule avec l’opérateur -.

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**0**, | **1**, | **3**, | **4**} | - | {**2**, | **3**, | **4**, | **5**} |
| 2 | {0, | 1} |  |  |  |  |  |  |  |  |

Enfin, ^ est l’opérateur de différence symétrique. La différence symétrique calcule l’ensemble des valeurs qui ne sont pas communes aux deux ensembles, c’est l’inverse de l’intersection. Ou autrement dit la différence entre l’union et l’intersection.
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**>>>** {**0**, **1**, **3**, **4**} ^ {**2**, **3**, **4**, **5**}

{0, 1, 2, 5}

**>>>** ({**0**, **1**, **3**, **4**} | {**2**, **3**, **4**, **5**}) - ({**0**, **1**, **3**, **4**} & {**2**, **3**, **4**, **5**})

{0, 1, 2, 5}

J’ai représenté ici les ensembles comme des collections d’éléments ordonnés, mais il n’en est rien, aucune relation d’ordre n’existe dans un ensemble.

Ainsi, deux ensembles sont égaux s’ils contiennent exactement les mêmes valeurs, et différents dans le cas contraire.

**>>>** {**1**, **2**, **3**} == {**3**, **2**, **1**}

True

**>>>** {**1**, **2**, **3**} != {**2**, **3**, **4**}
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**>>>** {**1**, **2**, **3**, **4**} >= {**2**, **3**}

True

**>>>** {**1**, **2**, **3**, **4**} >= {**2**, **3**, **5**}
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Il n’y a d’ailleurs pas d’accès direct aux éléments comme il peut y avoir sur une liste, car les éléments ne sont associés à aucun index.

Pour autant, il reste possible de parcourir un ensemble avec une boucle for pour itérer sur ses valeurs.
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**... print**(i)

**...**
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**>>> for** i **in** {**1**, **2**, **3**}:

On peut tester si une valeur est présente dans un ensemble à l’aide de l’opérateur in. Et c’est là tout l’intérêt des ensembles : cette opération est optimisée pour s’exécuter en temps constant (là où il peut être nécessaire de parcourir tous les éléments sur une liste).
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**>>> 3 in** {**1**, **2**, **3**}

True

**>>> 4 in** {**1**, **2**, **3**}

False

L’opérateur not in est l’inverse de in, il permet de tester l’absence de valeur.
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**>>> 3 not in** {**1**, **2**, **3**} False

**>>> 4 not in** {**1**, **2**, **3**} True

Enfin, on trouve d’autres opérations ensemblistes liées aux opérateurs d’égalité.

<, <=, > et >= permettent de tester les sur-ensembles et sous-ensembles.

Avec a et b deux ensembles, a <= b est vraie si tous les éléments de a sont présents dans b (a est un sous-ensemble de b).
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**>>>** {**2**, **3**} <= {**1**, **2**, **3**, **4**}

True

**>>>** {**2**, **3**, **5**} <= {**1**, **2**, **3**, **4**}

False

Et l’opération est équivalente à b >= a, vue dans l’autre sens (b est un sur-ensemble de a).

False

4

< et > sont les pendants stricts de ces opérateurs : a < b ne sera pas vraie si a et b contiennent exactement les mêmes valeurs.
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**>>>** {**1**, **2**, **3**} < {**1**, **2**, **3**, **4**}

True

**>>>** {**1**, **2**, **3**} < {**1**, **2**, **3**}

False

**>>>** {**1**, **2**, **3**} <= {**1**, **2**, **3**}

True

### Méthodes

Les ensembles étant des collections, il est naturellement possible d’utiliser la fonction len pour calculer leur taille.
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**>>>** len({**1**, **2**, **3**})

3

**>>>** len({**1**, **2**, **3**, **5**})

4

Étant modifiables, il est possible d’ajouter et de retirer des éléments dans des ensembles. Cela se fait avec les fonctions add et remove.
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**>>>** values = set()

**>>>** values.add(**2**)

**>>>** values.add(**4**)

**>>>** values.add(**6**)

**>>>** values

{2, 4, 6}

**>>>** values.remove(**4**)

**>>>** values

{2, 6}

La méthode discard est semblable à remove mais ne lève pas d’erreur si l’élément à supprimer est absent.
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**>>>** values.remove(**8**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

KeyError: 8

**>>>** values.discard(**8**)

**>>>** values.discard(**2**)

**>>>** values

{6}
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Et la méthode pop permet aussi de retirer (et renvoyer) un élément de l’ensemble, sans sélectionner lequel. Elle lève une exception si l’ensemble est vide.
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**>>>** values.pop() 6

**>>>** values.pop()

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

KeyError: 'pop from an empty set'

On retrouve sinon différentes méthodes sur les ensembles équivalentes aux opérateurs décrits au-dessus : union, intersection, difference et symmetric\_difference. L’avantage par rapport aux opérateurs est que ces méthodes peuvent prendre plusieurs ensembles en paramètres, ou même des objets de tous types (itérables) et opérer dessus.

|  |  |
| --- | --- |
| 1 | **>>>** {**1**, **2**}.union({**2**, **3**}, [**4**], (**5**, **6**)) |
| 2 | {1, 2, 3, 4, 5, 6} |

Chacune de ces méthodes est doublée d’une version qui modifie en place l’ensemble courant,

update, intersection\_update, difference\_update et symmetric\_diffe

rence\_update

respectivement

. Ces méthodes ne renvoient rien.
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**>>>** values = {**1**, **2**, **3**}

**>>>** values.intersection\_update([**3**, **4**, **5**])

**>>>** values

{3}

Les ensembles disposent aussi de méthodes booléennes, notamment issubset et issuperset équivalentes aux opérateurs <= et >=, ainsi que isdisjoint pour tester si deux ensembles sont disjoints (dont l’intersection est vide).
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**>>>** {**1**, **2**, **3**}.isdisjoint({**4**, **5**, **6**}) True

**>>>** {**1**, **2**, **3**}.isdisjoint({**3**, **4**, **5**}) False

Enfin, on retrouve les méthodes clear et copy, comme sur les listes et les dictionnaires,

respectivement pour vider l’ensensemble et pour en faire une copie.

* + - 1. **frozenset**

Un ensemble étant une collection de données mutable, il n’est pas *hashable* et ne peut donc pas être utilisé comme clé de dictionnaire. Ainsi, un autre type existe pour représenter un ensemble immutable de données : le frozenset.

Un frozenset se définit en appelant explicitement le type avec n’importe quel itérable en argument.

|  |  |
| --- | --- |
| 1 | **>>>** frozenset({**1**, **2**, **3**}) |
| 2 | frozenset({1, 2, 3}) |

Il peut aussi s’appeler seul pour définir un ensemble vide.

|  |  |
| --- | --- |
| 1 | **>>>** frozenset() |
| 2 | frozenset() |

Le frozenset dispose des mêmes méthodes et opérateurs que les ensembles classiques, à l’exception de celles qui modifient l’objet.
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**>>>** frozenset({**1**, **2**, **3**}) | frozenset({**3**, **4**, **5**})

frozenset({1, 2, 3, 4, 5})

**>>>** frozenset({**1**, **2**, **3**}).isdisjoint(frozenset({**3**, **4**, **5**})) False

Les ensembles et les frozenset sont compatibles entre eux, mais attention au type de retour qui dépendra de l’objet sur lequel la méthode ou l’opérateur est appliqué.
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**>>>** frozenset({**1**, **2**, **3**}) & {**3**, **4**, **5**} frozenset({3})

**>>>** {**3**, **4**, **5**} & frozenset({**1**, **2**, **3**})

{3}

## Module collections

Python dispose encore de nombreux autres types définis dans différents modules de sa biblio- thèque standard. Par exemple le module collections propose plusieurs types pour gérer des collections de données avec diverses spécificités.

* + - 1. **Counter**

Un problème courant en programmation est de vouloir compter des choses. Pour cela, les dictionnaires sont une bonne structure de données : on peut facilement associer un nombre à un élément et ainsi incrémenter ce nombre pour compter les occurrences d’un élément.
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**...** occurrences[number] = occurrences.get(number, **0**) + **1**

**...**

**>>>** numbers = [**1**, **2**, **2**, **3**, **4**, **4**, **4**]

**>>>** occurrences = {}

**>>> for** number **in** numbers:

|  |  |
| --- | --- |
| 6 | **>>>** occurrences |
| 7 | {1: 1, 2: 2, 3: 1, 4: 3} |

Il y a en fait beaucoup plus simple avec le type Counter du module collections, spécialement dédié à compter des objets.

Il se comporte comme un dictionnaire où chaque clé non existante serait considérée comme associée à la valeur 0.
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**>>> from collections import** Counter

**>>>** occurrences = Counter()

**>>>** occurrences[**4**] 0

**>>>** occurrences Counter()

On peut donc facilement modifier les valeurs sans avoir à se demander si la clé existe déjà.
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**>>>** occurrences[**3**] += **1**

**>>>** occurrences[**5**] += **2**

**>>>** occurrences Counter({5: 2, 3: 1})

Quand une valeur est redéfinie, elle est donc présente «pour de vrai» dans le dictionnaire, même si elle nulle.
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**>>>** occurrences[**4**] = **0**

**>>>** occurrences

Counter({5: 2, 3: 1, 4: 0})

Un objet Counter peut être initialisé comme un dictionnaire : à partir d’un dictionnaire existant ou à l’aide d’arguments nommés.
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**>>>** Counter({'foo': **3**, 'bar': **5**})

Counter({'bar': 5, 'foo': 3})

**>>>** Counter(foo=**3**, bar=**5**) Counter({'bar': 5, 'foo': 3})

Mais il peut aussi être instancié avec un itérable quelconque, auquel cas il s’initialisera en comptant les différentes valeurs de cet itérable.
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**>>>** Counter([**1**, **2**, **3**, **4**, **3**, **1**, **3**])

Counter({3: 3, 1: 2, 2: 1, 4: 1})

**>>>** Counter('tortue')

Counter({'t': 2, 'o': 1, 'r': 1, 'u': 1, 'e': 1})

Très pratique donc pour compter directement ce qui nous intéresse.

En plus des opérations communes aux dictionnaires, on trouve aussi des opérations arithmétiques. Il est ainsi possible d’additionner deux compteurs, ce qui renvoie un nouveau compteur contenant les sommes des valeurs.

|  |  |
| --- | --- |
| 1 | **>>>** Counter(a=**5**, b=**1**) + Counter(a=**3**, c=**2**) |
| 2 | Counter({'a': 8, 'c': 2, 'b': 1}) |

À l’inverse, la soustraction entre compteurs renvoie les différences. Les valeurs négatives sont ensuite retirées du résultat.

|  |  |
| --- | --- |
| 1 | **>>>** Counter(a=**5**, b=**1**) - Counter(a=**3**, c=**2**) |
| 2 | Counter({'a': 2, 'b': 1}) |

Il est possible de calculer l’union et l’intersection entre deux objets Counter, l’union étant composée des maximums de chaque valeur et l’intersection des minimums (zéro compris).

|  |  |
| --- | --- |
| 1 | **>>>** Counter(a=**5**, b=**1**) | Counter(a=**3**, c=**2**) |
| 2 | Counter({'a': 5, 'c': 2, 'b': 1}) |
| 3 | **>>>** Counter(a=**5**, b=**1**) & Counter(a=**3**, c=**2**) |
| 4 | Counter({'a': 3}) |

***i***

On peut voir cela comme des opérations sur des ensembles où les éléments peuvent avoir plusieurs occurrences. Logiquement, l’intersection entre un ensemble qui contient 5 occurrences de a et un ensemble qui en contient 3 est un ensemble avec 3 a.

Enfin, les compteurs ajoutent quelques méthodes par rapport aux dictionnaires. most\_common par exemple permet d’avoir la liste ordonnée des valeurs les plus communes, associées à leur nombre d’occurrences. La méthode prend un paramètre n pour spécifier le nombre de valeurs que l’on veut obtenir (par défaut toutes les valeurs seront présentes).
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**>>>** count = Counter('abcdabcaba')

**>>>** count.most\_common()

[('a', 4), ('b', 3), ('c', 2), ('d', 1)]

**>>>** count.most\_common(**2**) [('a', 4), ('b', 3)]

La méthode elements permet d’itérer sur les valeurs comme si elles étaient représentées plusieurs fois selon leur nombre d’occurrences.
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**... print**(item)

**...**

a a

**>>> for** item **in** count.elements():

a a b b b c c d
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update est une méthode déjà présente sur les dictionnaires, qui a pour effet d’affecter de nouvelles valeurs aux clés existantes. Sur les compteurs, la méthode se chargera de faire la somme des valeurs.

Elle peut prendre n’importe quel itérable en argument, qu’elle considérera comme un compteur.

substract.
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**>>>** count.update('bcde')

**>>>** count

Counter({'a': 4, 'b': 4, 'c': 3, 'd': 2, 'e': 1})

Il est aussi possible de faire la même chose en soustrayant les compteurs avec la méthode
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**>>>** count.subtract('abcd')

**>>>** count

Counter({'a': 3, 'b': 3, 'c': 2, 'd': 1, 'e': 1})

* + - 1. **defaultdict**

On a vu il y a quelques chapitres que les dictionnaires possédaient une méthode setdefault. Cette méthode permettait d’assurer qu’une valeur soit toujours présente pour une clé.

Cela simplifie des problèmes où l’on veut associer des listes de valeurs à des clés, comme un annuaire où chaque personne pourrait avoir plusieurs numéros.
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**>>>** phonebook = {}

**>>>** phonebook.setdefault('Bob', []).append('0663621029')

**>>>** phonebook.setdefault('Bob', []).append('0714381809')

**>>>** phonebook.setdefault('Alice', []).append('0633432380')

**>>>** phonebook

{'Bob': ['0663621029', '0714381809'], 'Alice': ['0633432380']}

Mais les defaultdict permettent cela encore plus facilement : les valeurs manquantes seront automatiquement instanciées, sans besoin d’appel explicite à setdefault. Pour cela, un de faultdict s’instancie avec une fonction (ou un type) qui sera appelée à chaque clé manquante pour obtenir la valeur à affecter.

Ainsi, l’exemple précédent pourrait se réécrire comme suit.

**>>> from collections import** defaultdict

**>>>** phonebook = defaultdict(list)

**>>>** phonebook['Bob'].append('0663621029')

**>>>** phonebook['Bob'].append('0714381809')

**>>>** phonebook['Alice'].append('0633432380')

**>>>** phonebook

defaultdict(<class 'list'>, {'Bob': ['0663621029', '0714381809'],

'Alice': ['0633432380']})
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Chaque fois qu’une clé n’existe pas dans le dictionnaire, defaultdict fait appel à list qui renvoie une nouvelle liste vide.

Il suffit d’ailleurs d’essayer d’accéder à la valeur associée à une telle clé pour provoquer sa création.
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**>>>** phonebook['Alex'] []

**>>>** phonebook

defaultdict(<class 'list'>, {'Bob': ['0663621029', '0714381809'], 'Alice': ['0633432380'], 'Alex': []})

Et bien sûr, toute fonction pourrait être utilisée comme argument à defaultdict.
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**return** 'noir'

* + - 1. **OrderedDict**

**>>>** colors = defaultdict(get\_default\_color)

**>>>** colors['mur'] = 'bleu'

**>>>** colors['mur'] 'bleu'

**>>>** colors['sol'] 'noir'

**...**

**...**

**>>> def get\_default\_color**():

Avant Python 3.6 les dictionnaires ne conservaient pas l’ordre d’insertion des clés. La seule manière d’avoir un dictionnaire ordonné était d’utiliser le type OrderedDict du module col lections. Les choses ont évolué depuis et le type a un peu perdu de son intérêt.

Comme les dictionnaires, un OrderedDict se construit à partir d’un dictionnaire existant et/ou d’arguments nommés. Sans argument, on construit simplement un dictionnaire vide.
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**>>> from collections import** OrderedDict

**>>>** OrderedDict() OrderedDict()

**>>>** OrderedDict({'foo': **0**, 'bar': **1**})

OrderedDict([('foo', 0), ('bar', 1)])

|  |  |
| --- | --- |
| 6 | **>>>** OrderedDict(foo=**0**, bar=**1**) |
| 7 | OrderedDict([('foo', 0), ('bar', 1)]) |

On le voit par sa représentation, le dictionnaire ordonné est en fait vu comme une liste de couples clé/valeur.

Il reste néanmoins une différence importante entre les dictionnaires ordonnés et les dictionnaires standards : l’ordre des éléments fait partie de la sémantique du premier.

Là où deux dictionnaires seront considérés comme égaux s’ils ont les mêmes couples clé/valeur, quel que soit leur ordre, ça ne sera pas le cas pour les OrderedDict qui ne seront égaux que si leurs clés sont dans le même ordre.
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**>>>** {'foo': **0**, 'bar': **1**} == {'bar': **1**, 'foo': **0**} True

**>>>** OrderedDict(foo=**0**, bar=**1**) == OrderedDict(bar=**1**, foo=**0**) False

**>>>** OrderedDict(foo=**0**, bar=**1**) == OrderedDict(foo=**0**, bar=**1**) True

Ce n’est bien sûr valable que pour l’égalité entre deux dictionnaires ordonnés. L’égalité entre un dictionnaire ordonné et un standard ne tiendra pas compte de l’ordre.

|  |  |
| --- | --- |
| 1 | **>>>** OrderedDict(foo=**0**, bar=**1**) == {'bar': **1**, 'foo': **0**} |
| 2 | True |

Faites donc appel à OrderedDict si vous avez besoin d’un tel comportement, sinon vous pouvez vous contenter d’un dictionnaire standard.

* + - 1. **ChainMap**

Parfois on a plusieurs dictionnaires que l’on aimerait pouvoir considérer comme un seul, sans pour autant nécessiter de copie vers un nouveau dictionnaire qui les intégrerait tous. En effet, la copie peut être coûteuse et elle n’a surtout lieu qu’une fois, le dictionnaire copié ne sera pas affecté si les dictionnaires initiaux sont modifiés.
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**>>>** phonebook\_sim = {'Alice': '0633432380', 'Bob': '0663621029'}

**>>>** phonebook\_tel = {'Alex': '0714381809'}

**>>>** phonebook = dict(phonebook\_sim) # Copie pour fusionner les deux dictionnaires

**>>>** phonebook.update(phonebook\_tel)

**>>>** phonebook

{'Alice': '0633432380', 'Bob': '0663621029', 'Alex': '0714381809'}

**>>>** phonebook\_tel['Mehdi'] = '0762253973'

**>>>** phonebook # phonebook n'a pas changé

{'Alice': '0633432380', 'Bob': '0663621029', 'Alex': '0714381809'}

Le type ChainMap répond à ce problème puisqu’il permet de chaîner des dictionnaires dans un seul tout.

**>>> from collections import** ChainMap

**>>>** phonebook\_sim = {'Alice': '0633432380', 'Bob': '0663621029'}

**>>>** phonebook\_tel = {'Alex': '0714381809'}

**>>>** phonebook = ChainMap(phonebook\_sim, phonebook\_tel)

**>>>** phonebook

ChainMap({'Alice': '0633432380', 'Bob': '0663621029'}, {'Alex':

'0714381809'})
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Lors de la recherche d’une clé, les dictionnaires seront parcourus successivement pour trouver la valeur.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook['Bob'] |
| 2 | '0663621029' |
| 3 | **>>>** phonebook['Alex'] |
| 4 | '0714381809' |

Si la clé n’existe dans aucun dictionnaire, on obtient une erreur KeyError comme habituelle- ment.
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that define missing

File "/usr/lib/python3.8/collections/ init .py", line **883**, in

missing

**raise KeyError**(key) KeyError: 'Mehdi'

# support subclasses

**return** self.**\_\_missing\_\_**(key)

**>>>** phonebook['Mehdi']

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "/usr/lib/python3.8/collections/ init .py", line **891**, in

getitem

L’objet ChainMap ne contient que des références vers nos dictionnaires, et donc reflète bien les modifications sur ces derniers.

1

2

3

**>>>** phonebook\_tel['Mehdi'] = '0762253973'

**>>>** phonebook['Mehdi'] '0762253973'

Aussi, il est possible de directement affecter des valeurs au ChainMap, celles-ci seront affectées au premier dictionnaire de la chaîne.
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**>>>** phonebook['Julie'] = '0619096810'

**>>>** phonebook\_sim

{'Alice': '0633432380', 'Bob': '0663621029', 'Julie': '0619096810'}

Il en est de même pour les clés qui existeraient dans les dictionnaires suivants, elles seraient

tout de même assignées au premier (c’est le seul accessible en écriture).

|  |  |
| --- | --- |
| 1 | **>>>** phonebook['Alex'] = '0734593960' |
| 2 | **>>>** phonebook |
| 3 | ChainMap({'Alice': '0633432380', 'Bob': '0663621029', 'Julie':  '0619096810', 'Alex': '0734593960'}, {'Alex': '0714381809', |
|  | 'Mehdi': '0762253973'}) |

On voit ainsi comment se passe la priorité entre les dictionnaires en lecture : la chaîne est parcourue et s’arrête au premier dictionnaire contenant la clé.

|  |  |
| --- | --- |
| 1 | **>>>** phonebook['Alex'] |
| 2 | '0734593960' |

Cette fonctionnalité est très pratique pour mettre en place des espaces de noms, comme les scopes des fonctions en Python : des variables existent à l’intérieur de la fonction et sont prioritaires par rapport aux variables extérieures.

La méthode new\_child et l’attribut parents sont utiles pour cela puisqu’ils permettent respectivement d’ajouter un nouveau dictionnaire en tête de la chaîne (qui comprendra donc toutes les futures modifications sur le ChainMap) et de récupérer la suite de la chaîne (la chaîne formée par tous les dictionnaires sauf le premier).

Tous deux renvoient un nouvel objet ChainMap sans altérer la chaîne courante.

|  |  |
| --- | --- |
| 1 | **>>>** new\_phonebook = phonebook.new\_child() |
| 2 | **>>>** new\_phonebook['Max'] = '0704779572' |
| 3 | **>>>** new\_phonebook |
| 4 | ChainMap({'Max': '0704779572'}, {'Alice': '0633432380', 'Bob':  '0663621029', 'Julie': '0619096810', 'Alex': '0734593960'}, |
| 5 | {'Alex': '0714381809', 'Mehdi': '0762253973'})  **>>>** new\_phonebook.parents |
| 6 | ChainMap({'Alice': '0633432380', 'Bob': '0663621029', 'Julie':  '0619096810', 'Alex': '0734593960'}, {'Alex': '0714381809', |
|  | 'Mehdi': '0762253973'}) |

new\_child peut s’utiliser sans argument, auquel cas un dictionnaire vide sera ajouté, ou en donnant directement le dictionnaire à ajouter en argument.
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**>>>** phonebook.new\_child({'Max': '0704779572'})

ChainMap({'Max': '0704779572'}, {'Alice': '0633432380', 'Bob':

'0663621029', 'Julie': '0619096810', 'Alex': '0734593960'},

{'Alex': '0714381809', 'Mehdi': '0762253973'})

On retrouve sinon les mêmes méthodes que sur les dictionnaires.

* + - 1. **deque**

En Python les tableaux sont trompeusement appelés des listes là où ce terme fait souvent référence à des listes chaînées. Un tableau représente des données contigües en mémoire, qui ne peuvent pas être morcellées, et occupe donc une zone mémoire continue qui dépend de sa taille.

Ainsi, lorsque l’on ajoute ou retire des éléments à un tableau, il peut être nécessaire d’adapter la taille de la zone mémoire, voire d’en trouver une nouvelle plus grande et d’y copier tous les éléments. Python fait cela pour nous, mais ce sont des opérations qui peuvent s’avérer coûteuses.

Les listes chaînées à l’inverse sont des chaînes constituées de maillons, chaque maillon étant un élément avec son propre espace mémoire, ceux-ci peuvent être n’importe où dans la mémoire. L’idée est que chaque maillon référence le précédent et/ou le suivant dans la chaîne.

On pourrait par exemple voir un maillon comme un dictionnaire avec 2 clés : next pour référencer le maillon suivant et value pour la valeur contenue (car l’idée est quand même bien d’y stocker des valeurs).

Voici ainsi un équivalent en liste chaînée de la liste [1, 2, 3, 4].

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1 | **>>>** | node4 = | {'next': | None, 'value': **4**} |
| 2 | **>>>** | node3 = | {'next': | node4, 'value': **3**} |
| 3 | **>>>** | node2 = | {'next': | node3, 'value': **2**} |
| 4 | **>>>** | node1 = | {'next': | node2, 'value': **1**} |
| 5 | **>>>** | values | = node1 |  |
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***i***

On utilise None pour marquer la fin de la chaîne, indiquant qu’il n’y a plus d’autre maillon après node4.

Figure VII.1.1. – Liste chaînée

Les variables node1, node2 etc. ne sont que temporaires pour la création de notre liste, elles n’existent plus après, seule values référence notre chaîne de maillons.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | **del** | node1 |
| 2 | **>>>** | **del** | node2 |
| 3 | **>>>** | **del** | node3 |
| 4 | **>>>** | **del** | node4 |

Il nous serait alors possible d’itérer sur notre liste chaînée pour accéder à chacune des valeurs.

**... print**(node['value'])

**...** node = node['next'] # On passe au nœud suivant en réaffectant node

**...**
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**>>>** node = values # La liste représente le premier maillon

**>>> while** node **is not** None: # None représente la fin de liste
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Mais il n’est pas question ici de recoder une liste chaînée, Python en propose déjà une avec le type deque du module collections.

*deque* pour *double-end queue*, c’est-à-dire une queue (liste chaînée) dont les deux extrémités sont connues (le premier et le dernier maillon) et les liaisons sont doubles (chaque maillon référence le précédent et le suivant), contrairement à notre implémentation où seul le premier maillon était connu et les liaisons étaient simples (référence vers le maillon suivant uniquement).

Le principe est sinon le même. Un *deque* se construit comme une liste, soit vide soit à partir d’un itérable existant.
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**>>>** deque() deque([])

**>>>** deque([**1**, **2**, **3**, **4**])

deque([1, 2, 3, 4])

Et le type propose les mêmes méthodes que les listes, ce sont juste les algorithmes derrière qui sont différents, et certaines opérations qui sont à privilégier plutôt que d’autres.
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**>>>** values = deque([**1**, **2**, **3**, **4**])

**>>>** values[**0**] 1

**>>>** values.append(**5**)

**>>>** values

deque([1, 2, 3, 4, 5])

Par exemple, contrairement aux tableaux (list) il est très facile (peu coûteux) d’ajouter des éléments au début ou à la fin, puisqu’il suffit d’insérer un nouveau maillon à l’extrémité et de changer la référence. De même pour supprimer un élément au début ou à la fin.

Les *deque* proposent d’ailleurs des méthodes dédiées avec appendleft et popleft, équivalentes

à append et pop mais pour opérer au début de la liste.

1

2

3

4

5

6

7

**>>>** values.appendleft(**0**)

**>>>** values

deque([0, 1, 2, 3, 4, 5])

**>>>** values.popleft() 0

**>>>** values

deque([1, 2, 3, 4, 5])

En revanche, comme seules les extrémités sont connues, il est coûteux d’aller chercher un élément en milieu de liste, puisqu’il est nécessaire pour cette opération de parcourir tous les maillons jusqu’au bon élément.

|  |  |
| --- | --- |
| 1 | **>>>** values[**2**] |
| 2 | 3 |

Pour accéder à cette valeur, il a fallu parcourir 3 maillons. Il aurait fallu en parcourir 500 pour atteindre le milieu d’une liste chaînée de 1000 éléments. Là où pour un tableau l’accès à chaque élément est direct puisque son emplacement mémoire est connu : il se calcule facilement à partir de la position du premier élément, les éléments étant contigüs en mémoire.

Ainsi, ne faites appel aux listes chaînées que pour des opérations qui nécessiteraient de souvent ajouter et/ou supprimer des données en début/fin de séquence, c’est là leur intérêt par rapport aux tableaux.

Ne les utilisez pas si vous devez accéder régulièrement à des éléments situés loin des extrémités, les performances pourraient être désastreuses.

* + - 1. **namedtuple**

Pour terminer avec le module collections, j’aimerais vous parler des *named tuples* (tuples nommés).

Vous le savez, un tuple représente un ensemble cohérent de données, par exemple deux coor- données qui identifient un point dans le plan. Il est sinon semblable à une liste (bien que non modifiable) et permet d’accéder aux éléments à partir de leur position.
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**>>>** point = (**3**, **5**)

**>>>** point[**0**] 3

Et par *unpacking* il est possible d’accéder à ses éléments indépendemment.
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**>>>** x, y = point

**>>>** y 5

Mais ne serait-il pas plus pratique de pouvoir directement taper point.y pour accéder à

l’ordonnée du point ? C’est plus facilement compréhensible que point[1] et moins contraignant que l’*unpacking* qui nécessite de définir une nouvelle variable.

Vous le voyez venir, c’est ce que proposent les tuples nommés : donner des noms aux éléments d’un tuple. Mais tout d’abord, il faut créer un type associé à ces tuples nommés, pour définir justement les noms de champs. Car un tuple nommé identifiant un point ne sera pas la même chose qu’un tuple nommé identifiant une couleur par exemple.

Nous allons donc devoir définir un nouveau type et c’est précisément ce que fait la fonction namedtuple du module collections : elle crée dynamiquement un type de tuples nommés en fonction des arguments qu’elle reçoit. Pour ça, elle prend en arguments le nom du type à créer (utilisé pour la représentation de l’objet) et la liste des noms des champs des tuples.

La fonction renvoie un type, mais il faudra assigner ce retour à une variable pour pouvoir l’utiliser, comme tout autre retour de fonction. Les types en Python sont en fait des objets comme les autres, qui peuvent donc être assignés à des variables. Par convention, on utilisera un nom commençant par une majuscule, pour identifier un type.
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**>>> from collections import** namedtuple

**>>>** Point = namedtuple('Point', ('x', 'y'))

**>>>** Point

<class ' main .Point'>

Ensuite, pour instancier un objet Point, on appelle le type en lui donnant en arguments les deux coordonnées x et y.
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**>>>** point = Point(**3**, **5**)

**>>>** point Point(x=3, y=5)

**>>>** point.x 3

On le voit à sa représentation, il est aussi possible d’instancier l’objet en utilisant des arguments nommés.

|  |  |
| --- | --- |
| 1 | **>>>** Point(x=**10**, y=**7**) |
| 2 | Point(x=10, y=7) |

Notre objet point est toujours un tuple, et il reste possible de l’utiliser comme tel.
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**>>>** point[**0**] 3

**>>>** x, y = point

**>>>** y 5

## Types

Nous avons maintenant vu de nombreux types Python, mais savons-nous reconnaître les valeurs d’un certain type ? Oui, à l’usage on sait différencier une chaîne de caractères d’un nombre, parce qu’ils se représentent différemment, et qu’on y applique des opérations différentes.

Mais il est possible d’aller plus loin dans la reconnaissance des types et nous allons voir quels outils sont mis à disposition par Python pour cela.

Premièrement, la *fonction* type1 permet de connaître le type d’un objet. On lui donne une valeur en argument et la fonction nous renvoie simplement son type.

|  |  |
| --- | --- |
| 1 | **>>>** type(**5**) |
| 2 | <class 'int'> |
| 3 | **>>>** type('foo') |
| 4 | <class 'str'> |
| 5 | **>>>** type([**0**]) |
| 6 | <class 'list'> |

Cela peut être utile dans des phases de débogage, pour s’assurer qu’une valeur est bien du type auquel on pense.

On peut aussi l’utiliser dans le code pour vérifier le type d’un objet mais ce n’est généralement pas recommandé (car trop strict, voir plus bas).

|  |  |
| --- | --- |
| 1 | **>>> def check\_type**(value): |
| 2 | **... if** type(value) **is** str: |
| 3 | **... print**("C'est une chaîne de caractères") |
| 4 | **... else**: |
| 5 | **... print**("Ce n'est pas une chaîne de caractères") |
| 6 | **...** |
| 7 | **>>>** check\_type('foo') |
| 8 | C'est une chaîne de caractères |
| 9 | **>>>** check\_type(**5**) |
| 10 | Ce n'est pas une chaîne de caractères |

L’autre outil mis à disposition de Python pour reconnaître le type d’une valeur est la fonction isinstance. Cette fonction reçoit une valeur et un type, et renvoie un booléen selon que la valeur soit de ce type ou non.

|  |  |
| --- | --- |
| 1 | **>>>** isinstance('foo', str) |
| 2 | True |
| 3 | **>>>** isinstance(**5**, str) |
| 4 | False |

Mais une valeur n’est pas d’un seul type, il existe en fait une hiérarchie entre les types. Par exemple, tous les objets Python sont des instances du type object, car object est le parent de tous les types.

1. C’est en fait plus compliqué que cela et je ne rentrerai pas dans les détails ici, mais type, le type de tous les types. Nous ne l’utiliserons dans ce tutoriel que comme une fonction.

type

est lui-même un

|  |  |
| --- | --- |
| 1 | **>>>** isinstance('foo', object) |
| 2 | True |
| 3 | **>>>** isinstance(**5**, object) |
| 4 | True |

Ou encore, avec notre objet point construit précédemment, qui est à la fois une instance de

Point et de tuple.
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**>>>** type(point)

<class ' main .Point'>

**>>>** isinstance(point, Point) True

**>>>** isinstance(point, tuple) True

Cela nous montre une première limitation de l’appel à type pour vérifier le type, qui ne verrait pas que nos valeurs sont aussi des object, ou notre point un tuple.
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**>>>** type('foo') **is** object False

**>>>** type(**5**) **is** object False

**>>>** type(point) **is** tuple False

Vérifier avec type est donc à limiter aux cas où l’on veut s’assurer strictement du type d’un objet, sans considérer la hiérarchie des types, et ce sont des cas assez rares.

Il faut cependant faire attention aussi aux appels à isinstance et les utiliser avec parcimonie, au risque de contrevenir à une caractéristique importante du Python, le *duck-typing*.

***i***

Le *duck-typing* (*typage canard*) est une philosophie dans la reconnaissance des types des valeurs. Elle repose sur la phrase «Si cela a un bec, marche comme un canard et cancanne comme un canard, alors je peux considérer que c’est un canard».

Appliqué au Python, cela veut dire par exemple qu’on préfère savoir qu’un objet se comporte comme une liste (que les mêmes opérations y sont applicables) plutôt que de vérifier que ce soit réellement une liste. On dit aussi que les valeurs doivent avoir la même interface qu’une liste.

Cela laisse la possibilité aux développeurs d’utiliser les types de leur choix tout en gardant une compatibilité avec les fonctions existantes.

C’est tout le principe des itérables : les fonctions de Python n’attendent jamais précisément une liste mais juste un objet sur lequel on puisse itérer. Que ce soit une liste, un *tuple*, une chaîne de caractères ou encore un fichier, peu importe.

Ainsi, on évitera les if isinstance(value, list): ... si ce n’est pas strictement nécessaire (un traitement particulier à réserver aux objets de ce type), pour ne pas laisser de côté les autres types qui auraient pu convenir tels que les *tuples*.

Mais isinstance ne se limite pas à des types clairement définis et permet aussi de vérifier des interfaces. C’est ce que propose le module collections.abc qui fournit une collection de types abstraits (*abc* pour *abstract base classes*, classes mères abstraites), des interfaces correspondant à des comportements en particulier.

On trouve ainsi un type Iterable. Il n’est pas utilisable en tant que tel, on ne peut pas instancier d’objets du type Iterable, mais on peut l’utiliser pour vérifier qu’un objet est bien itérable en appelant isinstance.
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**>>> from collections.abc import** Iterable

**>>>** isinstance([**1**, **2**, **3**], Iterable) True

**>>>** isinstance((**4**, **5**, **6**), Iterable) True

**>>>** isinstance('hello', Iterable) True

**>>>** isinstance(**42**, Iterable) False

Il y a aussi Hashable par exemple pour vérifier qu’une valeur est hashable, que l’on peut l’utiliser en tant que clé dans un dictionnaire ou la stocker dans un ensemble.
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**>>> from collections.abc import** Hashable

**>>>** isinstance(**42**, Hashable) True

**>>>** isinstance('hello', Hashable) True

**>>>** isinstance([**1**, **2**, **3**], Hashable) False

**>>>** isinstance((**4**, **5**, **6**), Hashable) True

On trouve encore d’autres types abstraits définis dans collections.abc mais il est un peu tôt pour les aborder.

# Retour sur les conditions

## Instructions et expressions

Dans le cours j’ai plusieurs fois utilisé le terme d’«expression». Une expression est un élément de syntaxe Python qui possède une valeur quand il est évalué.

'foo', 3 \* 5 + 2 ou encore max(range(10)) sont des expressions.

Si je dis ça maintenant, c’est parce qu’il n’y a pas uniquement des expressions en Python. Plus généralement, on trouve des instructions. L’instruction c’est la définition au sens large d’un élément de syntaxe, pour résumer on pourrait dire que c’est une ligne de code.

Ainsi, les expressions sont des instructions, mais toutes les instructions ne sont pas des expressions. Une expression c’est ce qu’on peut utiliser partout où une valeur est attendue : en argument à une fonction, dans une assignation de variable, dans une condition, etc.
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**... print**('ok')

**...**

ok

**>>>** len('foo') 3

**>>>** x = **3** \* **5** + **2**

**>>> if** max(range(**10**)):

Dit autrement, une expression c’est ce que l’on peut mettre entre parenthèses.
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**>>>** ('foo') 'foo'

**>>>** (**3** \* **5** + **2**)

17

**>>>** (max(range(**10**))) 9

Et par exemple une assignation de variable n’est pas une expression, elle ne possède aucune valeur, pas même None. Si l’on cherche à placer une assignation entre parenthèses on obtient une erreur de syntaxe.
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**>>>** (foo = 'bar')

File "<stdin>", line **1**

(foo = 'bar')

^

SyntaxError: invalid syntax

De la même manière, les conditions ne sont pas des expressions, il s’agit de blocs de code.

tmp2 = y

**... else**:

**...**

**>>> if** y:

**...**

**...**

**... else**:

**...**

**>>> if** x < **10**:

tmp1 = x

tmp1 = **2** \* x
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**>>>** (**if** True: **print**('ok'))

File "<stdin>", line **1**

(**if** True: **print**('ok'))

^

SyntaxError: invalid syntax
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Pourtant il serait pratique de pouvoir utiliser directement une condition dans un argument de fonction ou une assignation…

## Expressions conditionnelles

Et c’est heureusement possible grâce aux expressions conditionnelles. Comme leur nom l’indique, ce sont des conditions sous forme d’expressions.

Elles reprennent les mêmes mots-clés if et else mais sans construire de bloc, leur syntaxe est la suivante :

valeur **if** condition **else** autre\_valeur

1

Cette expression vaut valeur si condition est vraie et autre\_valeur sinon.
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**>>>** 'good' **if 5** + **3** == **8 else** 'bad' 'good'

**>>>** 'good' **if 5** + **3** == **7 else** 'bad' 'bad'

Étant une expression, elle doit toujours avoir une valeur, c’est pourquoi le else est obligatoire dans tous les cas.

Les expressions conditionnelles permettent d’avoir un code plus concis lorsque les conditions à traiter sont simples.
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**>>>** x = **3**

**>>>** y = **5**

**>>>** z = (**2** \* x **if** x < **10 else** x) / (y **if** y **else 1**)

Sans elles, il nous aurait fallu écrire le code suivant :

|  |  |
| --- | --- |
| 9 | **...** tmp2 = **1** |
| 10 | **...** |
| 11 | **>>>** z = tmp1 / tmp2 |

Elles sont souvent utilisées aussi lors d’appels de fonctions ou méthodes.

|  |  |
| --- | --- |
| 1 | **>>>** sep = None |
| 2 | **>>>** 'a,b,c'.split(sep **if** sep **is not** None **else** ',') |
| 3 | ['a', 'b', 'c'] |

On parle aussi de «conditions ternaires» pour qualifier les expressions conditionnelles, car c’est un opérateur à 3 opérandes (op1 if op2 else op3).

# Retour sur les boucles

## Cas des boucles infinies

Nous avons vu les boucles for pour itérer sur des données, puis les boucles while pour boucler sur une condition. Et nous avons vu que, volontairement ou non, nous pouvions tomber dans des cas de boucles infinies.

**while** True:

**print**("Vers l'infini et au-delà !")
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***i***

Pour rappel, utilisez la combinaison de touches Ctrl + pour couper le programme.

C

Volontairement, ça peut être pour laisser tourner un programme en tâche de fond—un serveur par exemple—qui s’exécuterait continuellement pour traiter des requêtes. Et dans ce cas des dispositifs seront mis en place pour terminer proprement le programme quand on le souhaite. Mais il y a d’autres cas d’usages légitimes de boucles a priori infinies, car il existe d’autres moyens de terminer une boucle en cours d’exécution.

En effet, la condition d’un while est parfois difficile à exprimer, d’autant plus si elle repose sur des événements tels que des input. Dans ce cas, un idiome courant est d’écrire une boucle infinie et d’utiliser un autre moyen de sortir de la boucle : le mot-clé break.

Ce mot-clé, quand il est rencontré, a pour effet de stopper immédiatement la boucle en cours, sans repasser par la condition.
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**while** True:

value = input('Entrez un nombre: ')

**if** value.isdigit(): value = int(value) **break**

**else**:

**print**('Nombre invalide')

Avec cette boucle, nous attendons que l’entrée ne soit composée que de chiffres, auquel cas on rentre dans le if et l’on atteint le break. Sinon, on continue de boucler en redemandant à l’utilisateur de saisir un nouveau nombre.

La boucle, infinie en apparence (while True), possède en fait une condition de fin exprimée par un if.

## Contrôle du flux

break permet donc de stopper la boucle. Il n’est pas seulement disponible pour les boucles

while, on peut aussi l’utiliser dans un for.

|  |  |
| --- | --- |
| 1 | **>>> for** i **in** range(**10**): |
| 2 | **... print**(i) |
| 3 | **... if** i == **5**: |
| 4 | **... break** |
| 5 | **...** |
| 6 | 0 |
| 7 | 1 |
| 8 | 2 |
| 9 | 3 |
| 10 | 4 |
| 11 | 5 |

Comme précédemment, la sortie de boucle est immédiate, l’effet ne serait donc pas le même si le print était placé après le bloc if.
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**... if** i == **5**:

**... break**

**... print**(i)

**...**

0

1
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4

**>>> for** i **in** range(**10**):

Il faut savoir que dans le cas de boucles imbriquées, break ne se rapporte qu’à la boucle juste au-dessus. Il n’est pas possible d’influer sur les boucles extérieures.
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**... for** y **in** range(**3**):

**... if** y == **2**:

**... break**

**... print**(x, y)

**...**

0 0

0 1

1 0

1 1

2 0

2 1

**>>> for** x **in** range(**3**):

Mais break n’est pas le seul mot-clé de contrôle du flux d’une boucle et je vais maintenant vous parler de continue.

continue permet aussi de terminer immédiatement l’itération en cours, mais pour passer à la suivante. Quand un continue est rencontré, on est directement conduit à la ligne d’introduction

de la boucle et sa condition est réévaluée.

**while** True:

value = input('Entrez un nombre: ')

**if not** value:

**break**

**if not** value.isdigit(): **print**('Nombre invalide') **continue**

value = int(value)

**print**(f'{value} \* 2 = {value \* 2}')
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C’est un mot-clé très utile quand on traite une liste de données et que l’une des valeurs est invalide, on peut alors simplement l’ignorer et passer à la suivante.

|  |  |
| --- | --- |
| 1  2  3 | values = [**1**, **2**, **3**, -**1**, **4**, **5**]  total = **0** |
| 4 | **for** value **in** values: |
| 5 | **if** value < **0**: |
| 6 | **print**('Invalid value', value) |
| 7 | **continue** |
| 8 | total += value |

On a aussi le mot-clé else qui est assez facile à comprendre sur une boucle while : il intervient après la boucle si la condition a été évaluée comme fausse.
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pv = **50**

**while** pv > **0**:

**print**(f'Pythachu a {pv} PV') pv -= **20**

**print**('Pythachu perd 20 PV')

**else**:

**print**('Pythachu est KO')

Le else intervient donc dans tous les cas… sauf si on a quitté la boucle sans réévaluer la condition (qui ne peut donc pas être fausse), c’est-à-dire en utilisant un break.

Ainsi, else permet de savoir comment s’est terminée une boucle, si on en est sorti normalement (auquel cas on passe dans le bloc) ou si on l’a interrompue (le bloc n’est pas exécuté).
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pv = **50**

**while** pv > **0**:

**print**(f'Pythachu a {pv} PV')

degats = input('Nombre de degats : ')

**if not** degats.isdigit():

**print**('end')

**... else**:

**...**

**...**

**...**

**>>> for** i **in** range(**5**):

**...**

**...**

0

1

2

3

**break**

degats = int(degats) pv -= degats

**print**(f'Pythachu perd {degats} PV')

**else**:

**print**('Pythachu est KO')
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else est aussi applicable à la boucle for en ayant le même effet, il permet de savoir si la boucle est arrivée jusqu’au bout sans être interrompue.

Ainsi, sans break le else est bien exécuté.

**print**('end')

**... else**:

**...**

**>>> for** i **in** range(**5**):

**...**

**...**
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end
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**print**(i)

Avec un break il ne l’est pas.
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**break**

**print**(i) **if** i == **3**:

***i***

Le mot-clé else est souvent mal compris—on pourrait croire qu’on entre dans le else uniquement s’il n’y a pas eu d’itérations—et donc peu recommandé pour lever toute ambiguïté.

## Outils

Le monde de l’itération est très vaste en Python, les itérables se retrouvent au cœur de nombreux mécanismes. C’est pourquoi Python propose de base de nombreux outils relatifs à l’itération

tels que les fonctions all et any que l’on a déjà vues.

Vous êtes-vous déjà demandé comment itérer simultanément sur plusieurs listes ou comment répéter une liste ? Ce chapitre est fait pour vous !

* + - 1. **Fonctions natives (*builtins*)**

On a déjà vu un certain nombre de *builtins* dans les chapitres précédents, mais il en reste quelques unes très intéressantes que j’ai omises jusqu’ici.

* + - * 1. **enumerate**

Notamment la fonction enumerate, qui prend une liste (ou n’importe quel itérable) et permet d’itérer sur ses valeurs tout en leur associant leur index. C’est-à-dire que pour chaque valeur on connaîtra la position qu’elle occupe dans la liste.
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**... print**(i, ':', value)

**...**

1. : abc
2. : def
3. : ghi

**>>>** values = ['abc', 'def', 'ghi']

**>>> for** i, value **in** enumerate(values):

Cela remplace aisément les constructions à base de range(len(values)) que l’on voit trop souvent et qui sont à éviter.
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**... print**(i, ':', values[i])

**...**

1. : abc
2. : def
3. : ghi

**>>> for** i **in** range(len(values)):

On les évite justement parce qu’enumerate répond mieux au problème tout en étant plus polyvalent (on peut par exemple itérer sur un fichier), et qu’on a directement accès à la valeur (value) sans besoin d’une indirection supplémentaire par le conteneur (values[i]).

On notera au passage que la fonction enumerate accepte un deuxième argument pour préciser l’index de départ, qui est par défaut de zéro.

1. : Maître Corbeau, sur un arbre perché,
2. : Tenait en son bec un fromage.
3. : Maître Renard, par l'odeur alléché,
4. : Lui tint à peu près ce langage :

**...**

**...**

**...**

**>>> with** open('corbeau.txt') **as** f:
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**for** i, line **in** enumerate(f, **1**): **print**(i, ':', line.rstrip())

|  |  |
| --- | --- |
| 9 | 5 : Et bonjour, Monsieur du Corbeau. |
| 10 | 6 : Que vous êtes joli ! que vous me semblez beau ! |
| 11 | 7 : Sans mentir, si votre ramage |
| 12 | 8 : Se rapporte à votre plumage, |
| 13 | 9 : Vous êtes le Phénix des hôtes de ces bois. |
| 14 | 10 : À ces mots, le Corbeau ne se sent pas de joie ; |
| 15 | 11 : Et pour montrer sa belle voix, |
| 16 | 12 : Il ouvre un large bec, laisse tomber sa proie. |
| 17 | 13 : Le Renard s'en saisit, et dit : Mon bon Monsieur, |
| 18 | 14 : Apprenez que tout flatteur |
| 19 | 15 : Vit aux dépens de celui qui l'écoute. |
| 20 | 16 : Cette leçon vaut bien un fromage, sans doute. |
| 21 | 17 : Le Corbeau honteux et confus |
| 22 | 18 : Jura, mais un peu tard, qu'on ne l'y prendrait plus. |

* + - 1. **reversed**

reversed est une fonction très simple, elle permet d’inverser une séquence d’éléments, pour les parcourir dans l’ordre inverse.
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**... print**(value)

**...**

ghi def abc

**>>>** values = ['abc', 'def', 'ghi']

**>>> for** value **in** reversed(values):

La fonction ne modifie pas la séquence initiale (contrairement à la méthode reverse des listes).

|  |  |
| --- | --- |
| 1 | **>>>** values |
| 2 | ['abc', 'def', 'ghi'] |

* + - 1. **sorted**

Dans la même veine on a la fonction sorted, semblable à la méthode sort des listes mais renvoyant ici une copie.
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**>>>** values = [**5**, **3**, **2**, **4**, **6**, **1**, **9**, **7**, **8**]

**>>>** sorted(values)

[1, 2, 3, 4, 5, 6, 7, 8, 9]

**>>>** values

[5, 3, 2, 4, 6, 1, 9, 7, 8]

On notera que le tri se fait en ordre croissant (les plus petits éléments d’abord) par défaut, mais la fonction accepte un argument reverse pour trier en ordre décroissant (les plus grands d’abord).

|  |  |
| --- | --- |
| 1 | **>>>** sorted(values, reverse=True) |
| 2 | [9, 8, 7, 6, 5, 4, 3, 2, 1] |

Mieux encore, la fonction propose un paramètre key pour personnaliser la manière dont seront triés nos éléments. C’est une fonction qui recevra un élément en paramètre et renverra une valeur (par exemple un nombre), le tri se fera alors suivant l’ordre entre ces valeurs renvoyées.

***i***

Les fonctions en Python sont des valeurs comme les autres que l’on peut donc parfaitement passer en argument. Ces arguments-fonctions sont généralement appelés des *callbacks* (ou

«fonctions de rappel»).

Par exemple, le tri par défaut pour les chaînes de caractères est l’ordre lexicographique (plus ou moins équivalent à l’ordre alphabétique).
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**>>>** words = ['zèbre', 'autruche', 'cheval', 'oie']

**>>>** sorted(words)

['autruche', 'cheval', 'oie', 'zèbre']

On pourrait alors préciser une fonction de tri key=len pour les trier par taille.

|  |  |
| --- | --- |
| 1 | **>>>** sorted(words, key=len) |
| 2 | ['oie', 'zèbre', 'cheval', 'autruche'] |

En effet, la fonction len sera appelée pour chaque mot et les mots seront triés suivant le retour de la fonction (en l’occurrence 3, 5, 6 et 8). Mais il est possible d’utiliser n’importe quelle fonction en tant que clé de tri, tant que cette fonction renvoie quelque chose d’ordonnable.

Voici un autre exemple avec une fonction pour trier les mots dans l’ordre alphabétique mais en commençant par la dernière lettre du mot.

**>>>** key\_func('autruche') 'ehcurtua'

**>>>** sorted(words, key=key\_func) ['autruche', 'oie', 'zèbre', 'cheval']

**...**

**...**

**>>> def key\_func**(word):
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**return** word[::-**1**] # On renvoie le mot à l'envers

Ces deux arguments sont aussi disponibles sur la méthode sort des listes.

|  |  |
| --- | --- |
| 1 | **>>>** words.sort(key=len, reverse=True) |
| 2 | **>>>** words |
| 3 | ['autruche', 'cheval', 'zèbre', 'oie'] |

* + - 1. **min et max**

On a déjà vu les fonctions min et max qui permettent respectivement de récupérer le mini- mum/maximum parmi leurs arguments.
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**>>>** min(**3**, **1**, **2**)

1

**>>>** max(**3**, **1**, **2**)

3

On sait aussi qu’on peut les appeler avec un seul argument (un itérable) et récupérer le minimum/maximum dans cet itérable.
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**>>>** min({**3**, **1**, **2**})

1

**>>>** max([**3**, **1**, **2**])

3

Mais sachez maintenant que ces fonctions acceptent aussi un argument key qui fonctionne de la même manière que pour sorted.

Ainsi il est possible d’expliquer comment doivent être comparées les valeurs. On peut alors simplement demander la valeur minimale/minimale d’une liste en comparant les nombres selon leur valeur absolue.
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**>>>** min([-**5**, -**2**, **1**, **3**], key=abs)

1

**>>>** max([-**5**, -**2**, **1**, **3**], key=abs)

-5

Ces fonctions acceptent aussi un argument default dont la valeur est renvoyée (plutôt qu’une erreur) si l’itérable est vide.
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**>>>** min([])

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: min() arg is an empty sequence

**>>>** min([], default=**42**) 42

* + - 1. **zip**

zip est une fonction très pratique de Python, puisqu’elle permet de parcourir simultanément plusieurs itérables. On appelle la fonction en lui fournissant nos itérables en arguments, et l’on itère ensuite sur l’objet qu’elle nous renvoie.

Les éléments que l’on obtient alors sont des tuples formés des éléments de nos itérables de départ.

('autruche', 'a', 0)

('cheval', 'b', 1)

('zèbre', 'c', 2)

('oie', 'd', 3)

**...**

**...**

**>>> for** elem **in** zip(words, 'abcd', range(**4**)):
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**print**(elem)

Il est ainsi possible d’utiliser l’*unpacking* de Python pour avoir quelque chose de plus explicite.
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**print**(word, letter, number)

zip accepte autant d’arguments que l’on souhaite, on peut l’appeler avec deux itérables comme avec dix.

Aussi, il s’arrête dès que l’un des itérables se termine, puisqu’il ne peut alors plus produire de tuple contenant un élément de chaque.

autruche a 0

cheval b 1

zèbre c 2

oie d 3

**...**

**...**

**>>> for** word, letter, number **in** zip(words, 'abcd', range(**4**)):
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**... print**(i, j)

**...**

2 0

3 1

4 2

5 3

**>>> for** i, j **in** zip(range(**2**, **6**), range(**10**)):

* + - 1. **Module itertools**
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Je ne détaillerai pas tout ce que contient le module, la documentation fera cela beaucoup mieux que moi. Je veux juste vous présenter quelques fonctions qui pourraient vous être bien utiles.

* + - * 1. **chain**

Comme son nom l’indique, chain permet de chaîner plusieurs itérables, de façon transparente et quels que soient leurs types.
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**... print**(letter)

**...**

A B C D E F G

**>>> from itertools import** chain

**>>> for** letter **in** chain('ABC', ['D', 'E'], ('F', 'G')):

* + - * 1. **zip\_longest**

zip\_longest est un équivalent à zip qui ne s’arrête pas au premier itérable terminé mais qui continue jusqu’au dernier. Les valeurs manquantes seront alors complétées par None, ou par la valeur précisée au paramètre fillvalue.

**... print**(letter1, letter2)

**...**

A E

1. F
2. .
3. .

None 9

**>>> for** letter1, letter2 **in** zip\_longest('ABCD', 'EF', fillvalue='.'):

**...**

**...**

2 0

3 1

4 2

5 3

None 4

None 5

None 6

None 7

None 8

**>>> from itertools import** zip\_longest

**>>> for** i, j **in** zip\_longest(range(**2**, **6**), range(**10**)):
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**print**(i, j)

* + - * 1. **product**

product calcule le produit cartésien entre plusieurs itérables, c’est-à-dire qu’il produit toutes les combinaisons d’éléments possibles.

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

**... print**(i, c)

**...**

0 A

0 B

1. C
2. A

1 B

1. C
2. A

2 B

1. C
2. A

3 B

1. C
2. A

4 B

4 C

**>>> from itertools import** product

**>>> for** i, c **in** product(range(**5**), 'ABC'):

Cela revient à écrire des boucles for imbriquées tout en économisant des niveaux d’indentation. L’exemple précédent est ainsi équivalent au code suivant.
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**for** i **in** range(**5**):

**for** c **in** 'ABC':

**print**(i, c)

Le module propose d’autres fonctions combinatoires que je vous invite à regarder.

#### Recettes
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Il s’agit de fonctions qui répondent à des besoins trop particuliers pour être vraiment intégrées au module. Les recettes sont là pour que vous les repreniez dans votre code et que vous les adaptiez à votre convenance.

## Listes en intension

On a vu qu’il était possible d’écrire des conditions sous forme d’expressions, qu’en est-il des boucles ?

Une expression est une instruction qui possède une valeur. Pour une condition c’est facile : on a une valeur si la condition est vraie et une autre valeur sinon. Mais quelle pourrait être la valeur d’une boucle ?

Il n’y a pas de réponse évidente à cette question, et c’est pourquoi il n’y a pas d’expression générale pour exécuter une boucle. Il existe en revanche les listes en intension, qui permettent de construire une liste à partir d’une boucle for.

L’intension est un concept mathématique qui s’oppose à l’extension pour définir un ensemble1 . La définition par extension, c’est celle que nous avons utilisée jusqu’ici, qui consiste à définir l’ensemble par les éléments qu’il possède.

powers = [**1**, **2**, **4**, **8**, **16**, **32**, **64**, **128**, **256**, **512**]

1

La définition par intension consiste elle à décrire l’ensemble selon une règle, par exemple «les dix premières puissances de 2». On la traduirait en Python par le code suivant :

|  |  |
| --- | --- |
| 1 | **>>>** powers = [**2**\*\*i **for** i **in** range(**10**)] |
| 2 | **>>>** powers |
| 3 | [1, 2, 4, 8, 16, 32, 64, 128, 256, 512] |

On voit alors que l’on utilise le for dans une expression pour construire une liste. Le code précédent est équivalent à la boucle suivante.
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powers = []

**for** i **in** range(**10**): powers.append(**2**\*\*i)

On peut ainsi transposer vers une liste en intension toute boucle for ne consistant qu’à évaluer une expression à chaque itération.
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**>>>** [letter + '!' **for** letter **in** 'ABCD'] ['A!', 'B!', 'C!', 'D!']

**>>>** [len(word) **for** word **in** ['zeste', 'de', 'savoir']] [5, 2, 6]

**>>>** [letter \* i **for** letter, i **in** zip('ABCD', range(**1**, **5**))] ['A', 'BB', 'CCC', 'DDDD']

***i***

Le terme anglais pour les listes en intension est *list comprehensions*, aussi il est courant de rencontrer en français les expressions «liste en compréhension» ou «compréhension de liste», il s’agit évidemment de la même chose.

### Conditions de filtrage
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1. <https://fr.wikipedia.org/wiki/Intension_et_extension>

[expression **for** item **in** iterable **if** condition]

1

La condition interviendra à chaque itération et déterminera s’il faut ajouter expression aux éléments de la liste en construction ou non. Voici par exemple la liste des entiers naturels pairs strictement inférieurs à 10.

|  |  |
| --- | --- |
| 1 | **>>>** [i **for** i **in** range(**10**) **if** i % **2** == **0**] |
| 2 | [0, 2, 4, 6, 8] |

Ce code est équivalent à la boucle suivante :
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values = []

**for** i **in** range(**10**):

**if** i % **2** == **0**: values.append(i)

**!**

Attention à ne pas confondre le if utilisé ici avec le if de l’expression conditionnelle. Ce premier n’autorise pas le else puisque cela n’aurait pas de sens sur une condition de filtrage.

Par ailleurs, les expressions conditionnelles étant des expressions à part entière, il est parfaitement possible de les utiliser dans des listes en intension.

|  |  |
| --- | --- |
| 1 | **>>>** [i // **2 if** i % **2** == **0 else** i \* **3** + **1 for** i **in** range(**10**)] |
| 2 | [0, 4, 1, 10, 2, 16, 3, 22, 4, 28] |

On peut même les combiner aux conditions de filtrage sans que cela ne pose problème, veillez tout de même à ce que le code reste toujours lisible.

**>>>** [i // **2 if** i % **2** == **0 else** i \* **3** + **1 for** i **in** range(**10**) **if** i %

**3** == **0**]

[0, 10, 3, 28]

1

2

Pour plus de clarté, il est ainsi parfois conseillé de placer des parenthèses autour de l’expression conditionnelle. Mais de manière générale, une liste en intension trop longue peut signifier que ce n’est pas la meilleure solution au problème et qu’une boucle «standard» irait tout aussi bien.

**>>>** [(i // **2 if** i % **2** == **0 else** i \* **3** + **1**) **for** i **in** range(**10**) **if** i

% **3** == **0**]

[0, 10, 3, 28]
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Il est aussi possible d’utiliser plusieurs if dans l’intension pour définir plusieurs conditions sur lesquelles filtrer, celles-ci s’additionnant les unes aux autres.

**>>>** [i **for** i **in** range(**10**) **if** i % **2** == **0 if** i % **3** == **0**] # Multiples de 2 et 3

[0, 6]

1

2

### Boucles imbriquées

D’ailleurs, les for aussi peuvent être chaînés au sein d’une même intension. Cela permet alors de faire la même chose qu’avec des boucles imbriquées pour remplir notre liste.

|  |  |
| --- | --- |
| 1 | **>>>** [(i, c) **for** i **in** range(**3**) **for** c **in** 'AB'] |
| 2 | [(0, 'A'), (0, 'B'), (1, 'A'), (1, 'B'), (2, 'A'), (2, 'B')] |

Les boucles sont à lire de gauche à droite comme si elles étaient écrites de haut en bas, le code précédent est équivalent à :
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values = []

**for** i **in** range(**3**):

**for** c **in** 'AB': values.append((i, c))

Et il est possible d’enchaîner autant de for que l’on veut dans l’intension, comme l’on pourrait en imbriquer autant qu’on veut. Mais attention, nous obtenons bien une seule liste en sortie, comportant toutes les combinaisons parcourues lors de l’itération.

Les listes en intension étant des expressions comme les autres, il est aussi possible d’imbriquer les intensions. C’est ainsi que l’on peut construire des listes à plusieurs dimensions.

1

2

3

**>>>** table = [[**0 for** x **in** range(**3**)] **for** y **in** range(**2**)]

**>>>** table

[[0, 0, 0], [0, 0, 0]]

C’est un modèle de construction assez courant en Python puisqu’il ne souffre pas du problème de références multiples dont je parlais lors de la présentation des listes. Ici, chaque sous-liste est une instance différente et peut donc être modifiée indépendamment des autres.
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**>>>** table[**0**][**1**] = **5**

**>>>** table

[[0, 5, 0], [0, 0, 0]]

Souvenez-vous, ce n’est pas le résultat qu’on obtenait avec [[0] \* 3] \* 2 où chaque ligne était une référence vers la même liste.

|  |  |
| --- | --- |
| 1 | **>>>** table = [[**0**] \* **3**] \* **2** |
| 2 | **>>>** table |
| 3 | [[0, 0, 0], [0, 0, 0]] |
| 4 | **>>>** table[**0**][**1**] = **5** |
| 5 | **>>>** table |
| 6 | [[0, 5, 0], [0, 5, 0]] |

### Autres constructions en intension

On parle souvent de listes en intension mais ce n’est pas le seul type qui peut être construit ainsi. Au programme, on trouve aussi les ensembles et les dictionnaires.

Pour les ensembles, la syntaxe est identique aux listes à l’exception qu’on utilise des accolades plutôt que des crochets.

|  |  |
| --- | --- |
| 1 | **>>>** {i\*\***2 for** i **in** range(**10**)} |
| 2 | {0, 1, 64, 4, 36, 9, 16, 49, 81, 25} |

Et on retrouve les mêmes fonctionnalités sur les intensions : il est possible d’avoir plusieurs boucles et d’utiliser des conditions de filtrage.

|  |  |
| --- | --- |
| 1 | **>>>** {i+j **for** i **in** range(**10**) **for** j **in** range(**10**) **if** (i+j) % **2** == **0**} |
| 2 | {0, 2, 4, 6, 8, 10, 12, 14, 16, 18} |

Vous constaterez pour ce dernier exemple que le résultat ne serait pas du tout le même avec une liste, l’ensemble ne permettant pas les duplications.

Pour les dictionnaires on retrouve quelque chose de similaire mais utilisant la syntaxe cle: valeur plutôt qu’une simple expression (où cle et valeur sont aussi des expressions).

|  |  |
| --- | --- |
| 1 | **>>>** {i: i\*\***2 for** i **in** range(**10**)} |
| 2 | {0: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25, 6: 36, 7: 49, 8: 64, 9: 81} |

## Itérateurs

### Itérables et itérateurs

Depuis plusieurs chapitres j’utilise le terme d’itérables pour qualifier les objets qui peuvent être parcourus à l’aide d’une boucle for, mais qu’en est-il ? On a vu qu’il existait un grand nombre d’itérables, tels que les chaînes de caractères, les listes, les *range*, les dictionnaires, les fichiers, etc.

Il y en a d’autres encore et l’on en a vu plus récemment dans ce chapitre : les retours des fonctions enumerate ou zip sont aussi des itérables. Mais si on les regarde de plus près, on voit qu’ils sont un peu particuliers.

|  |  |
| --- | --- |
| 1 | **>>>** enumerate('abcde') |
| 2 | <enumerate object at 0x7f30749e0240> |
| 3 | **>>>** zip('abc', 'def') |
| 4 | <zip object at 0x7f30749e02c0> |

Ou plutôt on ne voit pas grand chose justement, ces objets sont assez intrigants. On sait qu’ils sont itérables, on l’a vu plus tôt, et on peut donc se servir de cette propriété pour les transformer en liste si c’est ce qui nous intéresse.

|  |  |
| --- | --- |
| 1 | **>>>** list(enumerate('abcde')) |
| 2 | [(0, 'a'), (1, 'b'), (2, 'c'), (3, 'd'), (4, 'e')] |
| 3 | **>>>** list(zip('abc', 'def')) |
| 4 | [('a', 'd'), ('b', 'e'), ('c', 'f')] |

Mais ce qui est plus étonnant c’est qu’on ne peut itérer dessus qu’une seule fois.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | values = enumerate('abcde') |
| 2 | **>>>** | **for** v **in** values: |
| 3 | **...** | **print**(v) |
| 4 | **...** |  |
| 5 | (0, | 'a') |
| 6 | (1, | 'b') |
| 7 | (2, | 'c') |
| 8 | (3, | 'd') |
| 9 | (4, | 'e') |
| 10 | **>>>** | **for** v **in** values: |
| 11 | **...** | **print**(v) |
| 12 | **...** |  |

On constate le même comportement avec la conversion en liste.

|  |  |
| --- | --- |
| 1 | **>>>** values = zip('abc', 'def') |
| 2 | **>>>** list(values) |
| 3 | [('a', 'd'), ('b', 'e'), ('c', 'f')] |
| 4 | **>>>** list(values) |
| 5 | [] |

Une fois parcourus une première fois, il n’est plus possible d’itérer à nouveau sur leurs valeurs. Contrairement à d’autres itérables comme les listes ou les *ranges* que l’on parcourt autant de fois que l’on veut.

En fait, ces objets *enumerate* et *zip* ne sont pas seulement des itérables, ils sont des itérateurs. Un itérateur peut se voir comme un curseur qui se déplace le long d’un itérable, et qui logiquement se consume à chaque étape. Ici l’objet *enumerate* est donc un itérateur le long de notre chaîne

'abcde'.

La fonction next en Python permet de récupérer la prochaine valeur d’un itérateur. Elle prend l’itérateur en argument et renvoie la valeur pointée par le curseur tout en le faisant avancer.

Puisque l’itérateur avance, le retour de la fonction sera différent à chaque appel.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | values = enumerate('abcde') |
| 2 | **>>>** | next(values) |
| 3 | (0, | 'a') |
| 4 | **>>>** | next(values) |
| 5 | (1, | 'b') |
| 6 | **>>>** | next(values) |
| 7 | (2, | 'c') |

En fin de parcours, l’itérateur lève une exception StopIteration pour signaler que l’itération est terminée.
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**>>>** next(values) (3, 'd')

**>>>** next(values) (4, 'e')

**>>>** next(values)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

StopIteration

On ne peut alors pas revenir en arrière : une fois notre itérateur parcouru il est entièrement consumé. C’est pourquoi il n’est pas possible de faire deux for à la suite sur un même objet enumerate ou zip, ils sont à usage unique.

|  |  |
| --- | --- |
| 1 | **>>>** next(values, '') |
| 2 | '' |

Mais ces objets se basent sur des itérables réutilisables que sont les chaînes de caractères, listes ou autres : on peut donc à nouveau appeler enumerate pour obtenir un itérateur tout neuf et recommencer à boucler.

***i***

À noter que la fonction next accepte un second argument qui est la valeur à renvoyer dans le cas où l’itérateur est consumé plutôt que lever une exception.

(0, 'a')

(1, 'b')

(2, 'c')

(3, 'd')

(4, 'e')

**...**

**...**

**>>>** values = 'abcde'

**>>> for** v **in** enumerate(values):
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**print**(v)

|  |  |  |
| --- | --- | --- |
| 10 | **>>>** | **for** v **in** enumerate(values): |
| 11 | **...** | **print**(v) |
| 12 | **...** |  |
| 13 | (0, | 'a') |
| 14 | (1, | 'b') |
| 15 | (2, | 'c') |
| 16 | (3, | 'd') |
| 17 | (4, | 'e') |

* + - 1. **Fonctions map et filter**

En évoquant les outils d’itération plus tôt, j’ai volontairement omis les fonctions map et filter. Parce que leurs fonctionnalités sont couvertes par les listes en intension et parce qu’elles renvoient des itérateurs.

map et filter sont issues de la programmation fonctionnelle et servent respectivement à convertir et à filtrer les données d’un itérable.

map prend en arguments une fonction et un itérable, et applique la fonction à chaque élément de l’itérable, renvoyant un itérateur sur les résultats.
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**>>>** values = [**1.3**, **2.5**, **3.8**, **4.2**]

**>>>** map(round, values)

<map object at 0x7f4ae2db16a0>

**>>>** list(map(round, values)) [1, 2, 4, 4]

Cela revient donc à utiliser la liste en intension suivante.

|  |  |
| --- | --- |
| 1 | **>>>** [round(v) **for** v **in** values] |
| 2 | [1, 2, 4, 4] |

filter est le pendant pour le filtrage des éléments. Ici le premier argument est une fonction utilisée comme prédicat : l’élément est conservé si le prédicat et vrai et ignoré sinon.

**>>>** list(filter(greater\_than\_two, values)) [2.5, 3.8, 4.2]

**...**

**...**

**>>> def greater\_than\_two**(n):
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**return** n >= **2**

Ici, la liste en intension équivalente serait la suivante.

|  |  |
| --- | --- |
| 1 | **>>>** [v **for** v **in** values **if** v >= **2**] |
| 2 | [2.5, 3.8, 4.2] |

map et filter existaient avant les listes en intension et sont moins utilisées aujourd’hui, surtout lorsqu’il s’agit de les transformer en listes. Elles restent parfois utilisées quand on n’attend rien

**>>>** new\_event()

{'id': 0, 'type': 'monstre', 'message': 'Un pythachu sauvage apparaît'}

**>>>** new\_event()

{'id': 1, 'type': 'monstre', 'message': 'Un pythachu sauvage apparaît'}

**>>>** new\_event()

**...**

'Un pythachu sauvage apparaît'}

**return** {'id': next(id\_seq), 'type': 'monstre', 'message':

**>>>** id\_seq = count()

**>>> def new\_event**():

**...**
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de plus qu’un itérateur, par exemple pour fournir en argument à une autre fonction.

C’est le cas de str.join qui attend un itérable de chaînes de caractères et nécessite donc que les données soient converties en chaînes, ce que permet map.

|  |  |
| --- | --- |
| 1 | **>>>** ', '.join(map(str, values)) |
| 2 | '1.3, 2.5, 3.8, 4.2' |

### Itérateurs infinis

Comme je disais, un itérateur ne représente qu’un curseur, il a donc une empreinte très faible en mémoire. Mieux encore, il n’a même pas besoin de s’appuyer sur des données qui existent déjà, celles-ci peuvent être générées à la volée lors du parcours.

C’est déjà le principe des objets *range* qui occupent très peu d’espace : tous les nombres de l’intervalle ne sont pas stockés en mémoire à la création du *range*, ils sont simplement calculés pendant l’itération et disparaissent après.

On peut pousser le concept plus loin et itérer sur des données qui ne pourraient jamais tenir dans la mémoire de l’ordinateur, des données infinies. C’est le cas des itérateurs que nous allons voir ici, ils ne se terminent jamais.

Ces itérateurs infinis sont tirés du module itertools.

Le plus simple d’entre tous c’est count, qui permet de compter de 1 en 1.
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**>>> from itertools import** count

**>>>** numbers = count()

**>>>** next(numbers) 0

**>>>** next(numbers) 1

**>>>** next(numbers) 2

À quoi cela peut-il servir ? C’est très pratique pour générer des identifiants uniques puisque chaque appel à next renverra un nombre différent.

**>>>** additions(range(**10**), repeat(**5**)) 0 + 5 = 5

1 + 5 = 6

2 + 5 = 7

3 + 5 = 8

4 + 5 = 9

5 + 5 = 10

6 + 5 = 11

7 + 5 = 12

**...**

**...**

**...**

**>>> def additions**(seq1, seq2):

Cela peut être aussi utile mathématiquement, pour simplement calculer un seuil à partir duquel une propriété est vraie.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **for** i **in** count(): |
| 2 | **...** | **if 2**\*\*i > **1000**: |
| 3 | **...** | **break** |
| 4 | **...** |  |
| 5 | **>>>** | i |
| 6 | 10 |  |

On sait ainsi que 210 est la première puissance de 2 à être supérieur à 1000.

On notera que count peut prendre deux arguments : le premier est le nombre de départ (0 par défaut) et le second est le pas (1 par défaut).
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**>>>** numbers = count(**1**, **2**)

**>>>** next(numbers) 1

**>>>** next(numbers) 3

**>>>** next(numbers) 5

Un autre itérateur infini est repeat, qui répète simplement en boucle le même élément.
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**>>> from itertools import** repeat

**>>>** values = repeat('hello')

**>>>** next(values) 'hello'

**>>>** next(values) 'hello'

On pourra le voir utilisé dans des zip pour simuler une séquence de même longueur qu’une autre.
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**for** i, j **in** zip(seq1, seq2):

**print**(f'{i} + {j} = {i+j}')

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 14 | 8 | + | 5 | = | 13 |
| 15 | 9 | + | 5 | = | 14 |

repeat peut aussi prendre un argument qui indique le nombre de répétitions à effectuer, auquel cas il ne sera plus infini.

|  |  |
| --- | --- |
| 1 | **>>>** list(repeat('hello', **5**)) |
| 2 | ['hello', 'hello', 'hello', 'hello', 'hello'] |

Dans le même genre on trouve enfin cycle pour boucler (indéfiniment) sur un même itérable.
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**>>> from itertools import** cycle

**>>>** values = cycle(['hello', 'world'])

**>>>** next(values) 'hello'

**>>>** next(values) 'world'

**>>>** next(values) 'hello'

C’est aussi un cas d’utilisation pour avoir un itérable que l’on voudrait au moins aussi grand qu’un autre.
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**>>>** additions(range(**10**), cycle([**3**, **5**, **8**]))

0 + 3 = 3

1 + 5 = 6

2 + 8 = 10

3 + 3 = 6

4 + 5 = 9

5 + 8 = 13

6 + 3 = 9

7 + 5 = 12

8 + 8 = 16

9 + 3 = 12

* + - 1. **Fonction iter**

Pour terminer ce chapitre je voudrais vous parler d’iter, une fonction qui renvoie un simple itérateur sur l’itérable donné en argument. Un nouvel itérateur est construit et renvoyé à chaque appel sur l’itérable.
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**>>>** values = [**0**, **1**, **2**, **3**, **4**]

**>>>** iter(values)

<list\_iterator object at 0x7f3074a28850>

**>>>** iter(values)

<list\_iterator object at 0x7f3074a28bb0>
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Ces itérateurs sont semblables à nos objets enumerate, on peut appeler next dessus et récupérer la valeur suivante. Ils sont donc utiles si l’on souhaite parcourir manuellement un itérable à coups de next.
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**>>>** it = iter(values)

**>>>** next(it) 0

**>>>** next(it) 1

**>>>** next(it) 2

Et bien sûr on peut aussi les parcourir avec un for. Attention encore, l’itérateur avance pendant le parcours, et le for continuera donc l’itération à partir d’où il se trouve.
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**... print**(v)

**...**

**>>> for** v **in** it:

4

**... print**(v)

**...**

3

**>>> for** v **in** it:

Les itérateurs étant des itérables, il est possible de les donner à leur tour à iter. La fonction renverra alors simplement le même itérateur.
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**>>>** it

<list\_iterator object at 0x7f3074a21070>

**>>>** iter(it)

<list\_iterator object at 0x7f3074a21070>

On constate bien que les deux valeurs ont la même adresse.

**>>>** log('Une erreur est survenue', 'system', 'error') [error] system: Une erreur est survenue

**>>>** log("Message d'information") [info] Message d'information

**>>>** log('Fonction dépréciée', level='warning')

**...**

**...**

**...**

**...**

**...**

**>>> def log**(message, component=None, level='info'):

# Retour sur les fonctions

## Arguments optionnels

Nous savons déclarer une fonction avec des paramètres simples, et leur associer des arguments lors de l’appel, qu’ils soient positionnels ou nommés.

|  |  |
| --- | --- |
| 1 | **>>> def log**(message, component, level): |
| 2 | **... print**(f'[{level}] {component}: {message}') |
| 3 | **...** |
| 4 | **>>>** log('Une erreur est survenue', 'system', 'error') |
| 5 | [error] system: Une erreur est survenue |
| 6 | **>>>** log('Une erreur est survenue', 'system', level='error') |
| 7 | [error] system: Une erreur est survenue |

Nous obtenons un message d’erreur si nous omettons un des arguments.

**>>>** log('Une erreur est survenue', 'system') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

TypeError: log() missing 1 required positional argument: 'level'
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Pourtant nous avons vu qu’il existait dans la bilbiothèque standard des fonctions avec des arguments optionnels, comment font-elles ? Cela se passe au moment de la définition des paramètres de la fonction, ou une valeur par défaut est donnée à certains paramètres. Les arguments optionnels correspondent simplement aux paramètres ayant une valeur par défaut. Pour définir une valeur par défaut à un paramètre, il suffit d’écrire parametre=valeur plutôt que parametre dans la liste des paramètres de la fonction. Voici ainsi une version plus évoluée de notre fonction log, s’appuyant sur des valeurs par défaut.
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**if** component **is** None:

**print**(f'[{level}] {message}')

**else**:

**print**(f'[{level}] {component}: {message}')

[warning] Fonction dépréciée

12

### Paramètres par défaut mutables

C’est aussi simple que cela… ou presque ! Il y a une chose à laquelle il faut faire attention, comme toujours, ce sont les types mutables.

Eh oui, les valeurs par défaut sont définies une seule fois pour toutes, quand la fonction elle-même est définie. C’est-à-dire que ces valeurs seront partagées entre tous les appels à la fonction.

Pour les valeurs immutables, pas de problème, il n’y a pas de risque d’effets de bord. Mais pour les mutables, faites bien attention à ce que vous faites, on arrive rapidement à des situations problématiques.

|  |  |
| --- | --- |
| 1 | **>>> def get\_monster**(name, attacks=[]): |
| 2 | **... return** {'name': name, 'attacks': attacks} |
| 3 | **...** |
| 4 | **>>>** pythachu = get\_monster('Pythachu') |
| 5 | **>>>** pythachu['attacks'].append('tonnerre') |
| 6 | **>>>** pythachu |
| 7 | {'name': 'Pythachu', 'attacks': ['tonnerre']} |
| 8 | **>>>** pythard = get\_monster('Pythard') |
| 9 | **>>>** pythard |
| 10 | {'name': 'Pythard', 'attacks': ['tonnerre']} |

Et oui, la même liste d’attaque a été utilisée et donc partagée entre nos deux dictionnaires, d’où le bug. C’est pourquoi il est généralement conseillé d’éviter les mutables comme valeurs par défaut de paramètres.

Pour cela, on utilisera une valeur comme None (appellée sentinelle) qui indiquera l’absence de valeur et permettra donc d’instancier un objet (ici une liste) dans le corps de la fonction, évitant le problème de l’instance partagée.

**>>>** pythachu = get\_monster('Pythachu')

**>>>** pythachu['attacks'].append('tonnerre')

**>>>** pythachu

{'name': 'Pythachu', 'attacks': ['tonnerre']}

**>>>** pythard = get\_monster('Pythard')

**>>>** pythard

{'name': 'Pythard', 'attacks': []}

**...**

**...**

**...**

**...**

**>>> def get\_monster**(name, attacks=None):
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**if** attacks **is** None: attacks = []

**return** {'name': name, 'attacks': attacks}

Je dis «généralement» car il y a des cas où c’est le comportement voulu, cela permet de mettre en place facilement un mécanisme de cache1 sur une fonction par exemple.

* + - * 1. Un cache est une mémoire associée à une fonction, pour éviter de réexécuter des calculs coûteux.

|  |  |
| --- | --- |
| 1 | **>>> def compute**(x, cache={}): |
| 2 | **... if** x **in** cache: |
| 3 | **... return** cache[x] |
| 4 | **... print**('Calcul complexe...') |
| 5 | **...** ret = x\*\***3** - x\*\***2** |
| 6 | **...** cache[x] = ret |
| 7 | **... return** ret |
| 8 | **...** |
| 9 | **>>>** compute(**2**) |
| 10 | Calcul complexe... |
| 11 | 4 |
| 12 | **>>>** compute(**3**) |
| 13 | Calcul complexe... |
| 14 | 18 |
| 15 | **>>>** compute(**2**) # Réutilisation du cache |
| 16 | 4 |
| 17 | **>>>** compute(**5**) |
| 18 | Calcul complexe... |
| 19 | 100 |

### Ordre de placement des paramètres

Nous l’avions vu, lors d’un appel de fonction les arguments positionnels doivent toujours être placés avant les arguments nommés. C’est ce qui permet à Python de faire correctement la correspondance entre arguments et paramètres.

**>>>** log(level='warning', 'Avertissement') File "<stdin>", line **1**

SyntaxError: positional argument follows keyword argument
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Une règle similaire existe pour les paramètres : ceux qui prennent une valeur par défaut doivent se placer après les autres. Cela est logique puisqu’ils sont optionnels, et qu’on ne pourrait pas savoir dans le cas contraire à quel paramètre est censé correspondre un argument.

File "<stdin>", line **1**

SyntaxError: non-default argument follows default argument

**pass**

**...**

**...**

**>>> def log**(component=None, level='info', message):

1

2

3

4

5

## Arguments variadiques

Vous pensiez avoir tout vu sur les arguments ? Que nenni ! Certaines fonctions que nous utilisons couramment exploitent encore des fonctionnalités inconnues.

Si je vous demandais par exemple de recoder la fonction print, comment procéderiez-vous ? Pour rappel, la fonction permet de recevoir un nombre variable d’arguments.

|  |  |  |
| --- | --- | --- |
| 1  2  3 | **>>>**  **>>>** | **print**()  **print**(**1**) |
| 4 | 1 |  |
| 5 | **>>>** | **print**(**1**, **2**, **3**) |
| 6 | 1 2 | 3 |

On pourrait essayer de placer plusieurs paramètres optionnels à la suite mais on ne couvrirait jamais tous les cas : si l’on créait une fonction avec 10 paramètres optionnels il ne serait pas possible de l’appeler avec 11 arguments.

Il doit donc y avoir autre chose, une manière de gérer un nombre variable d’arguments : les arguments variadiques ! L’idée derrière ce nom est simplement de récupérer les arguments positionnels sous forme d’une liste (ou plutôt d’un tuple).

Et cela se fait avec une syntaxe plutôt simple en Python, il suffit de placer \*args dans la liste des paramètres de la fonction. On obtiendra ainsi un tuple args contenant ces arguments.

**>>>** print\_args() ()

**>>>** print\_args(**1**) (1,)

**>>>** print\_args(**1**, **2**, **3**)

(1, 2, 3)

**...**

**...**

**>>> def print\_args**(\*args):
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**print**(args)

args est ici un nom complètement arbitraire (mais très couramment utilisé) pour nommer cette liste, et n’importe quel autre nom fonctionnerait tout aussi bien. C’est le \* placé avant qui a pour effet de récupérer les arguments et non le nom donné au paramètre.

Avec \*args, tous les arguments sont ainsi optionnels. Mais il est aussi possible de préciser d’autres paramètres avant \*args, qui ne récupérera alors que le reste des arguments : cela permet alors de conserver des arguments obligatoires.

**>>>** my\_sum(**1**) 1

**>>>** my\_sum(**1**, **2**, **3**, **4**, **5**)

15

**>>>** my\_sum()

Traceback (most recent call last):

**...**

**...**

**...**

**...**

**>>> def my\_sum**(first, \*args):
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**for** n **in** args: first += n

**return** first

**>>>** print\_args() () {}

**>>>** print\_args(**3**, **5**, foo='bar', toto='tata') (3, 5) {'foo': 'bar', 'toto': 'tata'}

**...**

**...**

**>>> def print\_args**(\*args, \*\*kwargs):

File "<stdin>", line **1**, in <module>

TypeError: my\_sum() missing 1 required positional argument: 'first'
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Si vous testez un peu, vous remarquerez que cette syntaxe est valide pour les arguments positionnels mais pas les arguments nommés.

**>>>** print\_args(foo='bar') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

TypeError: print\_args() got an unexpected keyword argument 'foo'
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En effet, comment un tuple d’arguments pourrait représenter nos arguments nommés ? Mais il existe une autre syntaxe pour récupérer les arguments nommés, sous forme d’un dictionnaire cette fois : \*\*kwargs. kwargs pour *keyword arguments* (arguments nommés) car il ne pourra récupérer que les arguments qui sont explicitement nommés. Là encore le nom du paramètre n’est qu’une convention.
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**print**(args, kwargs)

Le paramètre spécial \*\*kwargs ne peut se placer que tout à la fin de la liste des paramètres puisqu’il récupère les arguments qui n’ont pas été attrapés par les paramètres précédents. \*args quant à lui peut se placer à peu près où vous le souhaitez (avant \*\*kwargs) mais souvenez-vous qu’il attrape tous les arguments positionnels, donc les paramètres situés après ne pourront récupérer que des arguments nommés.
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**print**(foo, args, bar, kwargs)

Dans cet exemple, il n’est pas possible de fournir un argument positionnel au paramètre bar. bar est ce qu’on appelle un paramètre *keyword-only* (nommé uniquement).

* + - 1. **Opérateur *splat***

**>>>** print\_args(**1**, **2**, **3**, bar=**4**, baz=**5**)

1 (2, 3) 4 {'baz': 5}

**...**

**...**

**>>> def print\_args**(foo, \*args, bar, \*\*kwargs):

L’opérateur \* utilisé dans la liste des paramètres est appelé *splat*, et ce n’est pas sa seule utilisation.

Il permet en effet aussi de réaliser l’opération inverse, celle de transmettre à une fonction les éléments d’une liste (ou autre itérable) comme arguments positionnels différents.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | **def addition**(a, b): |
| 2 | **...** | **return** a + b |
| 3 | **...** |  |
| 4 | **>>>** | addition(\*[**1**, **2**]) |
| 5 | 3 |  |
| 6 | **>>>** | args = [**1**, **2**] |
| 7 | **>>>** | addition(\*args) |
| 8 | 3 |  |

addition(\*[1, 2]) est ainsi strictement équivalent à addition(1, 2).

Et on voit que le *splat* du côté de l’appel n’est pas lié au *splat* dans la définition des paramètres puisque notre fonction n’accepte pas d’arguments variadiques ici. Mais les deux sont bien sûr compatibles.

|  |  |
| --- | --- |
| 1 | **>>>** print\_args(\*[**1**, **2**, **3**]) |
| 2 | (1, 2, 3) {} |

Contrairement aux paramètres, rien ne nous empêche ici d’utiliser plusieurs *splats* pour envoyer des arguments de plusieurs listes, ni d’utiliser des arguments «normaux» en plus de nos listes.
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**>>>** print\_args(**1**, **2**, \*[**3**, **4**, **5**], **6**)

(1, 2, 3, 4, 5, 6) {}

**>>>** print\_args(\*[**1**, **2**, **3**], **4**, \*[**5**, **6**])

(1, 2, 3, 4, 5, 6) {}

De manière équivalente, \*\* est l’opérateur *double-splat* et peut s’utiliser lors d’un appel pour transmettre le contenu d’un dictionnaire comme arguments nommés. Il est alors nécessaire que les clés du dictionnaire soient des chaînes de caractères (un nom de paramètre ne peut pas être autre chose qu’une chaîne).

|  |  |
| --- | --- |
| 1 | **>>>** print\_args(\*\*{'foo': **0**, 'bar': 'baz'}) |
| 2 | () {'foo': 0, 'bar': 'baz'} |

## Documentation et annotations

Je vous ai présenté plus tôt la fonction help qui permet d’obtenir des informations sur un module ou une fonction. Mais pour avoir accès à ces informations il faut que celles-ci aient été renseignées, que les fonctions aient été documentées.

C’est le cas dans la bibliothèque standard et c’est pourquoi nous obtenons des pages d’aide si complètes. Mais qu’en est-il de nos propres fonctions ?

Prenons cette fonction operation capable d’appliquer différentes opérations arithmétiques à deux valeurs.

**def operation**(op, a, b):

**if** op == '+':

**return** a + b

**elif** op == '-':

**return** a - b

**elif** op == '\*':

**return** a \* b

**elif** op == '/':

**return** a / b **print**('error') **return** -**1**

1

2

3

4

5

6

7

8

9

10

11

La gestion d’erreurs est nulle mais ce n’est pas le sujet ici, nous y reviendrons plus tard. ![](data:image/png;base64,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) Voyons pour le moment à quoi ressemble la page d’aide de notre fonction.

|  |  |
| --- | --- |
| 1 | **>>>** help(operation) |
| 2  3  4 | Help on function operation in module main :  operation(op, a, b) |

C’est… succinct. D’un côté, on n’a rien renseigné d’autre à notre fonction, et il serait difficile à Python de nous donner plus d’informations.

### Docstring

Une première étape vers la documentation est de rédiger une *docstring* dans notre fonction. Une *docstring* c’est simplement une chaîne de caractères placée au début de notre fonction, sans assignation ni rien.

**def operation**(op, a, b):

"Renvoie le résultat de l'opération a (op) b"

...
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Dans le déroulement de notre fonction ça ne change rien puisqu’une telle chaîne de caractères n’a aucun effet. Mais Python la détecte et la rend accessible comme documentation de notre fonction.

**>>>** help(operation)

Help on function operation in module main :

operation(op, a, b)

Renvoie le résultat de l'opération a (op) b
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Mais la documentation ne se résume généralement pas en une ligne. Aussi, on trouvera souvent une chaîne multi-lignes délimitée par des triple-guillemets pour documenter notre fonction.

|  |  |
| --- | --- |
| 1 | **def operation**(op, a, b): |
| 2 | """ |
| 3  4  5 | Renvoie le résultat de l'opération a (op) b  Avec op l'un des opérateurs suivants : |
| 6 | +: addition |
| 7 | -: soustraction |
| 8 | \*: multiplication |
| 9 | /: division |
| 10 | """ |
| 11 | ... |

Ne vous inquiétez pas pour les retours à la ligne introduits au début et à la fin de la chaîne, ils disparaissent dans la documentation.

**>>>** help(operation)

Help on function operation in module main :

operation(op, a, b)

Renvoie le résultat de l'opération a (op) b

Avec op l'un des opérateurs suivants :

+: addition

-: soustraction

\*: multiplication

/: division
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### Comment documenter ?

Dans notre documentation, on ne va pas définir en détails ce que fait notre fonction, expli- quer toutes les conditions qui y sont faites, ça n’aurait pas trop d’intérêt. Non, le but d’une documentation est de décrire l’usage : comment utiliser notre fonction et à quoi s’attendre en retour.

Si notre fonction a des comportements particuliers (erreurs qu’elle gère ou pas, astuces d’optimi- sation, etc.), il est bon aussi de les indiquer dans la documentation.

Pour notre fonction operation, la documentation devrait indiquer que notre fonction réalise des opérations arithmétiques de 4 types (addition, soustraction, multiplication et division flottante) et renvoie le résultat de l’opération, l’opération à effectuer et les deux opérandes étant récupérés depuis les paramètres.

Il serait ajouté que la fonction affiche un message d’erreur en cas d’opération inconnue (en renvoyant -1), et qu’elle ne traite pas l’erreur de division par zéro.

### Annotations de types

La *docstring* n’est pas l’unique manière de documenter une fonction, d’autres informations peuvent être apportées par les annotations de types. Comme leur nom l’indique, ces annotations servent à décrire les types des paramètres de la fonction.
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***i***

Les annotations sont parfaitement facultatives, elles sont utiles à la documentation et pour des outils d’analyse statique (tel que mypy présenté [en annexe](https://zestedesavoir.com/tutoriels/2514/un-zeste-de-python/10-annexes/5-outils/#2-2-mypy) ).

Elles existent et vous pouvez donc en rencontrer dans un code, c’est pourquoi je vous les présente, mais ne vous sentez pas obligé de les utiliser si vous n’en ressentez pas le besoin.

Notre fonction peut s’annoter simplement : le premier paramètre est une chaîne de caractère, et les deux suivants sont des nombres, que l’on va pour le moment considérer comme des int. Pour annoter un paramètre, on le fait suivre d’un : et du type que l’on veut préciser.

help.

**def operation**(op: str, a: int, b: int):

...
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Ces informations sont ajoutées à la signature de la fonction dans la documentation fournie par
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**>>>** help(operation)

Help on function operation in module main :

operation(op: str, a: int, b: int)

**...**

Il est aussi possible de préciser une annotation sur la fonction en elle-même pour indiquer le type de la valeur de retour. Pour cela, on utilise un -> derrière la liste des paramètres, suivi du type de retour.

**def operation**(op: str, a: int, b: int) -> int:

...
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**!**

Les annotations ne changent rien lors de l’exécution du programme, elles sont là à titre indicatif, la fonction peut être appelée avec d’autres types que ceux précisés sans que cela ne provoque d’erreur.

On le constate d’ailleurs si l’on appelle notre fonction avec des nombres flottants.

|  |  |
| --- | --- |
| 1 | **>>>** operation('+', **1.2**, **3.4**) |
| 2 | 4.6 |

* + - 1. **Module typing**

Cela nous pose tout de même un problème : notre fonction est documentée pour être utilisée avec des int, mais on aimerait pouvoir l’appeler avec des float. On pourrait la documenter avec des float mais se poserait alors le problème inverse.

Heureusement, il existe un module Python pour travailler et modeler ces annotations de types,

le module typing. Celui-ci contient des outils qui vont nous être utiles pour préciser des cas plus complexes d’utilisation des types, comme ici avec le choix entre deux types.

Pour ce problème il existe donc typing.Union, un objet particulier qui comme son nom l’indique permet de créer des unions (au sens mathématique) de types. Il s’utilise à l’aide de crochets à l’intérieur desquels sont précisés les types autorisés.

Dans notre cas on aurait typing.Union[int, float].

Cet objet définit une forme spéciale de typage, et s’utilise donc directement en tant qu’annotation. Un paramètre annoté ainsi sera considéré comme pouvant être de n’importe lequel des types précisés.

**import typing**

**def operation**(op: str, a: typing.Union[int, float], b: typing.Union[int, float]) -> typing.Union[int, float]:

...
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Ce type n’a pas pour but d’être instancié, et vous obtiendrez d’ailleurs une erreur si vous essayez de le faire. Il n’est utile que pour renseigner des annotations.

On notera qu’il est possible de créer un alias à notre type particulier, de façon à le renseigner plus facilement, tout simplement en l’assignant à une variable.

Number = typing.Union[int, float]

**def operation**(op: str, a: Number, b: Number) -> Number:

...
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***i***

En l’occurrence dans un cas comme celui-ci on utiliserait plutôt le type Number du module numbers présenté dans la partie suivante. Il est plus générique que notre solution avec typing.Union puisqu’il autorise aussi les complexes et d’autres types encore.

D’autres problèmes peuvent se poser lorsque l’on cherche à documenter les types d’une fonction. Par exemple prenons la fonction my\_sum suivante, équivalente à la fonction sum de la bibliothèque standard, pour calculer une somme de nombres.
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**def my\_sum**(values, start=**0**):

"Calcule et renvoie les somme des éléments de `values`"

**for** value **in** values: start += value

**return** start

Comment l’annoter de façon à préciser que l’on attend une liste de nombres comme premier argument ? On ne peut pas simplement utiliser list qui serait bien trop générique, autorisant des éléments d’autres types et mêmes des listes disparates (composées d’éléments de types différents).

typing vient à la rescousse en proposant un typing.List que l’on spécialise avec le type

voulu, ici le type spécial Number défini plus haut.

**def my\_sum**(values: typing.List[Number], start : typing.Number = **0**)

-> typing.Number:

...

1

2

On pourrait aussi utiliser typing.Iterable[Number] qui aurait l’intérêt d’autoriser tout type d’itérable (tuple, range, etc.) et non uniquement les listes.

***i***

Depuis Python 3.9, le type list est directement spécialisable comme annotation de type, rendant typing.List obsolète. On peut ainsi simplement utiliser list[int] pour indiquer une liste de nombres entiers.

C’est le cas aussi pour les autres conteneurs de la bibliothèque standard tels tuple et

dict.

Encore une fois, ces types particuliers n’ont pas pour but d’être instanciés et n’apporteraient aucune garantie sur leurs objets. Ils ne sont utiles qu’à des fins d’annotations.

Le module typing comprend de nombreuses choses, certaines dépassant le cadre de ce cours, et je ne vais donc pas m’appesentir sur sa présentation. Pour terminer, sachez simplement qu’il existe un type spécial typing.Any, pour préciser qu’un paramètre peut accepter une valeur de n’importe quel type.

**def print**(value: typing.Any):

...
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## Décorateurs

Les décorateurs sont faits pour décorer. Enfin pas exactement, il faut comprendre le terme comme «envelopper». Un décorateur, c’est un objet que l’on va appliquer à une fonction pour en changer le comportement.

Le décorateur est indépendant et extérieur à la fonction, il se contente de l’envelopper.

Lors des appels à notre fonction, c’est le décorateur qui prendra le pas et choisira les opérations à effectuer. Il pourra choisir d’appeler notre fonction ou non, d’exécuter des opérations avant ou après, etc.
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Par exemple, plus tôt dans ce chapitre nous avons vu un mécanisme de cache (mémoïsation) appliqué à une fonction, à l’aide de la valeur par défaut d’un paramètre. Ce mécanisme aurait pu être implémenté à l’aide d’un décorateur, celui-ci décidant si l’appel à la fonction est nécessaire ou non, en fonction de ce qu’il a dans son cache, puis il se chargerait d’y enregistrer les résultats reçus.

La syntaxe pour appliquer un décorateur à une fonction est très simple, il suffit de précéder la définition de notre fonction par une ligne composée d’un @ et du nom du décorateur.

**@decorator**

**def function**(a, b):

...
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En pratique, on notera que ce code est équivalent au suivant, l’application à l’aide de l’@ n’étant que du sucre syntaxique apporté par Python.

**def function**(a, b):

...

function = decorator(function)
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Le mécanisme de cache dont je parlais est fourni par le décorateur lru\_cache du module functools. Appliqué à une fonction, il permettra donc de garder en mémoire les résultats de la fonction et éviter de réexécuter des calculs coûteux.
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**from functools import** lru\_cache

**@lru\_cache**

**def addition**(a, b):

**print**(f'Calcul de {a} + {b}...')

**return** a + b

On le voit à l’utilisation, la fonction n’est appelée que si son résultat n’est pas déjà connu.
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**>>>** addition(**3**, **5**)

Calcul de 3 + 5...

8

**>>>** addition(**1**, **2**)

Calcul de 1 + 2...

3

**>>>** addition(**3**, **5**)

8

Un tel mécanisme par décorateur a l’intérêt de ne rien changer au code de la fonction, qui reste le même que si le décorateur n’était pas là.

### Décorateur paramétré

Mais que signifie ce *lru* dans lru\_cache ? Il s’agit du sigle *Least Recently Used* (*Utilisés le Plus Récemment* en français) explicitant le comportement du cache.

En effet, votre ordinateur a une mémoire limitée et le cache cherche donc à minimiser son empreinte. Pour cela, il ne conservera pas tous les résultats en mémoire mais seulement ceux qu’il juge prioritaires. C’est là qu’intervient le mécanisme *LRU* qui signifie simplement que les résultats prioritaires sont ceux utilisés le plus récemment.

Cela signifie aussi que les résultats les plus anciens finiront par disparaître du cache lorsque

celui-ci aura été rempli par d’autres valeurs.

La taille maximale par défaut du cache est de 128 résultats, mais il est possible d’en changer en paramétrant le décorateur.

Comme une fonction, un décorateur peut-être suivi de parenthèses contenant des arguments pour le paramétrer et donc influer sur son comportement.

**@decorator**('foo', **5**) **def function**(a, b):

...
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Ici, la taille du cache est un paramètre du décorateur. Nous allons d’ailleurs voir le mécanisme

*LRU* en action en réduisant la taille allouée à ce cache, disons à 3.

**@lru\_cache**(**3**)

**def addition**(a, b):

**print**(f'Calcul de {a} + {b}...')

**return** a + b
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Et maintenant, regardez bien ce qu’il se passe quand la taille maximale est atteinte.

|  |  |
| --- | --- |
| 1 | **>>>** addition(**3**, **5**) |
| 2 | Calcul de 3 + 5... |
| 3 | 8 |
| 4 | **>>>** addition(**1**, **2**) |
| 5 | Calcul de 1 + 2... |
| 6 | 3 |
| 7 | **>>>** addition(**4**, **7**) |
| 8 | Calcul de 4 + 7... |
| 9 | 11 |
| 10 | **>>>** addition(**3**, **5**) # la valeur est toujours en cache |
| 11 | 8 |
| 12 | **>>>** addition(**9**, **6**) |
| 13 | Calcul de 9 + 6... |
| 14 | 15 |
| 15 | **>>>** addition(**1**, **2**) # la valeur est sortie du cache |
| 16 | Calcul de 1 + 2... |
| 17 | 3 |

Notre cache est limité à 3 résultats, pour enregistrer 9 + 6 il doit donc faire de la place. Le résultat le plus anciennement utilisé, ici 1 + 2, est donc supprimé.

Attention, je dis bien plus anciennement utilisé et non calculé. Car le résultat le plus anciennement calculé est 3 + 5, mais on l’a redemandé par la suite à la fonction, signifiant au cache qu’il était à nouveau utilisé. Le résultat supprimé est celui auquel on a accédé le moins récemment.

Il est aussi parfaitement possible de se passer de ce mécanisme *LRU* et donc de conserver tous les résultats sans limite de taille (autre que celle de l’ordinateur), en spécifiant None comme taille maximale au décorateur.

**@lru\_cache**(None) **def addition**(a, b):

**print**(f'Calcul de {a} + {b}...')

**return** a + b
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|  |  |
| --- | --- |
| 1  2  3 | **from functools import** cache  **@cache** |
| 4 | **def addition**(a, b): |
| 5 | **print**(f'Calcul de {a} + {b}...') |
| 6 | **return** a + b |

## Fonctions lambdas

***i***

On notera que depuis Python 3.9 il existe aussi le décorateur cache dans le module

functools remplissant le rôle de cache illimité (lru\_cache(None)).

Les conditions peuvent être des expressions, les boucles (for) peuvent être des expressions, les définitions de fonction peuvent aussi être des expressions.

Je dis bien les définitions car les fonctions en elles-mêmes, nous l’avons vu précédemment, sont déjà des valeurs et donc des expressions à part entière.

**>>>** add\_one

<function add\_one at 0x7f662ecf61f0>

**>>>** x = add\_one

**>>>** x(**5**) 6

**...**

**...**

**>>> def add\_one**(n):
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**return** n + **1**

Leur définition, c’est le bloc def qui définit leur nom, leurs paramètres et leur code ; lui ne peut pas être assigné à une variable ou passé en argument.

La solution se trouve du côté des fonctions lambdas (ou «fonctions anonymes») introduites par le mot-clé lambda. Ce mot-clé, suivi d’un : et d’une expression permet de définir une fonction sans nom, l’expression étant le code de la fonction.

Une fonction lambda ne peut alors être composée que d’une unique expression.

|  |  |
| --- | --- |
| 1 | **>>> lambda**: **42** |
| 2 | <function <lambda> at 0x7f616ffe93a0> |

Il s’agit d’une fonction à part entière, et si nous l’appelons nous obtenons bien 42 comme

réponse.

|  |  |
| --- | --- |
| 1 | **>>>** (**lambda**: **42**)() |
| 2 | 42 |

***i***

Les parenthèses autour de la lambda sont nécessaires pour la gestion des priorités, lambda: 42() serait compris comme lambda: (42()) et n’aurait pas de sens.

La lambda est une expression et peut donc être assignée à une variable.
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**>>>** get\_42 = **lambda**: **42**

**>>>** get\_42

<function <lambda> at 0x7f616ffe9430>

**>>>** get\_42() 42

Tout comme les fonctions, les lambdas peuvent recevoir des paramètres en tous genres, il suffit pour cela de préciser la liste des paramètres avant le signe :.
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**>>>** addition = **lambda** a, b: a + b

**>>>** addition(**3**, **5**)

8

Mais l’intérêt principal des fonctions comme expressions réside dans le fait de pouvoir être passées comme arguments à d’autres fonctions. Souvenez-vous par exemple de la fonction sorted et de son paramètre key recevant une fonction.

Avec une lambda, il n’est pas nécessaire de définir une fonction au préalable : on peut directement passer l’expression de tri sous forme de lambda à la fonction.

Voici par exemple un tri de mots ne tenant pas compte de la casse (différence entre lettres minuscules et capitales), en s’appuyant sur la conversion en minuscules des chaînes.
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**>>>** words = ['poire', 'Ananas', 'banane', 'abricot', 'FRAISE']

**>>>** sorted(words, key=**lambda** w: w.lower()) ['abricot', 'Ananas', 'banane', 'FRAISE', 'poire']

## Fonctions récursives

Deux grands modèles s’opposent en informatique lorsqu’il est question de répéter des tâches : le modèle itératif et le modèle récursif.

Le modèle itératif, nous le connaissons, c’est celui des boucles. On place notre tâche dans une boucle et celle-ci sera donc répétée un certain nombre de fois.

Le modèle récursif est assez différent dans sa conception, il repose sur des fonctions. L’idée étant que la fonction s’appelle elle-même, provoquant ainsi une répétition, on parle alors de fonction

récursive.

En mode itératif, marcher c’est mettre un pied devant l’autre et recommencer. En mode récursif, marcher c’est mettre un pied devant l’autre et marcher.
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C’est un concept issu des mathématiques qui se définit assez bien et intuitivement, nous l’appliquons même généralement sans le savoir.

Prenons par exemple la somme d’une liste de *N* nombres : de quoi s’agit-il ? Simplement de l’addition entre le premier nombre de la liste et la somme des *N-1* autres nombres.

Par exemple sum([1, 2, 3, 4, 5]) est égal à 1 + sum([2, 3, 4, 5]), sum([2, 3, 4, 5]) à

2 + sum([3, 4, 5]) et ainsi de suite.

Nous venons de définir la somme de manière récursive. On a réduit une opération complexe (la somme de *N* nombres) à une succession d’opérations plus simples (une addition entre deux nombres) et un procédé récursif (exécuter à nouveau la procédure sur un ensemble restreint).

En Python, cela donnerait le code suivant.

**def my\_sum**(numbers):

**return** numbers[**0**] + my\_sum(numbers[**1**:])
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Mais on remarque tout de suite un problème, on ne sait pas quand ça va s’arrêter. Cette fonction va-t-elle même s’arrêter ? En l’occurrence oui, mais en provoquant une erreur.
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**>>>** my\_sum([**1**, **2**, **3**, **4**, **5**])

Traceback (most recent call last): File "<stdin>", line **1**, in <module> File "<stdin>", line **2**, in my\_sum File "<stdin>", line **2**, in my\_sum File "<stdin>", line **2**, in my\_sum

[Previous line repeated 3 more times] IndexError: list index out of range

En effet, nos appels récursifs finissent par appeler my\_sum([]) qui échoue car n’a pas de premier élément (numbers[0]).

Le soucis c’est que c’est à nous de gérer explicitement la condition de fin et que nous ne l’avons pas fait. Ici la condition de fin est facilement identifiable, la somme des nombres d’une liste vide est toujours nulle. On devrait donc, dans le cas où l’on rencontre une liste vide, renvoyer directement zéro.

Nous pouvons ajouter cette condition à notre fonction récursive et constater que le comportement est alors bon.
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**... if not** numbers:

**... return 0**

**... return** numbers[**0**] + my\_sum(numbers[**1**:])

**...**

**>>> def my\_sum**(numbers):

|  |  |
| --- | --- |
| 6 | **>>>** my\_sum([**1**, **2**, **3**, **4**, **5**]) |
| 7 | 15 |

Mais il y a des cas où la condition de fin est moins évidente à trouver, cela pouvant mener à une récursion infinie.

### Récursion infinie

Notre premier cas ne possédait pas de condition de fin mais s’est arrêté en raison d’une

IndexError. Que ce serat-il passé sans cette erreur ?

On peut prendre un cas assez similaire qui est de calculer la taille d’une chaîne de caractères. Récursivement, la taille d’une chaîne se conçoit comme l’addition entre deux tailles de sous- chaînes, par exemple entre la taille du premier caractère (1) et la taille du reste.

On a len('abcdef') égal à 1 + len('bcdef').

**def my\_len**(s):

**return 1** + my\_len(s[**1**:])
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Là encore, nous avons oublié de prévoir la condition de fin (renvoyer 0 sur une chaîne vide), et patatra !
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**>>>** my\_len('abcdef')

Traceback (most recent call last): File "<stdin>", line **1**, in <module> File "<stdin>", line **2**, in my\_len File "<stdin>", line **2**, in my\_len File "<stdin>", line **2**, in my\_len

[Previous line repeated 996 more times] RecursionError: maximum recursion depth exceeded

Cette fois ce n’est pas une erreur dans notre code qui nous arrête, mais une erreur de Python lui-même qui nous indique que nous avons dépassé le nombre maximum de récursions. Nous sommes entrés dans une récursion infinie.

En fait, chaque appel récursif occupe un peu de mémoire dans notre programme, pour stocker le contexte de la fonction (les arguments qui lui sont passés par exemple). Quand nous empilons les appels récursifs, la mémoire utilisée croît, jusqu’à atteindre une limite. En Python c’est l’interpréteur qui fixe arbitrairement une limite de 1000 appels.

***i***

Certains langages (les langages fonctionnels notamment) mettent en œuvre des optimisa- tions pour supprimer cette limite, mais ce n’est pas le cas de Python qui est assez peu porté sur le modèle récursif.

### Récursions croisées

La récursivité ne se limite pas à une fonction seule, il est aussi possible de croiser des fonctions qui s’appelleraient les unes les autres.

Par exemple, comment déterminer si un nombre n est impair ? En regardant si n-1 est pair ! Et pour savoir si n-1 est pair on teste si n-2 est impair. On répète cela jusqu’à zéro que l’on sait pair (et donc non impair).

En Python, cela nous donnerait les deux fonctions suivantes.
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**def odd**(n): # impair

**if** n == **0**:

**return** False

**return** even(n - **1**)

**def even**(n): # pair

**if** n == **0**:

**return** True

**return** odd(n - **1**)

Qui se comportent bien comme on veut pour calculer la parité des nombres.
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**>>>** odd(**5**) True

**>>>** even(**5**) False

**>>>** odd(**4**) False

**>>>** even(**4**) True

Bien sûr je ne présente ces fonctions qu’à titre d’exemple. Les fonctions récursives étant déjà assez rares en Python pour les raisons expliquées plus haut, les récursions croisées le sont encore plus.

Et l’exemple présenté ci-dessus est particulièrement inefficace (on peut directement tester la parité d’un nombre avec n % 2).

Aussi, préférez dans la mesure du possible opter pour des solutions itératives.

# Retour sur les variables

## Expressions d’assignation

On a vu que pas mal d’instructions que l’on utilisait pouvaient être remplacées par des expressions. Qu’en est-il des assignations de variables ?

Il existe aussi des expressions d’assignation, apportées par la version 3.8 de Python, ce qui est assez récent. Elles découlent d’un besoin de pouvoir assigner des variables à des endroits où ce n’était pas possible avant, comme dans des conditions de if.

Imaginons par exemple que nous souhaitions tester successivement plusieurs paramètres pour définir une valeur. Disons que nous ayons une configuration où plusieurs paramètres pourraient servir à définir une même valeur dans des conditions différentes (définir depuis un chemin de fichier, définir depuis une URL, etc.) et que par commodité nous souhaitions nettoyer les paramètres en supprimant les espaces de début et de fin.

Avec des assignations simples, il nous faut imbriquer plusieurs conditions les unes dans les autres.

|  |  |
| --- | --- |
| 1 | **>>>** config = {'path': ' ', 'text': 'toto'} |
| 2 | **>>>** url = config.get('url', '').strip() |
| 3 | **>>> if** url: |
| 4 | **...** uri = url |
| 5 | **... else**: |
| 6 | **...** path = config.get('path', '').strip() |
| 7 | **... if** path: |
| 8 | **...** uri = f'file://{path}' |
| 9 | **... else**: |
| 10 | **...** text = config.get('text', '').strip() |
| 11 | **... if** text: |
| 12 | **...** uri = f'data:text/plain;charset=utf-8,{text}' |
| 13 | **... else**: |
| 14 | **...** uri = None |
| 15 | **...** |
| 16 | **>>>** uri |
| 17 | 'data:text/plain;charset=utf-8,toto' |

Les expressions d’assignation permettent de simplifier cela. Elles sont introduites avec l’opérateur

:= aussi appelé opérateur «walrus» (pour sa ressemblance avec un morse si on penche la tête vers la gauche).

a := foo devient alors une expression assignant la valeur foo à la variable a. Pour reprendre l’exemple précédent, on pourrait alors le réécrire comme suit :

|  |  |
| --- | --- |
| 1 | **>>>** config = {'path': ' ', 'text': 'toto'} |
| 2 | **>>> if** url := config.get('url', '').strip(): |
| 3 | **...** uri = url |
| 4 | **... elif** path := config.get('path', '').strip(): |
| 5 | **...** uri = f'file://{path}' |
| 6 | **... elif** text := config.get('text', '').strip(): |
| 7 | **...** uri = f'data:text/plain;charset=utf-8,{text}' |
| 8 | **... else**: |
| 9 | **...** uri = None |
| 10 | **...** |
| 11 | **>>>** uri |
| 12 | 'data:text/plain;charset=utf-8,toto' |

Dans cet exemple, url := config.get('url', '').strip() assigne la variable url puis la teste pour savoir si on entre dans le bloc conditionnel ou non.

L’opérateur := est l’un des moins prioritaires de Python, ainsi il sera souvent nécessaire de placer l’expression entre paranthèses pour la prioriser.
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**... print**(x)

**...**
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**>>> if** (x := round(**3.5**)) > **0**:

Là où sans parenthèses, la condition aurait été évaluée comme x := (round(3.5) > 0) donc x

aurait été un booléen.
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**... print**(x)

**...**

True

**>>> if** x := round(**3.5**) > **0**:

***i***

Il est cependant à noter que := est prioritaire par rapport à la virgule. Ainsi, x := 1, 2

équivaut à (x := 1), 2 et non à x := (1, 2).

Enfin, pour éviter toute confusion avec l’opérateur =, les expressions d’assignation ne sont pas autorisées là où les instructions sont autorisées. Il n’est ainsi pas possible d’écrire foo := 'bar' directement dans l’interpréteur Python.
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**>>>** foo := 'bar'

File "<stdin>", line **1**

foo := 'bar'

^ SyntaxError: invalid syntax

Mais on peut placer l’expression entre parenthèses pour lever la confusion et la rendre valide.

|  |  |
| --- | --- |
| 1 | **>>>** (foo := 'bar') |
| 2 | 'bar' |
| 3 | **>>>** foo |
| 4 | 'bar' |

On remarque d’ailleurs bien dans cet exemple que l’assignation est une expression, puisque la ligne (foo := 'bar') a été évaluée comme valant 'bar'.

## Annotations de types

Tout comme il est possible de typer les paramètres de fonction à l’aide d’annotations, de telles annotations sont disponibles aussi pour typer nos variables. Là encore les annotations n’ont qu’un rôle purement indicatif (pour de la documentation) ou peuvent être analysées par des outils externes comme mypy.

Pour annoter une variable avec un type, on place simplement un signe : suivi du type avant le signe = de l’assignation.

**>>>** foo: str = 'bar'

1

Il est aussi possible d’annoter une variable sans la définir, en faisant juste suivre un nom de variable d’une annotation, sans assignation.

**>>>** number: int

1

**!**

Attention, dans ce cas la variable est annotée mais n’a pas de valeur. number reste une variable indéfinie.
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**>>>** number

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

NameError: name 'number' is not defined

On peut alors la définir plus tard, sans avoir besoin de repréciser l’annotation de type qui sera conservée pour la variable.
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**>>>** number = **42**

**>>>** number 42

## Scopes

Je vais être assez bref sur ce sujet car je ne souhaite pas vous inonder d’informations compliquées, mais je pense qu’il est temps de parler un peu des scopes.

On a vu plus tôt que les fonctions définissaient un espace de noms (un **scope**) : les variable définies dans une fonction n’existent pas à l’extérieur. L’inverse n’est pas vrai, les mécanismes de Python permettent d’accéder depuis une fonction à une variable définie à l’extérieur.

|  |  |
| --- | --- |
| 1 | **>>>** x = **5** |
| 2 | >>> |
| 3 | **>>> def get\_x**(): |
| 4 | **... print**('x vaut', x) |
| 5 | **...** |
| 6 | **>>>** get\_x() |
| 7 | x vaut 5 |

On a vu aussi qu’il était possible depuis une fonction de définir une variable locale du même nom qu’une variable extérieur, sans que cela ne provoque d’erreur ou d’interférence.

|  |  |
| --- | --- |
| 1 | **>>> def set\_x**(): |
| 2 | **...** x = **12** |
| 3 | **... print**('x vaut', x) |
| 4 | **...** |
| 5 | **>>>** set\_x() |
| 6 | x vaut 12 |
| 7 | **>>>** x |
| 8 | 5 |

On a vu enfin que cela pouvait poser problème si l’on tente d’accéder à une variable extérieure avant de la redéfinir, Python croyant avoir affaire à une variable locale qui n’a pas encore été définie.

**>>>** set\_x()

Traceback (most recent call last): File "<stdin>", line **1**, in <module> File "<stdin>", line **2**, in set\_x

UnboundLocalError: local variable 'x' referenced before assignment

**print**('x vaut', x) x = **12**

**...**

**...**

**...**

**>>> def set\_x**():
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Ces points mènent à une question : est-il possible de redéfinir une variable extérieure depuis une fonction Python ? La réponse est oui, mais à l’aide de mots-clés spécifiques.

### Variables globales

Dans notre exemple, x est appelée une variable globale, car elle est définie à la racine (au plus haut espace de noms) du module courant, et est donc accessible dans tout le module. Pour redéfinir une variable globale depuis une fonction du module, il nous faut la déclarer au sein de la fonction. La déclarer c’est indiquer à Python que la variable existe quelque part et lui permettre de la retrouver, afin de la distinguer d’une variable locale.

Ici, on va utiliser le mot-clé global pour indiquer que la variable existe dans le scope global du module. Après, il nous sera possible de l’utiliser comme une variable locale, et donc même de la redéfinir.
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**>>>** set\_x() x vaut 12

**>>>** x 12

**...**

**...**

**...**

**...**

**>>>** x

**>>> def set\_x**():
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**global** x x = **12**

**print**('x vaut', **12**)

Bien sûr, l’instruction global x doit être exécutée dans la fonction avant toute utilisation de la variable x.

global peut aussi être utilisé avec une variable n’existant pas encore dans le scope global. Mais cela signifie à Python que c’est dans ce scope qu’il faudra la définir.

**>>>** set\_y()

**>>>** y 17

**...**

**...**

**...**

**>>> def set\_y**():
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**global** y y = **17**

**!**

L’utilisation de global induit naturellement des effets de bord et rend le flux d’exécution du programme plus difficile à suivre. Dans la mesure du possible, évitez donc de l’utiliser à moins d’être sûrs de ce que vous faites.

On notera aussi que le mot-clé global n’est utile que pour redéfinir une variable globale, il n’est pas nécessaire pour y accéder ni même pour la modifier.
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**>>>** items = []

>>>

**>>> def add\_item**(value):

|  |  |  |
| --- | --- | --- |
| 4 | **...** | items.append(value) |
| 5 | **...** | **print**(items) |
| 6 | **...** |  |
| 7 | **>>>** | add\_item(**3**) |
| 8 | [3] |  |
| 9 | **>>>** | add\_item(**5**) |
| 10 | [3, | 5] |
| 11 | **>>>** | add\_item(**8**) |
| 12 | [3, | 5, 8] |

Il faut bien sûr pour cela que la valeur en question soit modifiable (comme une liste dans l’exemple ci-dessus), ça ne pourrait pas fonctionner avec un nombre ou une chaîne de caractères par exemple.

Mais il reste dans ces cas-là possible de passer par un conteneur intermédiaire modifiable tel qu’un dictionnaire.

|  |  |
| --- | --- |
| 1 | **>>>** values = {'number': **12**, 'string': 'salut'} |
| 2 | >>> |
| 3 | **>>> def reset**(number, string): |
| 4 | **...** values['number'] = number |
| 5 | **...** values['string'] = string |
| 6 | **...** |
| 7 | **>>>** reset(-**8**, 'pouet') |
| 8 | **>>>** values |
| 9 | {'number': -8, 'string': 'pouet'} |

### Fonctions imbriquées

En Python les fonctions sont des valeurs de premier ordre, c’est-à-dire des valeurs à part entière comme le sont les nombres ou les chaînes de caractères. Il est donc possible de les manipuler, de les mettre dans des variables, d’utiliser ces variables comme des fonctions etc.

|  |  |
| --- | --- |
| 1 | **>>>** func = **print** |
| 2 | **>>>** func('toto') |
| 3 | toto |

Et donc naturellement, il est aussi possible de renvoyer des fonctions depuis des fonctions.

|  |  |
| --- | --- |
| 1 | **>>> def get\_print**(): |
| 2 | **... return print** |
| 3 | **...** |
| 4 | **>>>** p = get\_print() |
| 5 | **>>>** p('toto') |
| 6 | toto |
| 7 | **>>>** get\_print()('tata') |
| 8 | tata |

Mais mieux encore, il est possible de définir des fonctions au sein d’autres fonctions. Ces fonctions seront comme toutes les variables locales, perdues si elles ne sont pas renvoyées par la fonction mère.

|  |  |
| --- | --- |
| 1 | **>>> def get\_print**(): |
| 2 | **... def special\_print**(\*args): |
| 3 | **... print**(':', \*args) |
| 4 | **... return** special\_print |
| 5 | **...** |
| 6 | **>>>** p = get\_print() |
| 7 | **>>>** p('toto') |
| 8 | : toto |

### Variables non-locales

Le sujet des scopes ne se résume donc pas aux variables locales et globales : avec les fonctions imbriquées, les scopes s’imbriquent eux aussi. Il existe alors des variables intermédiaires qui ne sont ni locales (appartenant au scope le plus bas) ni globales (scope le plus haut), que l’on appelle variables non-locales.

**def add\_by**(a): **def inner**(b):

**return** a + b

**return** inner
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Cet exemple permet de générer des fonctions pour additionner par un nombre en particulier.

|  |  |
| --- | --- |
| 1 | **>>>** add\_by\_3 = add\_by(**3**) |
| 2 | **>>>** add\_by\_3(**5**) |
| 3 | 8 |
| 4 | **>>>** add\_by\_3(**10**) |
| 5 | 13 |

Dans l’exemple, b est une variable locale à la fonction inner, et a lui est une variable non-locale. Mais la définition dépend toujours du scope dans lequel on regarde : a est aussi une variable locale de add\_by.

Et d’ailleurs, une variable globale n’est rien de plus qu’une variable locale à un module.
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# Retour sur les exceptions

## Bloc except

Précédemment nous avons vu le bloc except qui, associé à un try, permet de traiter une exception qui surviendrait au cours de l’exécution.
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**def get\_10th**(seq): **try**:

**return** seq[**10**]

**except IndexError**: **return** None
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**>>>** get\_10th('abcdefghijkl') 'k'

**>>>** get\_10th('abcd')

L’idée étant que le contenu du try peut lever une erreur qui sera attrapée par le bloc except

si son type correspond (IndexError ici).

Plusieurs blocs except peuvent être placés à la suite sur des types d’erreurs différents pour leur offrir un traitement particulier.
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**def get\_10th**(seq): **try**:

**return** seq[**10**]

**except IndexError**: **return** None

**except KeyError**: **return** None
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**>>>** get\_10th({**5**: 'a', **10**: 'b'})

'b'

**>>>** get\_10th({})

Mais on le voit ici, il peut arriver que le traitement soit le même pour différentes erreurs. Dans ce cas, il est possible de spécifier les différents types d’exceptions au sein d’une même clause except, simplement en les plaçant dans un tuple.

**def get\_10th**(seq): **try**:

**return** seq[**10**]

**except** (**IndexError**, **KeyError**): **return** None
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### Données complémentaires des exceptions

Une exception possède certes un type pour expliciter la cause de l’erreur, mais d’autres informa- tions complémentaires sont aussi accessibles.

En effet, une exception n’est rien d’autre qu’un objet Python, qui possède donc des attributs et des méthodes. Pour récupérer l’objet de cette exception, il suffit de placer un as nom\_de\_la\_va

exception

nom\_de\_la\_variable

ne variable

riable derrière le except afin de l’affecter à u Variable que l’on a tendance à appeler error / e.

.

, ou plus simplement err, exc ou
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seq[**10**]

On voit qu’ici dans le cas d’une IndexError, l’exception contient un message nous expliquant la raison de l’erreur (l’index choisi est en dehors des bornes).

**print**(e)

list index out of range

**...**

**...**

**... except IndexError as** e:

**...**

**>>>** seq = []

**>>> try**:

Ce message est un argument de l’exception, il est accessible via son attribut args.

**print**(e.args) msg, = e.args **print**(msg)

('list index out of range',) list index out of range

**...**

**...**

**...**

**...**

**... except IndexError as** e:

**...**

**>>> try**:
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seq[**10**]

Dans le cas d’une KeyError (clé invalide sur un dictionnaire), l’argument de l’erreur est simplement la clé.
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**...** dic['abc']

**>>>** dic = {}

**>>> try**:

|  |  |
| --- | --- |
| 4 | **... except KeyError as** e: |
| 5 | **... print**(e.args) |
| 6 | **...** |
| 7 | ('abc',) |

Et c’est ce qui peut être un peu difficile avec le traitement des erreurs : chaque type d’exception présente des métadonnées qui lui sont propres, sans qu’il n’y ait forcément beaucoup de cohérence entre les types.

On notera que le as ... est aussi possible quand un tuple de types est précisé au except et s’utilise de la même manière.
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**def get\_10th**(seq): **try**:

**return** seq[**10**]

**except** (**IndexError**, **KeyError**) **as** e:

**return** e.args
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**>>>** get\_10th([])

('list index out of range',)

**>>>** get\_10th({}) (10,)

## Autres mots-clés

Le mot-clé try ne s’accompagne pas uniquement de except. D’autres blocs sont aussi disponibles pour réagir à différents types de situations.

* + - 1. **else**

Par exemple, le bloc else permet de traiter le cas où tout s’est bien passé et qu’aucune exception n’a été levée (attrapée ou non).
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**def get\_10th**(seq): **try**:

seq[**10**]

**except IndexError**: **print**("erreur d'index")

**else**:

**print**("pas d'erreur")
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**>>>** get\_10th([]) erreur d'index

**>>>** get\_10th({})

Traceback (most recent call last): File "<stdin>", line **1**, in <module> File "<stdin>", line **3**, in get\_10th

KeyError: 10

**>>>** get\_10th([**1**, **1**, **2**, **3**, **5**, **8**, **13**, **21**, **34**, **55**, **89**])

pas d'erreur

**>>>** get\_10th({**10**: 'foo'}) pas d'erreur
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Cela est utile dans le cas d’une action qui dépendrait d’un traitement précédent, par exemple voici comment on pourrait implémenter la méthode pop des dictionnaires.

Pour rappel, cette méthode permet de supprimer une clé d’un dictionnaire et d’en renvoyer la valeur, et permet de renvoyer une valeur par défaut si la clé n’existe pas (ce que nous ferons par défaut dans notre implémentation).
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**def dict\_pop**(dic, key, default=None):

**try**:

value = dic[key]

**except KeyError**: value = default

**else**:

**del** dic[key]

**return** value
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**>>>** dic = {'a': **42**}

**>>>** dict\_pop(dic, 'a') 42

**>>>** dic

{}

**>>>** dict\_pop(dic, 'a')

**>>>** dict\_pop(dic, 'a', 'pouet') 'pouet'

* + - 1. **finally**

Le bloc finally permet lui de réagir dans tous les cas, qu’une erreur soit survenue ou non, qu’elle ait été attrapée ou non.
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**def get\_10th**(seq): **try**:

seq[**10**]

**except IndexError**: **print**("erreur d'index")

**finally**:

**print**("traitement final")

**>>>** get\_10th([]) erreur d'index traitement final

**>>>** get\_10th({}) traitement final

Traceback (most recent call last): File "<stdin>", line **1**, in <module> File "<stdin>", line **3**, in get\_10th

KeyError: 10

**>>>** get\_10th([**1**, **1**, **2**, **3**, **5**, **8**, **13**, **21**, **34**, **55**, **89**])

traitement final

**>>>** get\_10th({**10**: 'foo'}) traitement final
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On l’utilise par exemple pour la libération d’une ressource qui aurait été acquise avant le try1 .

**def read\_int**(path): f = open(path) **try**:

**return** int(f.read())

**finally**:

**print**('Fermeture') f.close()
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Par exemple avec les fichiers suivants :

salut

1

Listing 65 – hello.txt

123

1

Listing 66 – number.txt

On constate bien que l’appel à close se fait dans tous les cas, même si une erreur survient.
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**>>>** read\_int('number.txt') Fermeture

123

**>>>** read\_int('hello.txt') Fermeture

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

* + - * 1. Même si l’on verra plus généralement un bloc se prendre la tête.

with

dans ce cas, qui permet de faire la même chose sans

File "<stdin>", line **4**, in read\_int

ValueError: invalid literal for int() with base 10: 'salut\n'
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On remarque aussi que le finally est exécuté même si un return est présent, il s’agit simplement d’un code exécuté à la toute fin de la fonction, mais qui n’en change pas la valeur de retour.

Attention, cela est bien sûr différent de placer un traitement à l’extérieur du bloc d’exception, qui lui ne sera pas exécuté en cas d’exception non attrapée.
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**def get\_10th**(seq): **try**:

seq[**10**]

**except IndexError**: **print**("erreur d'index")

**finally**:

**print**("traitement final")

**print**("Fin de la fonction")
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**>>>** get\_10th([]) erreur d'index traitement final Fin de la fonction

**>>>** get\_10th({}) traitement final

Traceback (most recent call last): File "<stdin>", line **1**, in <module> File "<stdin>", line **3**, in get\_10th

KeyError: 10

## Bloc with

Nous avons vu les gestionnaires de contexte (blocs with) plus tôt, quand nous apprenions à utiliser les fichiers. Permettant de gérer l’acquisition/libération de ressources, ils sont en fait une autre manière de traiter les exceptions en Python.

|  |  |
| --- | --- |
| 1 | **with** open('hello.txt') **as** f: |
| 2 | **print**(int(f.read())) |

Dans le code précédent, même si la ligne 2 échoue (si le fichier ne contient pas un nombre), le fichier sera correctement fermé (Python appellera f.close() pour nous).

Car c’est ce que garantit le bloc with : assurer que le code de libération de la ressource sera
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1. Un gestionnaire de contexte se compose en fait d’une fonction pour initialiser la ressource et d’une autre pour la libérer, comme expliqué dans [ce cours](https://zestedesavoir.com/tutoriels/954/notions-de-python-avancees/3-further/2-context-managers/) , qui nécessite des notions de [programmation objet](https://zestedesavoir.com/tutoriels/1253/la-programmation-orientee-objet-en-python/) en Python.

Traceback (most recent call last): File "<stdin>", line **2**, in <module>

TypeError: unsupported operand type(s) for +: 'int' and 'str'

**...**

**...**

**>>> with** suppress(**ValueError**):

En cela, il s’apperente à un try / finally, puisqu’il s’agit d’exécuter une action pour acquérir la ressource (avant le try) puis pour la libérer (dans le finally).

Mais on n’a pas à faire d’appel explicite à f.close() pour fermer notre fichier, tout cela est fait de façon transparente.

Le bloc précédent est alors équivalent à :
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f = open('hello.txt')

**try**:

**print**(int(f.read()) **finally**:

f.close()

### Supprimer une exception

En plus de ça, le bloc with peut aussi influer sur la remontée d’exceptions, et donc stopper une exception qui serait levée à l’intérieur du bloc.

C’est ce que permet facilement le gestionnaire de contexte suppress du module contextlib

de la bibliothèque standard.

Il s’utilise en précisant les types d’erreurs que l’on veut voir supprimés.
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**... print**(int('abc'))

**...**

**>>> from contextlib import** suppress

**>>> with** suppress(**ValueError**):

Plusieurs types peuvent être donnés en arguments pour tous les supprimer.
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**... print**(**1** + 'b')

**...**

**>>> with** suppress(**ValueError**, **TypeError**):

Il ne permet pas de traitement plus avancé que ça, et se limite bien sûr à n’attraper que les erreurs des types spécifiés.
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**print**(**1** + 'b')

## Lever une exception

Les exceptions ont deux faces. D’un côté il s’agit de les attraper pour faire un traitement correct des erreurs, ce qui était l’objet des précédentes parties.

Mais de l’autre il est aussi question de lever des exceptions pour signaler les erreurs. Souvenez-vous de notre factorielle qui ne gérait pas correctement les nombres négatifs en entrée, ce qui pouvait mener à des bugs1 .

La factorielle d’un nombre négatif n’a pas de sens et notre fonction ne devrait même pas les accepter. Elle devrait lever une exception quand un tel nombre lui est donné, pour que l’appelant sache que la valeur passée est problématique.

Cela se fait avec le mot-clé raise. Celui-ci peut simplement être suivi du type de l’exception à lever. Il a pour effet de lever immédiatement l’exception voulue, et donc de couper tout traitement en cours.

L’exception remontera ensuite la pile d’exécution du programme jusqu’à être attrapée.

|  |  |
| --- | --- |
| 1 | **def factorielle**(n): |
| 2 | **if** n < **0**: |
| 3  4  5 | **raise ValueError**  ret = **1** |
| 6 | **for** i **in** range(**2**, n + **1**): |
| 7 | ret \*= i |
| 8 | **return** ret |

Nous utilisons ici une ValueError pour signaler qu’il s’agit d’un problème avec la valeur en elle-même. Lors de l’appel, nous obtenons bien une exception ValueError en cas de valeur invalide.
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**>>>** factorielle(**5**) 120

**>>>** factorielle(-**1**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "<stdin>", line **3**, in factorielle ValueError

Mais l’erreur n’est pas très explicite. Nous savons par le type d’erreur qu’il est question de la valeur, mais aucune autre information ne nous est donnée.

Parce que lors du raise nous avons simplement précisé un type sans plus d’informations.

Il est en fait possible d’appeler un type d’exception pour l’instancier, en lui donnant les arguments que l’on veut (généralement un message d’erreur), et d’utiliser cette instance pour le raise. Les arguments seront accessibles via l’attribut args de l’exception reçue comme nous l’avons vu précédemment, et affichés si l’erreur est imprimée à l’écran.
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1. Voir chapitre [Boucler sur une condition (while)](https://zestedesavoir.com/tutoriels/2514/un-zeste-de-python/3-structures-conditionnelles/6-boucles/) .

**if** n < **0**:

**raise ValueError**('Le nombre doit être positif')
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**>>>** factorielle(-**1**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "<stdin>", line **3**, in factorielle ValueError: Le nombre doit être positif
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On peut aller encore plus loin et générer un message d’erreur précis en ajoutant d’autres informations.

**raise ValueError**(f *♩*

**if** n < **0**:

'Le nombre doit être positif ({n} est négatif)')
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**>>>** factorielle(-**1**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

File "<stdin>", line **3**, in factorielle

ValueError: Le nombre doit être positif (-1 est négatif)

1

2

3

4

5

### Hiérarchie des exceptions

Nous avons rencontré plusieurs types d’exceptions pour coller à différentes situations. Il faut savoir que ces types sont hiérarchisés, afin de pouvoir traiter plus ou moins finement les erreurs qui surviennent.

Ainsi, faire un except sur un type d’exception arrêtera les exceptions de ce type mais aussi de tous les types qui en descendent.

Par exemple, toutes les exceptions que nous avons vues descendent d’un même type Exception :

cela signifie qu’il suffit d’attraper Exception pour les attraper toutes.2

TypeError et ValueError sont alors deux des principales exceptions, la première indiquant une erreur dans le type des données et la seconde sur la valeur elle-même (le type correspond mais la valeur est incohérente). ValueError rassemble aussi des exceptions plus précises telles que UnicodeDecodeError et UnicodeEncodeError que nous avons déjà rencontrées.

IndexError et KeyError que l’on a beaucoup utilisées dans ce chapitre descendent d’une même exception LookupError qui attrape donc toutes les erreurs liées à la recherche dans un conteneur.

1. Allez dire ça au Professeur Chen, il sera vert.

+-- KeyError

+-- IndexError

+-- UnboundLocalError

+-- ZeroDivisionError

**def get\_10th**(seq): **try**:

**return** seq[**10**]

**except LookupError as** e:

**print**('erreur', e)
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|  |  |
| --- | --- |
| 1 | **>>>** get\_10th([]) |
| 2 | erreur list index out of range |
| 3 | **>>>** get\_10th({}) |
| 4 | erreur 10 |

On trouve aussi une grande famille d’erreurs sous OSError qui regroupe toutes les exceptions liées aux entrées/sorties, comme FileNotFoundError, FileExistsError ou PermissionEr

ror.

Voici un bref aperçu de cette hiérarchie :

+-- UnicodeEncodeError

+-- UnicodeError

+-- UnicodeDecodeError
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+-- AssertionError

+-- RuntimeError

+-- RecursionError

+-- SyntaxError
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+-- OSError

|

|

+-- LookupError

|

+-- NameError

|

+-- ArithmeticError

|

|

|

Exception

+-- TypeError

+-- ValueError

+-- PermissionError

+-- FileNotFoundError

+-- FileExistsError
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# Débogage

## Introduction

Les bugs sont monnaie courante en programmation. Une erreur d’inattention est vite arrivée, et hop, un bug se glisse dans le programme.

Ils peuvent prendre de multiples formes : parfois ils feront planter purement et simplement l’application, d’autres mèneront à des traitements incohérents voire à des failles de sécurité, d’autres encore pourront être invisibles.

Mais quand un bug est repéré, il est encore loin d’être identifié : il faut trouver quelle fonction n’a pas eu un traitement correct et sur quelles données le problème survient.

Il s’agit alors de tenter de reproduire l’erreur dans différentes conditions pour l’identifier, pour enfin être en mesure de la corriger. C’est ce que l’on appelle le débogage !

Je ne peux que vous conseiller d’être attentif et de bien tester vos codes pour les éviter au maximum, malheureusement ce n’est pas toujours suffisant.

Aussi, pour ne pas vous retrouver désemparé quand un bug survient (qu’il soit décelé lorsque l’application tourne ou lors de tests), voici un petit guide pour apprendre à trouver l’origine du bug et la corriger.

## Programme de référence

Nous prendrons pour exemple au long de ce chapitre le programme suivant de combat entre monstres et qui présente plusieurs bugs :

|  |  |
| --- | --- |
| 1  2 | **import json** |
| 3  4 | **def input\_choice**(prompt, choices): |
| 5 | value = None |
| 6 | prompt += '(' + '/'.join(choices) + ') ' |
| 7 | **while** value **not in** choices: |
| 8 | **print**('Valeur invalide') |
| 9 | value = input(prompt) |
| 10  11 | **return** value |
| 12  13 | **def input\_int**(prompt): |
| 14 | **while** True: |
| 15 | **try**: |
| 16 | **return** int(input(prompt)) |
| 17 | **except ValueError**: |
| 18 | **print**('Nombre invalide') |

19

20

1. **with** open('data.json') **as** f:
2. data = json.load(f)
3. attacks = data['attacks']
4. monsters = data['monsters'] 25

26

1. **def input\_player**():
2. name = input\_choice('Monstre: ', monsters)
3. monster = monsters[name]
4. pv = input\_int('PV du monstre: ')
5. **return** {'monster': monster, 'pv': pv} 32

33

1. **def input\_attack**(player):
2. monster = player['monster']
3. name = input\_choice(f"Attaque de {monster['name']}: ", monster['attacks'])
4. **return** attacks[name] 38

39

1. **def apply\_attack**(player1, player2, attack):
2. **print**(player1['monster']['name'], 'utilise', attack['name'], ':',
3. player2['monster']['name'], 'perd', attack['damage'], 'PV')
4. player1['pv'] -= attack['damage'] 44

45

1. **if** name == ' main ':
2. player1 = input\_player()
3. player2 = input\_player()
4. **print**(player1['monster']['name'], 'vs', player2['monster']['name'])

50

1. **while** player1['pv'] **and** player2['pv'] > **0**:
2. **print**(player1['monster']['name'], player1['pv'], 'PV')
3. **print**(player2['monster']['name'], player2['pv'], 'PV') 54
4. attack = input\_attack(player1)
5. apply\_attack(player1, player2, attack) 57
6. **if** player2['pv'] > **0**:
7. attack = input\_attack(player2)
8. apply\_attack(player1, player2, attack) 61
9. **if** player1['pv'] > **0**:
10. **print**(player1['monster']['name'], 'gagne')
11. **else**:

**print**(player2['monster']['name'], 'gagne')

65

Listing 67 – battle.py Il s’accompagne du fichier de données ci-dessous.

|  |  |  |
| --- | --- | --- |
| 1 | {  } | "attacks": {  "charge": {"name": "Charge", "damage": **20**},  "tonnerre": {"name": "Tonnerre", "damage": **50**},  "jet-de-flotte": {"name": "Jet de flotte", "damages": **50**},  "jet-de-flamme": {"name": "Jet de flamme", "damage": **60**}  },  "monsters": {  "pythachu": {  "name": "Pythachu",  "attacks": ["charge", "tonnerre", "eclair"]  },  "pythard": {  "name": "Pythard",  "attacks": ["charge", "jet-de-flotte"]  },  "ponytha": {  "name": "Ponytha",  "attacks": ["charge", "jet-de-flamme"]  }  } |
| 2 |
| 3 |
| 4 |
| 5 |
| 6 |
| 7 |
| 8 |
| 9 |
| 10 |
| 11 |
| 12 |
| 13 |
| 14 |
| 15 |
| 16 |
| 17 |
| 18 |
| 19 |
| 20 |
| 21 |
| 22 |

Listing 68 – data.json
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Vous pouvez dores et déjà tenter d’exécuter le programme, et constater que celui-ci a un comportement incohérent voire lève une exception.

|  |  |
| --- | --- |
| 1 | % python battle.py |
| 2 | Valeur invalide |
| 3 | Monstre: (pythachu/pythard/ponytha) pythachu |
| 4 | PV du monstre: **10** |
| 5 | Valeur invalide |
| 6 | Monstre: (pythachu/pythard/ponytha) pythard |
| 7 | PV du monstre: **10** |
| 8 | Pythachu vs Pythard |
| 9 | Pythachu **10** PV |
| 10 | Pythard **10** PV |
| 11 | Valeur invalide |
| 12 | Attaque de Pythachu: (charge/tonnerre/eclair) tonnerre |
| 13 | Pythachu utilise Tonnerre : Pythard perd **50** PV |

Valeur invalide

Attaque de Pythard: (charge/jet-de-flotte) charge Pythachu utilise Charge : Pythard perd **20** PV Pythachu -60 PV

Pythard **10** PV Valeur invalide

Attaque de Pythachu: (charge/tonnerre/eclair) eclair Traceback (most recent call last):

File "battle.py", line **55**, in <module> attack = input\_attack(player1)

File "battle.py", line **37**, in input\_attack

**return** attacks[name] KeyError: 'eclair'
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## Introspection

### Informations sur la valeur

Avant d’en venir proprement au débogage de notre programme, faisons un tour des outils qui sont à notre disposition pour l’examiner. Il s’agit de fonctions proposées par Python pour inspecter différentes valeurs du programme.

On parle d’outils d’introspection car ils permettent au programme de s’examiner lui-même. La première information, toute bête, c’est la valeur en elle-même, ou plutôt sa représentation. C’est ce que l’on obtient quand on tape juste le nom de la variable dans l’interpréteur interactif par exemple.

|  |  |
| --- | --- |
| 1 | **>>>** value = 'toto' |
| 2 | **>>>** value |
| 3 | 'toto' |

Cette représentation est fournie par la fonction repr, qui renvoie donc une chaîne de caractères représentant la valeur. Souvent, cette représentation va être la manière dont il est possible de définir cette valeur en Python, c’est pour ça que des guillemets apparaissent autour des chaînes de caractères.

Elle peut tout à fait être appelée depuis un programme pour afficher (avec print) l’état d’une variable.

|  |  |
| --- | --- |
| 1 | **>>> print**(repr(value)) |
| 2 | 'toto' |
| 3 | **>>> print**(repr(**10**)) |
| 4 | 10 |
| 5 | **>>> print**(repr([**1**, **2**, 'abc'])) |
| 6 | [1, 2, 'abc'] |

Grâce à cette simple information, on identifie déjà à quoi correspond notre valeur.

Mais une autre information pertinente que l’on connaît aussi sur notre valeur, c’est son type,

renvoyé par la fonction type.

Cela nous permet, pour peu que l’on connaisse le type, de s’avoir quelles opérations et méthodes sont applicables à notre objet.

|  |  |
| --- | --- |
| 1 | **>>>** type(value) |
| 2 | <class 'str'> |
| 3 | **>>>** type([]) |
| 4 | <class 'list'> |

Et si on ne connaît pas ce type, on peut toujours se documenter dessus. Soit en consultant la documentation en ligne, soit à l’aide de la fonction help que j’ai présentée plus tôt.

On sait que cette fonction peut prendre un type en argument, il est donc tout à fait possible de lui donner directement le retour de la fonction type.
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**>>>** help(type(value))

Help on class str in module builtins:

class str(object)

| str(object='') -> str

| str(bytes\_or\_buffer[, encoding[, errors]]) -> str

| [...]

**>>>** help(type([]))

Help on class list in module builtins:

class list(object)

| list(iterable=(), /)

| [...]

Mais plus simple encore : on peut directement donner à help la valeur sur laquelle on a besoin d’aide, la fonction s’occupera de renvoyer la documentation du type correspondant.
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**>>>** help([])

Help on list object:

class list(object)

| list(iterable=(), /)

| [...]

**!**

Attention, cela fonctionne pour toutes les valeurs sauf les chaînes de caractères.

En effet, la fonction help interprète les chaînes comme un sujet d’aide en particulier :

help('NUMBERS') affichera de l’aide sur les nombres en Python et pas sur le type str.

1. **>>>** help('NUMBERS')
2. Numeric literals

|  |  |
| --- | --- |
| 3  4  5 | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  There are three types of numeric literals: integers, floating point |
| 6 | numbers, and imaginary numbers. |
| 7 | [...] |
| 8 | **>>>** help('toto') |
| 9 | No Python documentation found for 'toto'. |
| 10 | Use help() to get the interactive help utility. |
| 11 | Use help(str) for help on the str class. |

Par ailleurs, il est possible de connaître tous les sujets sur lesquels help est capable de fournir de l’aide avec l’appel help('topics').

### Contenu de la valeur

On a maintenant des informations globales sur notre valeur et l’on sait comment la manipuler, mais il peut-être utile de l’examiner encore plus loin pour savoir ce qu’elle contient. C’est l’objectif de la fonction dir qui va permettre de lister des méthodes et attributs d’un objet.

Un appel à dir permet donc de savoir de façon plus concise que help ce que contient un objet, en ne nous renvoyant que les noms des méthodes/attributs.
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**>>>** dir('toto')

[' add ', ' class ', ' contains ', ..., 'strip', 'swapcase', 'title', 'translate', 'upper', 'zfill']

Les méthodes de type xxx sont des méthodes spéciales et ne nous intéressent pas ici, elles sont abordées dans le cours sur [la programmation orientée objet en Python](https://zestedesavoir.com/tutoriels/1253/la-programmation-orientee-objet-en-python/) .
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**>>>** 'toto'.title() 'Toto'

**>>>** 'toto'.upper() 'TOTO'

Pour les objets plus complexes (qui possèdent des attributs), la fonction vars permet de récupérer le dictionnaire de ces attributs. Par exemple on peut obtenir ainsi tout le contenu d’un module.

|  |  |
| --- | --- |
| 1 | **>>>** vars(math) |
| 2 | {' name ': 'math', ..., 'pi': 3.141592653589793, 'e':  2.718281828459045, 'tau': 6.283185307179586, 'inf': inf, |
| 3 | 'nan': nan}  **>>>** vars(math)['pi'] |
| 4 | 3.141592653589793 |

À part les modules, on manipule asssez peu d’objets avec des attributs dans les *built-ins* ou la bibliothèque standard, mais ils sont assez courants dans les bibliothèques tierces. On a tout de

même la fonction open qui nous renvoie un tel objet par exemple.

|  |  |
| --- | --- |
| 1 | **>>>** vars(open('hello.txt')) |
| 2 | {'mode': 'r'} |

Un appel à vars sur un objet sans dictionnaire d’attributs lèvera une exception TypeError.
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**>>>** vars('toto')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: vars() argument must have dict attribute

***i***

Vous avez peut-être déjà rencontré la notation obj. dict pour accéder au dictionnaire d’attributs d’un objet, sachez qu’elle est équivalente à vars(obj).

Notez enfin que vars peut s’utiliser sans argument, elle renverra alors le dictionnaire des variables définies dans l’espace de nom courant, ce qui peut aussi être utile au débogage.
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**>>>** vars()

{' name ': ' main ', ' doc ': None, ' package ': None,

..., 'value': 'toto'}

## Déboguer « à la main »

Maintenant que nous sommes en mesure de nous dépatouiller pour inspecter les valeurs, il est temps de comprendre comment elles évoluent au cours du programme pour mener jusqu’au bug.

### Suivre et comprendre les exceptions

Une manière courante de procéder au débogage, bien qu’elle ne soit pas des plus efficaces, est de placer des appels à print à plusieurs endroits du programme afin d’afficher des informations de debug.

Par exemple si l’on reprend le programme présenté en introduction, on remarque que le premier problème que l’on rencontre est que le programme affiche sans cesse «Valeur invalide» avant même que l’on ait entré quelque chose.

Pour comprendre ce qui se passe, on peut donc ajouter un print pour afficher ce que l’on connaît, la valeur de value et celle de choices.
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**def input\_choice**(prompt, choices): value = None

prompt += '(' + '/'.join(choices) + ') '

**while** value **not in** choices:

**print**('debug', repr(value), repr(choices))

**print**('Valeur invalide') value = input(prompt)

**return** value
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Listing 69 – battle.py

% python battle.py

debug None {'pythachu': {'name': 'Pythachu', 'attacks': ['charge', 'tonnerre', 'eclair']}, 'pythard': {'name': 'Pythard',

'attacks': ['charge', 'jet-de-flotte']}, 'ponytha': {'name':

'Ponytha', 'attacks': ['charge', 'jet-de-flamme']}} Valeur invalide

Monstre: (pythachu/pythard/ponytha)
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On peut déjà s’interroger sur le fait que choices soit un dictionnaire mais c’est normal : on lui passe directement l’objet monsters de notre JSON, et comme le in sur un dictionnaire fait une recherche sur les clés ça ne pose pas de problème.

Non le problème vient de ce None, la valeur initiale de notre variable, qui n’est effectivement pas dans les choix. On peut donc conditionner l’affichage du message d’erreur au fait que value ne soit pas None pour résoudre le premier problème.
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**while** value **not in** choices:

**if** value **is not** None:

**print**('Valeur invalide') value = input(prompt)

Listing 70 – battle.py

Une autre erreur que l’on remarque, c’est le plantage à la fin après avoir sélectionné l’attaque

«eclair». C’est une erreur qui se produit systématiquement dans le cas où l’on choisit cette attaque, et qui n’arrive pas autrement.

On peut donc facilement la reproduire pour l’analyser.

Là encore, on peut afficher quelques informations au moment où l’on manipule cette information pour comprendre ce qu’il se passe.

La trace de l’erreur nous dit déjà que celle-ci se produit dans la fonction input\_attack, c’est donc à cette fonction que nous allons nous intéresser en premier.

De la même manière que précdemment, on peut vérifier les différentes valeurs que l’on manipule pour s’assurer qu’elles correspondent à ce que l’on attend, notammant player, monster, name

et attacks.

***i***

Pour nous aider à afficher nos valeurs, on peut s’appuyer sur le module pprint.

Ce module fournit une fonction pprint (pour *pretty print*, soit *affichage joli*) qui donne un rendu plus aéré que print.

**def input\_attack**(player): **from pprint import** pprint **print**('player') pprint(player)

monster = player['monster'] **print**('monster') pprint(monster)

name = input\_choice(f"Attaque de {monster['name']}: ", monster['attacks'])

**print**('name', repr(name)) **print**('attacks') pprint(attacks)

**return** attacks[name]
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Listing 71 – battle.py On obtient alors le résultat suivant en relançant le programme.

player

{'monster': {'attacks': ['charge', 'tonnerre', 'eclair'], 'name': 'Pythachu'},

'pv': 10}

monster

{'attacks': ['charge', 'tonnerre', 'eclair'], 'name': 'Pythachu'}

Attaque de Pythachu: (charge/tonnerre/eclair) eclair name 'eclair'

attacks

{'charge': {'damage': 20, 'name': 'Charge'},

'jet-de-flamme': {'damage': 60, 'name': 'Jet de flamme'},

'jet-de-flotte': {'damages': 50, 'name': 'Jet de flotte'},

'tonnerre': {'damage': 50, 'name': 'Tonnerre'}} Traceback (most recent call last):

File "battle.py", line 61, in <module> attack1 = input\_attack(player1)

File "battle.py", line 50, in input\_attack return attacks[name]

KeyError: 'eclair'
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Et là on constate que l’attaque eclair proposée pour le monstre n’existe pas dans le dictionnaire des attaques car elle n’est pas encore implémentée : on a donc simplement renseigné une mauvaise valeur dans notre JSON.

Il nous suffit de corriger ce dernier en supprimant eclair pour résoudre l’erreur, on peut alors retirer tous les print de debug de notre programme.
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"pythachu": {

"name": "Pythachu",

"attacks": ["charge", "tonnerre"]

},

12

Listing 72 – data.json

### S’appuyer sur des tests unitaires

Mais on le voit, utiliser print pour déboguer peut être assez fastidieux. Heureusement un autre outil peut nous venir en aide : un ensemble de tests unitaires.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk8ccf8oIdB/5ffvnFgCSD0MG777+FGRgYGJ58+iFHkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP3891j0nQAAAAASUVORK5CYII=)Je vous en parlais d’ailleurs [plus tôt](https://zestedesavoir.com/tutoriels/2514/un-zeste-de-python/5-fonctions/5-tests/) , les tests unitaires nous permettent de déceler des bugs dans nos fonctions en vérifiant que le retour correspond à ce qui est attendu.

C’est pourquoi je ne peux que vous reconseiller de découper vos programmes en fonctions afin de plus facilement pouvoir les déboguer. L’idéal serait aussi de disposer les fonctions en différents modules pour pouvoir tester unitairement chacun des modules.

Mais revenons-en à notre code. Il possède peu de fonctions que nous pouvons tester en l’état car beaucoup reposent sur des entrées utilisateurs que nous ne savons pas simuler1 .

Il n’y a en fait que la fonction apply\_attack qui est déterministe : elle doit toujours faire la même chose quand on lui renseigne les mêmes arguments.

Pour la tester, il faut alors que l’on donne à la fonction des données dans le format qu’elle attend (deux joueurs et une attaque) puis que l’on vérifie son retour. Ici la fonction ne renvoie rien mais elle peut altérer ses paramètres, c’est donc sur ceux-ci que nous ferons nos assertions afin de vérifier que les points de vie sont bien mis à jour (en l’occurence que les dégâts sont retirés du second monstre).

Les arguments n’ont pas besoin d’être exhaustifs mais simplement de contenir les informations qui seront utilisées par la fonction. Ici les joueurs n’ont besoin de n’avoir par exemple qu’un nombre de points de vie et un nom de monstre, et l’attaque seulement un nom et un nombre de dégâts.

**def test\_apply\_attack**(): p1 = {

'monster': {'name': 'Pythachu'}, 'pv': **50**,

}

p2 = {

'monster': {'name': 'Ponytha'}, 'pv': **100**,

}

attack = {'name': 'électrocution', 'damage': **30**}

apply\_attack(p1, p2, attack)

**assert** p2['pv'] == **70**

**from battle import** apply\_attack
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* + - * 1. Nous apprendrons à le faire par la suite à l’aide de *mocks* intégré aux *frameworks* de tests, mais ce n’est pas l’objet de ce chapitre.

|  |  |
| --- | --- |
| 19 | **if** name == ' main ': |
| 20 | test\_apply\_attack() |

Et là… c’est le drame !

Listing 73 – test\_battle.py

% python test\_battle.py

Pythachu utilise électrocution : Ponytha perd **30** PV Traceback (most recent call last):

File "test\_battle.py", line **20**, in <module> test\_apply\_attack()

File "test\_battle.py", line **16**, in test\_apply\_attack assert p2['pv'] == **70**

AssertionError
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Notre assertion échoue parce que les PV du second joueur ne valent pas 70 comme attendu. Sans plus d’outils à notre disposition pour le moment, on peut associer à nos tests un print comme précédemment afin d’obtenir plus d’informations.
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apply\_attack(p1, p2, attack) **print**('résultat', p2['pv']) **assert** p2['pv'] == **70**

Listing 74 – test\_battle.py

À l’exécution du test on comprend mieux le problème : les PV du deuxième joueur n’ont pas bougé.
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% python test\_battle.py résultat **100**

Traceback (most recent call last):

File "test\_battle.py", line **21**, in <module> test\_apply\_attack()

File "test\_battle.py", line **17**, in test\_apply\_attack assert p2['pv'] == **70**

AssertionError

On peut alors se demander où sont retirés les PV, et logiquement ajouter une assertion sur le premier joueur.
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apply\_attack(p1, p2, attack) **print**('résultat', p1['pv'], p2['pv']) **assert** p1['pv'] == **50**

**assert** p2['pv'] == **70**

Listing 75 – test\_battle.py

% python test\_battle.py

Pythachu utilise électrocution : Ponytha perd **30** PV résultat **20 100**

Traceback (most recent call last):

File "test\_battle.py", line **22**, in <module> test\_apply\_attack()

File "test\_battle.py", line **17**, in test\_apply\_attack assert p1['pv'] == **50**

AssertionError
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Cette fois-ci c’est clair : les dégâts sont appliqués au premier joueur plutôt qu’au deuxième. Et à regarder notre fonction apply\_attack, c’est vrai que les noms des paramètres player1 et player2 prêtent à confusion.

Nous leur préférerons alors respectivement les noms plus descriptifs de attacker (attaquant) et target (cible).

**def apply\_attack**(attacker, target, attack):

**print**(attacker['monster']['name'], 'utilise', attack['name'], ':',

target['monster']['name'], 'perd', attack['damage'], 'PV')

target['pv'] -= attack['damage']
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Listing 76 – battle.py

On peut alors exécuter à nouveau nos tests et constater que tout se passe bien.
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% python test\_battle.py

Pythachu utilise électrocution : Ponytha perd **30** PV résultat **50 70**

## Utilisation d’un débogueur (Pdb)

Vous avez peut-être remarqué un autre bug dans notre programme : le jeu ne s’arrête pas quand le premier joueur est censé être KO.
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% python battle.py

Monstre: (pythachu/pythard/ponytha) pythachu PV du monstre: **100**

Monstre: (pythachu/pythard/ponytha) ponytha PV du monstre: **120**

Pythachu vs Ponytha Pythachu **100** PV

Ponytha **120** PV

|  |  |
| --- | --- |
| 9 | Attaque de Pythachu: (charge/tonnerre) charge |
| 10 | Pythachu utilise Charge : Ponytha perd **20** PV |
| 11 | Attaque de Ponytha: (charge/jet-de-flamme) jet-de-flamme |
| 12 | Ponytha utilise Jet de flamme : Pythachu perd **60** PV |
| 13 | Pythachu **40** PV |
| 14 | Ponytha **100** PV |
| 15 | Attaque de Pythachu: (charge/tonnerre) charge |
| 16 | Pythachu utilise Charge : Ponytha perd **20** PV |
| 17 | Attaque de Ponytha: (charge/jet-de-flamme) jet-de-flamme |
| 18 | Ponytha utilise Jet de flamme : Pythachu perd **60** PV |
| 19 | Pythachu -20 PV |
| 20 | Ponytha **80** PV |
| 21 | Attaque de Pythachu: (charge/tonnerre) charge |
| 22 | Pythachu utilise Charge : Ponytha perd **20** PV |
| 23 | Attaque de Ponytha: (charge/jet-de-flamme) jet-de-flamme |
| 24 | Ponytha utilise Jet de flamme : Pythachu perd **60** PV |
| 25 | Pythachu -80 PV |
| 26 | Ponytha **60** PV |
| 27 | [...] |

Pour déceler son origine, nous allons cette fois-ci faire appel à un débogueur, j’ai nommé Pdb (pour *Python Debugger* ).

### Lancer un programme pas-à-pas avec Pdb

Pour commencer, on va lancer l’exécution de notre programme pas-à-pas à l’aide de Pdb, en l’exécutant via python -m pdb battle.py.

|  |  |
| --- | --- |
| 1 | % python -m pdb battle.py |
| 2 | * /.../battle.py(**1**)<module>() |
| 3 | -> import json |
| 4 | (Pdb) |

Pdb nous indique quel fichier est exécuté (battle.py) et quelle ligne (import json). Puis on se retrouve face à un prompt qui attend nos ordres pour continuer l’exécution. Ce prompt comprend plusieurs commandes que nous allons voir ici.

Premièrement nous pouvons lui demander un peu de contexte. Cela se fait avec la commande

list (ou simplement l) qui va afficher les lignes autour de nous.

**def input\_choice**(prompt, choices): value = None

prompt += '(' + '/'.join(choices) + ') '

**while** value **not in** choices:

**import json**

(Pdb) l

**1** ->

**2**

**3**

**4**

**5**

**6**

**7**

1

2

3

4

5

6

7

8

|  |  |  |
| --- | --- | --- |
| 9 | **8**  **9**  **10**  **11** | **if** value **is not** None:  **print**('Valeur invalide') value = input(prompt)  **return** value |
| 10 |
| 11 |
| 12 |

On peut continuer l’exécution jusqu’à l’instruction suivante à l’aide de la commande next (ou

n).
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(Pdb) n

* /.../battle.py(**4**)<module>()

-> **def input\_choice**(prompt, choices): (Pdb) n

* /.../battle.py(**14**)<module>()

-> **def input\_int**(prompt): (Pdb) n

* /../battle.py(**22**)<module>()

-> **with** open('data.json') **as** f:

Mais on se rend vite compte que c’est un peu long à avancer. On pourrait plutôt se rendre directement là où ça nous intéresse : au début de la boucle de jeu.

Pour cela il existe la commande until (ou unt) qui prend en argument un numéro de ligne, le programme continuera alors son exécution jusqu’à cette ligne.

Mais comment connaître le numéro de ligne que l’on souhaite atteindre ? Si vous avez le fichier ouvert en parallèle, vous pouvez voir que le while se trouve ligne 52. Sinon, un appel à la commande longlist (ou ll) permet d’afficher toutes les lignes du fichier.

player2['pv'], 'PV')

[...]

**while** player1['pv'] **and** player2['pv'] > **0**: **print**(player1['monster']['name'],

player1['pv'], 'PV')

**print**(player2['monster']['name'],

**print**(player1['monster']['name'], 'vs',

player2['monster']['name'])

**if** name == ' main ': player1 = input\_player() player2 = input\_player()

**50**

**51**

**52**

**53**

**54**

(Pdb) ll [...]

**47**

**48**

**49**
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On va maintenant pouvoir entrer la commande until 52 pour avancer jusqu’à notre boucle. Là notre programme reprend son exécution normale sur les lignes intermédiaires, et nous demande alors d’entrer les informations sur les joueurs.

|  |  |
| --- | --- |
| 1 | (Pdb) until **52** |
| 2 | Monstre: (pythachu/pythard/ponytha) pythachu |
| 3 | PV du monstre: **100** |
| 4 | Monstre: (pythachu/pythard/ponytha) ponytha |
| 5 | PV du monstre: **120** |
| 6 | Pythachu vs Ponytha |
| 7 | * /.../battle.py(**52**)<module>() |
| 8 | -> **while** player1['pv'] **and** player2['pv'] > **0**: |
| 9 | (Pdb) |

Nous entrons maintenant dans la boucle et nous pouvons reprendre l’exécution pas-à-pas à l’aide de next.

***i***

Petite astuce : il est possible d’utiliser les flèches haut/bas de votre clavier pour naviguer dans l’historique des commandes entrées à Pdb.

|  |  |
| --- | --- |
| 1 | * /.../battle.py(**52**)<module>() |
| 2 | -> **while** player1['pv'] **and** player2['pv'] > **0**: |
| 3 | (Pdb) next |
| 4 | * /.../battle.py(**53**)<module>() |
| 5 | -> **print**(player1['monster']['name'], player1['pv'], 'PV') |
| 6 | (Pdb) next |
| 7 | Pythachu **100** PV |
| 8 | * /.../battle.py(**54**)<module>() |
| 9 | -> **print**(player2['monster']['name'], player2['pv'], 'PV') |
| 10 | (Pdb) next |
| 11 | Ponytha **120** PV |
| 12 | * /.../battle.py(**56**)<module>() |
| 13 | -> attack = input\_attack(player1) |
| 14 | (Pdb) next |
| 15 | Attaque de Pythachu: (charge/tonnerre) charge |
| 16 | * /.../battle.py(**57**)<module>() |
| 17 | -> apply\_attack(player1, player2, attack) |
| 18 | (Pdb) next |
| 19 | Pythachu utilise Charge : Ponytha perd **20** PV |
| 20 | * /.../battle.py(**59**)<module>() |
| 21 | -> **if** player2['pv'] > **0**: |
| 22 | (Pdb) next |
| 23 | * /.../battle.py(**60**)<module>() |
| 24 | -> attack = input\_attack(player2) |
| 25 | (Pdb) next |
| 26 | Attaque de Ponytha: (charge/jet-de-flamme) jet-de-flamme |
| 27 | * /.../battle.py(**61**)<module>() |
| 28 | -> apply\_attack(player2, player1, attack) |
| 29 | (Pdb) next |
| 30 | Ponytha utilise Jet de flamme : Pythachu perd **60** PV |

|  |  |
| --- | --- |
| 31 | * /.../battle.py(**52**)<module>() |
| 32 | -> **while** player1['pv'] **and** player2['pv'] > **0**: |
| 33 | (Pdb) |

On a fait un tour de boucle et on ne voit rien d’anormal pour le moment. On peut afficher à l’aide de la commande pp (*pretty-print*) les valeurs de certaines variables pour vérifier que tout va bien.
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(Pdb) pp player1

{'monster': {'attacks': ['charge', 'tonnerre'], 'name': 'Pythachu'}, 'pv': **40**}

(Pdb) pp player2

{'monster': {'attacks': ['charge', 'jet-de-flamme'], 'name': 'Ponytha'},

'pv': **100**}

On pourrait alors recommencer les mêmes opérations pour effectuer un tour de boucle supplé- mentaire, mais comme nous l’avons vu c’est un peu long.

Nous allons donc utiliser une autre fonctionnalité offerte par Pdb : les points d’arrêts (ou *breakpoints*). Il s’agit de points dans le programme qui provoqueront sa mise en pause chaque fois qu’ils seront atteints.

C’est notre boucle qui nous intéresse, et nous posons donc un point d’arrêt sur la ligne 52 à l’aide de la commande break 52.

|  |  |
| --- | --- |
| 1 | (Pdb) **break 52** |
| 2 | Breakpoint **1** at /.../battle.py:**52** |

Pdb nous informe bien qu’un *breakpoint* a été posé. La commande break utilisée sans argument nous permet de lister tous les *breakpoints*.
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(Pdb) **break**

Num Type Disp Enb Where

**1** breakpoint keep yes at /.../battle.py:**52**

Nous pouvons maintenant demander à Pdb de continuer normalement l’exécution du programme à l’aide de la commande continue (abrégée en cont ou c). Le programme reprendra alors son cours normal jusqu’à la prochaine interruption (notre point d’arrêt).
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(Pdb) c Pythachu **40** PV

Ponytha **100** PV

Attaque de Pythachu: (charge/tonnerre) charge Pythachu utilise Charge : Ponytha perd **20** PV

Attaque de Ponytha: (charge/jet-de-flamme) jet-de-flamme Ponytha utilise Jet de flamme : Pythachu perd **60** PV

* /.../battle.py(**52**)<module>()

|  |  |
| --- | --- |
| 9 | -> **while** player1['pv'] **and** player2['pv'] > **0**: |
| 10 | (Pdb) |

Nous sommes bien revenus à la condition de notre boucle, et cette fois Pythachu est censé être KO, donc nous devrions en sortir. On va s’en assurer à l’aide d’un simple next : nous verrons tout de suite où nous emmène la prochaine instruction.
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(Pdb) next

* /.../battle.py(**53**)<module>()

-> **print**(player1['monster']['name'], player1['pv'], 'PV')

Et là c’est le drame. La boucle ne s’est pas arrêtée comme ça aurait dû être le cas. On peut jeter un œil à la valeur de player1 pour essayer de comprendre.
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(Pdb) pp player1

{'monster': {'attacks': ['charge', 'tonnerre'], 'name': 'Pythachu'}, 'pv': -**20**}

Les PV sont négatifs, la condition de boucle aurait alors dû être fausse. pp n’accepte pas seulement une variable en argument mais n’importe quelle expression. On peut alors exécuter pp sur la condition de notre boucle pour voir ce qui cloche.

|  |  |
| --- | --- |
| 1 | (Pdb) pp player1['pv'] **and** player2['pv'] > **0** |
| 2 | True |

Bien que les points de vie du joueur 1 soient négatifs, cette condition est tout de même considérée comme vraie. La source de notre bug se trouve donc ici.

Et effectivement, si nous analysons notre condition de plus près, nous pouvons voir qu’elle est équivalente à (player1['pv']) and (player2['pv'] > 0).

On ne teste donc jamais si les points de vie du premier joueur sont positifs, mais seulement s’ils ne sont pas nuls.

Il ne nous reste plus qu’à corriger notre programme dans l’éditeur de texte pour utiliser la condition player1['pv'] > 0 and player2['pv'] > 0 et à recommencer le débogage une fois notre fichier enregistré à l’aide de la commande restart.

Le programme repart alors de zéro depuis la première ligne, on peut entrer la commande

continue pour continuer l’exécution jusqu’au point d’arrêt.

On refait deux tours d’attaque comme précédemment pour revenir sur la condition de notre boucle qui doit maintenant être fausse.
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Ponytha utilise Jet de flamme : Pythachu perd **60** PV

* /.../battle.py(**52**)<module>()

-> **while** player1['pv'] > **0 and** player2['pv'] > **0**: (Pdb) pp player1

{'monster': {'attacks': ['charge', 'tonnerre'], 'name': 'Pythachu'}, 'pv': -**20**}

|  |  |
| --- | --- |
| 6 | (Pdb) pp player1['pv'] > **0 and** player2['pv'] > **0** |
| 7 | False |

On peut alors exécuter next et vérifier que l’on sort bien de la boucle.
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(Pdb) next

* /.../battle.py(**63**)<module>()

-> **if** player1['pv'] > **0**:

Le bug en question est donc corrigé !

### Invoquer Pdb depuis le programme

Mais ce mode d’utilisation de Pdb n’est pas le plus intuitif. Généralement on a déjà constaté le bug en dehors du débogueur et on sait donc à peu près à quel endroit il va se produire. On pourrait alors directement poser notre point d’arrêt dans le programme pour invoquer Pdb.

Cela est rendu possible à l’aide de la fonction breakpoint de Python, appelable depuis n’importe où dans le programme. On lancera alors notre jeu normalement, et la fonction aura pour effet de le mettre en pause et de nous amener sur une console Pdb.

***i***

Avant Python 3.7, la fonction breakpoint n’existait pas. Il fallait alors écrire import pdb; pdb.set\_trace() dans le code pour placer un point d’arrêt.

Vous avez peut-être pu constater un autre bug dans le jeu en utilisant le monstre Pythard, celui-ci se produit quand on essaie d’utiliser l’attaque *jet-de-flotte*.
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% python battle.py

Monstre: (pythachu/pythard/ponytha) pythard PV du monstre: **100**

Monstre: (pythachu/pythard/ponytha) pythachu PV du monstre: **100**

Pythard vs Pythachu Pythard **100** PV

Pythachu **100** PV

Attaque de Pythard: (charge/jet-de-flotte) jet-de-flotte Traceback (most recent call last):

File "/.../battle.py", line **57**, in <module> apply\_attack(player1, player2, attack)

File "/.../battle.py", line **43**, in apply\_attack target['monster']['name'], 'perd', attack['damage'], 'PV')

KeyError: 'damage'

On constate donc que le bug survient dans la fonction apply\_attack et l’on va pouvoir placer un point d’arrêt directement dans cette fonction.

**def apply\_attack**(attacker, target, attack): breakpoint()

**print**(attacker['monster']['name'], 'utilise', attack['name'], ':',

target['monster']['name'], 'perd', attack['damage'], 'PV')

target['pv'] -= attack['damage']
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Il nous suffit ensuite de relancer normalement notre programme. Et après avoir saisi les informa- tions de jeu, on se retrouve interrompu par notre *breakpoint*.

% python battle.py

Monstre: (pythachu/pythard/ponytha) pythard PV du monstre: **100**

Monstre: (pythachu/pythard/ponytha) pythachu PV du monstre: **100**

Pythard vs Pythachu Pythard **100** PV

Pythachu **100** PV

Attaque de Pythard: (charge/jet-de-flotte) jet-de-flotte

* /.../battle.py(**43**)apply\_attack()

-> print(attacker['monster']['name'], 'utilise', attack['name'], ':',

(Pdb)
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Nous pouvons alors reprendre notre attirail de commandes et essayer de comprendre le problème en inspectant les différentes valeurs.

(Pdb) pp attacker

{'monster': {'attacks': ['charge', 'jet-de-flotte'], 'name': 'Pythard'},

'pv': **100**}

(Pdb) pp attack

{'damages': **50**, 'name': 'Jet de flotte'} (Pdb) pp target

{'monster': {'attacks': ['charge', 'tonnerre'], 'name': 'Pythachu'}, 'pv': **100**}

1

2

3

4

5

6

7

Rien qui ne saute forcément aux yeux pour l’instant, donc on continue l’exécution avec next.

|  |  |
| --- | --- |
| 1 | (Pdb) next |
| 2 | * /.../battle.py(**44**)apply\_attack() |
| 3 | -> target['monster']['name'], 'perd', attack['damage'], 'PV') |
| 4 | (Pdb) next |
| 5 | **KeyError**: 'damage' |
| 6 | * /.../battle.py(**44**)apply\_attack() |

-> target['monster']['name'], 'perd', attack['damage'], 'PV')
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Là on voit bien l’erreur KeyError qui se produit et la ligne fautive est pointée. On se rend alors compte qu’on a utilisé dans notre JSON la clé 'damages' plutôt que 'damage' pour l’attaque *jet-de-flotte*. Encore une fois l’erreur venait donc de nos données.

On peut directement quitter le programme pour aller corriger notre fichier data.json.

Par acquit de conscience, on le relance ensuite dans les mêmes conditions pour vérifier que tout se passe bien.
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Attaque de Pythard: (charge/jet-de-flotte) jet-de-flotte

* /.../battle.py(**43**)apply\_attack()

-> **print**(attacker['monster']['name'], 'utilise', attack['name'], ':',

(Pdb)

On est à nouveau interrompu par notre *breakpoint* et on avance alors pas-à-pas pour nous assurer du bon fonctionnement.
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(Pdb) next

* /.../battle.py(**44**)apply\_attack()

-> target['monster']['name'], 'perd', attack['damage'], 'PV') (Pdb) next

* /.../battle.py(**43**)apply\_attack()

-> **print**(attacker['monster']['name'], 'utilise', attack['name'], ':',

(Pdb) **continue**

Pythard utilise Jet de flotte : Pythachu perd **50** PV Attaque de Pythachu: (charge/tonnerre)

Cette fois-ci c’est bon, le problème semble bien résolu. Mais le point d’arrêt reste toujours présent et continuera de nous interrompre. Il nous suffira de retirer la ligne breakpoint() dans le programme pour le supprimer.

***i***

La fonction breakpoint peut aussi directement s’utiliser depuis des fonctions de test, et ainsi être invoquée lors de l’exécution des tests.
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## Déboguer avec votre IDE

Jongler entre l’éditeur de texte d’un côté et le débogueur de l’autre n’est pas toujours évident. Certains éditeurs permettent d’intégrer directement le débogueur dans leur interface. C’est le cas de PyCharm par exemple.

Il est ainsi possible de cliquer à gauche des lignes de code pour placer des points d’arrêt. Ils sont illustrés par un rond rouge dans la marge. Cliquer sur un tel rond permet de supprimer un point d’arrêt déjà posé.
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Figure VII.7.1. – Point d’arrêt dans PyCharm.

Il faut ensuite exécuter le programme en mode *debug* (*Run > Debug*) pour les prendre en compte. L’exécution se déroule alors normalement nous demandant d’entrer les différentes saisies, puis le programme se met en pause et bascule sur l’interface de débogage quand le point d’arrêt est rencontré.
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Figure VII.7.2. – Interface de débogage.

Là nous pouvons directement avoir un aperçu des variables présentes dans la fonction, et les boutons reprennent les actions que nous avons pu voir avec Pdb : passer à l’instruction suivante, reprendre l’exécution du programme, redémarrer depuis le début, etc.
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# Huitième partie

**La bibliothèque standard**

# Introduction

La bibliothèque standard regorge de nombreux modules répondant à diverses tâches et il est intéressant d’au moins connaître leur existence.

Cette partie a donc pour but de faire un tour d’ensemble de cette bibliothèque.

# Tour d’horizon de la bibliothèque standard

## Introduction

J’ai déjà évoqué à plusieurs reprises la bibliothèque standard de Python (ou *stdlib* pour *standard library*), il s’agit de l’ensemble des modules et fonctions qui sont inclus de base avec Python. Chaque langage vient avec sa bibliothèque standard mais celle de Python est particulièrement fournie.

Nous en avons déjà parcouru une partie au cours des chapitres précédents et je ne pourrai pas être exhaustif ici non plus. Sachez qu’elle comprend par exemple des modules pour gérer les nombres fractionnaires, les dates, les chemins de fichier, mais aussi les archives ZIP, les emails, le protocole HTTP, etc.
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## Fonctions natives
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Mais quelques autres de ces fonctions méritent qu’on en parle un peu.

#### Manipulation de caractères

Les fonctions ord et chr par exemple permettent de manipuler les caractères et leurs codes numériques.

Jusqu’ici on n’a jamais dissocié caractères et chaînes de caractères, puisque les caractères sont simplement des chaînes de taille 1.

Mais en pratique, une chaîne de caractères s’apparente plutôt à une séquence de code numériques (des nombres entiers) où chaque code identifie un caractère particulier selon la spécification unicode.

Ainsi, la fonction ord permet simplement de récupérer le code associé à un caractère, et la fonction chr le caractère associé à un code.

|  |  |
| --- | --- |
| 1 | **>>>** ord('x') |
| 2 | 120 |
| 3 | **>>>** chr(**120**) |
| 4 | 'x' |

|  |  |
| --- | --- |
| 5 | **>>>** ord('♫') |
| 6 | 9835 |
| 7 | **>>>** chr(**9835**) |
| 8 | '♫' |

Ces fonctions peuvent permettre de jongler un peu avec la table unicode pour réaliser des opérations particulières en exploitant les caractéristiques de cette table.
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|  |  |
| --- | --- |
| 1 | **>>>** card\_base = ord('') |
| 2 | **>>>** chr(card\_base + **0x20** + **0x05**) # 5 de carreau |
| 3 | '' |
| 4 | **>>>** chr(card\_base + **0x10** + **0x0B**) # Valet de pic |
| 5 | '' |

ord échoue naturellement si on lui passe une chaîne de plusieurs caractères, et chr si on lui donne un code en dehors des bornes définies par unicode.
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**>>>** ord('salut')

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: ord() expected a character, but string of length 5 found

**>>>** chr(**1000000000**)

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

ValueError: chr() arg not in range(0x110000)

#### Formattage des valeurs

La fonction format permet d’obtenir la représentation formatée de n’importe quelle valeur, sous forme d’une chaîne de caractères.

Vous ne la connaissez pas mais c’est elle qui intervient dans le mécanisme des chaînes de formatage (*f-string*) pour transformer les valeurs et leur appliquer le format demandé.

Elle prend ainsi en arguments la valeur et le format (les options de formatage) à lui appliquer.
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' salut'

**>>>** format(**42**, '05X') '0002A'

**>>>** format(**123.4**, 'e') '1.234000e+02'

**>>>** format('salut', '>10')

Appelée sans format, elle opère juste la conversion en chaîne de caractères de la valeur donnée et devient ainsi équivalente à str.

|  |  |
| --- | --- |
| 1 | **>>>** format(**25**) |
| 2 | '25' |

#### Évaluation dynamique

**!**

La fonction qui suit peut introduire de grosses failles de sécurité dans vos programmes et doit donc être utilisée avec parcimonie : seulement sur des données qui sont sûres, jamais sur des données reçues de l’utilisateur ou d’un tiers.

Python est un langage dynamique et permet en cela d’exécuter du code à la volée au sein du programme.

C’est l’objectif de la fonction eval qui prend en argument une chaîne de caractères représentant une expression Python, l’interprète et en renvoie le résultat.
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**>>>** eval('1 + 3')

4

**>>>** x = **5**

**>>>** eval('x \* 8') 40

Cela offre donc la possibilité d’exécuter du code dynamiquement et donc de dépasser les fonctionnalités de base du langage. Par exemple pour créer en un coup une imbrication de 20 listes.

|  |  |
| --- | --- |
| 1 | **>>>** eval('['\***20** + 'None' + ']'\***20**) |
| 2 | [[[[[[[[[[[[[[[[[[[[None]]]]]]]]]]]]]]]]]]]] |

Toutes ces fonctions natives peuvent être retrouvées sur [la page de documentation dédiée](https://docs.python.org/fr/3/library/functions.html) .
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Les opérateurs font en quelque sorte partie des *built-ins* même si on y pense moins. Après tout, il s’agit aussi de fonctions natives de Python.

Mais les opérateurs sont des symboles et on ne peut pas les manipuler en tant que tels. En revanche, le module operator fournit pour chaque opérateur de Python un équivalent sous forme de fonction.

On y trouve ainsi des fonctions add, sub, pow ou encore eq.

1

2

3

4

**>>> import operator**

**>>>** operator.add(**3**, **5**)

8

**>>>** operator.sub(**10**, **1**)

|  |  |
| --- | --- |
| 5 | 9 |
| 6 | **>>>** operator.pow(**2**, **3**) |
| 7 | 8 |
| 8 | **>>>** operator.eq('a', 'a') |
| 9 | True |
| 10 | **>>>** operator.eq('a', 'b') |
| 11 | False |

Quelques subtilités à noter :

— Il y a deux fonctions de division (truediv et floordiv) pour les deux opérateurs correspondant (respectivement / et //).
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**>>>** operator.truediv(**10**, **4**)

2.5

**>>>** operator.floordiv(**10**, **4**)

2

— operator.concat (concaténation) est équivalent à operator.add, ces deux opérations se représentant par l’opérateur +, mais s’attend à ce que ses arguments soient des séquences.
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**>>>** operator.concat('foo', 'bar') 'foobar'

**>>>** operator.add('foo', 'bar') 'foobar'

**>>>** operator.concat(**3**, **5**) Traceback (most recent call last):

File "<stdin>", line **1**, in <module> TypeError: 'int' object can't be concatenated

— Les opérateurs & et | deviennent and\_ et or\_, suffixés d’un \_ pour ne pas générer de conflit avec les mots-clés and et or. De même que not devient not\_.
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**>>>** operator.and\_(**3**, **1**)

1

**>>>** operator.or\_(**3**, **1**)

3

**>>>** operator.not\_(False) True

— Pour chaque fonction xxx d’un opérateur arithmétique on trouve une fonction ixxx pour l’opérateur en-place (par-exemple iadd pour +=).
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**>>>** values = []

**>>>** operator.iadd(values, [**42**])

[42]

|  |  |
| --- | --- |
| 4 | **>>>** values |
| 5 | [42] |

— Les opérateurs , foo[key] = value et del foo[key] sont appelés geti

foo[key]

tem, setitem et delitem. getitem renvoie la valeur demandée, setitem et delitem

renvoient None.
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**>>>** operator.setitem(values, **0**, **21**)

**>>>** operator.getitem(values, **0**)

21

**>>>** operator.delitem(values, **0**)

**>>>** values []

— On trouve une fonction spéciale itemgetter qui permet de générer un opérateur ren- voyant la valeur associée à une clé dans un conteneur.
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**>>>** get\_3rd = operator.itemgetter(**3**)

**>>>** get\_3rd('abcdef') 'd'

**>>>** get\_3rd([**3**, **4**, **5**, **6**])

6

**>>>** get\_3rd(range(**10**)) 3

**>>>** get\_foo = operator.itemgetter('foo')

**>>>** get\_foo({'foo': -**12**})

-12

## Gestion des nombres

On a vite fait de passer sur les nombres, car on peut croire que l’on en a fait le tour une fois que l’on a vu les types int, float et complex qui semblent en effet couvrir toutes les catégories de nombres que l’on connaît.

Si c’est vrai pour ce qui est des nombres entiers, les types dédiés aux réels et aux complexes n’en sont que des approximations.

### Nombres décimaux

En effet, nous avons vu que les float étaient stockés par l’ordinateur sous forme binaire et étaient donc souvent des approximations des nombres décimaux que nous connaissons, ce qui pouvait mener à des erreurs d’arrondis.

|  |  |
| --- | --- |
| 1 | **>>> 0.1** + **0.1** + **0.1** |
| 2 | 0.30000000000000004 |

Un autre type existe néanmoins pour représenter de façon précise un nombre décimal, il s’agit du type Decimal du module decimal.
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**>>> from decimal import** Decimal

**>>>** Decimal('0.1') Decimal('0.1')

**>>>** Decimal('0.1') + Decimal('0.1') + Decimal('0.1') Decimal('0.3')

Un Decimal s’instancie avec une chaîne de caractère représentant notre nombre décimal et se comporte ensuite comme n’importe quel nombre : toutes les opérations usuelles peuvent s’y appliquer.
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**>>>** Decimal('1.5') \* Decimal('3.7') Decimal('5.55')

**>>>** Decimal('-4.2') - Decimal('1.1') Decimal('-5.3')

Les décimaux sont aussi compatibles avec les entiers, une opération entre des nombres des deux types renverra toujours un décimal.
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**>>>** Decimal('0.1') + **3**

Decimal('3.1')

**>>>** Decimal('0.1') \* **4**

Decimal('0.4')

**>>>** Decimal('0.1') \*\* **2**

Decimal('0.01')

**?**

Vous vous demandez pourquoi on instancie un Decimal avec une chaîne de caractères plutôt qu’un float ?

Il est en fait possible de créer un décimal à partir d’un flottant, mais ce flottant comprenant dès le départ une erreur d’arrondi, celle-ci se répercutera sur le décimal.

5625')

Decimal('0.100000000000000005551115123125782702118158340454101 *♩*

**>>>** Decimal(**0.1**)

1

2

On notera par ailleurs qu’il est possible de créer un décimal à partir d’un nombre entier, ce dernier ne comportant pas d’approximation.

|  |  |
| --- | --- |
| 1 | **>>>** Decimal(**1**) / Decimal(**10**) |
| 2 | Decimal('0.1') |

À tout moment, il est possible de converir un décimal en entier ou flottant à l’aide d’un appel à
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int ou float.
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**>>>** int(Decimal('1.4') \* Decimal('1.5')) 2

**>>>** float(Decimal('1.4') \* Decimal('1.5')) 2.1

Les nombres décimaux sont pratiques pour manipuler des valeurs qui ne doivent pas subir d’arrondis involontaires, comme des valeurs monétaires, mais sont moins performants à manipuler que les flottants qui sont directement gérés par le processeur.

Enfin, les décimaux sont tout de même soumis à une précision limitée qui ne leur permet alors pas de représenter tous les nombres décimaux possibles.

Avec une précision par défaut de 28 décimales, on remarque ainsi qu’il y a une perte de précision quand il y a une trop grande distance entre le chiffre le plus à gauche et celui le plus à droite, qui se ressent lors des opérations suivantes.
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**>>>** Decimal('1.000000000000000000000000001') \* **2**

Decimal('2.000000000000000000000000002')

**>>>** Decimal('1.0000000000000000000000000001') \* **2**

Decimal('2.000000000000000000000000000')

La précision des décimaux peut cependant être connue et réglée à l’aide des fonctions getcon text et setcontext tel que décrit dans [la documentation du module](https://docs.python.org/fr/3/library/decimal.html) .
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**>>> from decimal import** getcontext

**>>>** ctx = getcontext()

**>>>** ctx.prec = **30**

**>>>** Decimal('1.0000000000000000000000000001') \* **2**

Decimal('2.0000000000000000000000000002')

**>>>** ctx.prec = **1**

**>>>** Decimal('1.01') + Decimal('1.01') Decimal('2')

### Nombres rationnels

Mais quelle que soit la précision choisie, celle-ci sera toujours finie (pour des raisons de perfor- mances), et on ne pourra donc pas représenter un nombre avec une infinité ou un trop grand nombre de décimales.

On ne peut pas représenter de façon exacte le nombre 1 avec un Decimal.

3

En revanche, il existe un autre type pour représenter les nombres rationnels : le type Fraction

du module fractions.

***i***

Pour rappel, un nombre rationnel est un nombre qui peut s’écrire comme le quotient (la

fraction) entre deux nombres entiers, tels que (1/3

1

), (1.5

15

) ou encore (4

8

3

10

2

).

Un objet Fraction s’instancie avec le numérateur et le dénominateur de la fraction et s’utilise

ensuite comme n’importe quel nombre.

|  |  |
| --- | --- |
| 1 | **>>> from fractions import** Fraction |
| 2 | **>>>** Fraction(**1**, **3**) + Fraction(**1**, **3**) |
| 3 | Fraction(2, 3) |
| 4 | **>>>** Fraction(**1**, **3**) \* Fraction(**3**, **1**) |
| 5 | Fraction(1, 1) |

Les fractions sont elles aussi compatibles avec les entiers, et convertibles en int ou float.
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**>>>** Fraction(**1**, **3**) \* **4**

Fraction(4, 3)

**>>>** int(Fraction(**4**, **3**))

1

**>>>** float(Fraction(**4**, **3**))

1.3333333333333333

Ce type offre donc une précision infinie pour les nombres rationnels, mais avec un certain coût en performances. Ne l’utilisez donc que si vous avez besoin d’une précision exacte sur vos nombres, comme pour un solveur d’équations.

### Hiérarchie des nombres

Les types de nombres sont généralement compatibles entre eux : il est possible d’exécuter une opération entre un entier et un flottant, comme entre un rationnel et un complexe. Mais qu’attendre du résultat d’une telle opération ?

On le sait, une opération entre un entier et un flottant renvoie un flottant, car c’est lui qui est le plus à même de stocker le résultat. En effet, 2 \* 3.4 ne pourra pas être représenté dans un entier.

Il existe en fait une hiérarchie entre les types numériques qui définit quel type doit être renvoyé lors d’une telle opération. Il s’agira toujours du type le plus haut dans la hiérarchie.

Cette hiérarchie reprend les notions d’ensembles de nombres en mathématiques : il y a les nombres complexes tout en haut, puis les réels, les rationnels, les relatifs et enfin les entiers naturels.

En Python, les complexes sont représentés par le type complex, les réels par float, les rationnels par fractions.Fraction, et les entiers relatifs et naturels par int.

Cela explique qu’une opération entre une fraction et un complexe renverra toujours un com- plexe.

|  |  |
| --- | --- |
| 1 | **>>>** Fraction(**1**, **3**) + **2j** |
| 2 | (0.3333333333333333+2j) |

Mais ce ne sont pas les seuls types de nombres que vous pourriez être amenés à manipuler, et certaines bibliothèques pourraient venir avec leurs propres types.

Pour autant, ces types se conformeraient à la hiérarchie présentée au-dessus car ils y feraient

référence en utilisant les types abstraits (Number—nombre,

numbers

dule

Complex

Rational—rationnel, Integral—entier) définis dans le mo

—complexe, Real—réel,

.

Les types abstraits ainsi définis permettent de savoir à quelle classe appartient à un nombre, à l’aide d’appels à isinstance.

**>>> import numbers**

**>>>** isinstance(**4**, numbers.Integral) # Les int sont des entiers True

**>>>** isinstance(**4**, numbers.Real) # Mais ce sont aussi des réels True

**>>>** isinstance(**4**, numbers.Number) # Ou tout simplement des nombres au sens large

True

**>>>** isinstance(**4.2**, numbers.Real) # Les flottants sont des réels True

**>>>** isinstance(**4.2**, numbers.Rational) # Mais ne sont pas des rationnels

False

**>>>** isinstance(Fraction(**1**, **3**), numbers.Rational) # Contrairement aux fractions

True
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Les décimaux sont un cas un peu à part car ils ne s’inscrivent pas dans la hiérarchie, ils se situent quelque part entre les entiers et les rationnels. Aussi, les décimaux ne sont pas considérés comme des instances de numbers.Real ou numbers.Rational.
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**>>>** isinstance(Decimal('0.1'), numbers.Number) True

**>>>** isinstance(Decimal('0.1'), numbers.Real) False

**>>>** isinstance(Decimal('0.1'), numbers.Rational) False

Cela implique que les décimaux ne sont pas compatibles avec les autres types de la hiérarchie, et ne le sont en fait qu’avec les entiers.

### Bibliothèques mathématiques
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On le sait moins, mais il existe aussi un module cmath pour des fonctions équivalentes dans le domaine des complexes.
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**>>> import math**

**>>>** math.sqrt(**2**) # Racine carrée de 2 1.4142135623730951

**>>>** math.sqrt(-**1**)

Traceback (most recent call last):

File "<stdin>", line **1**, in <module> ValueError: math domain error

**>>> import cmath**

**>>>** cmath.sqrt(**2**) (1.4142135623730951+0j)

**>>>** cmath.sqrt(-**1**) 1j
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Le module étend donc le domaine de définition de certaines fonctions de math pour permettre de les appliquer à des nombres complexes. C’est le cas des fonctions trigonométriques ou exponentielles par exemple.
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**>>>** cmath.cos(**1**+**2j**) (2.0327230070196656-3.0518977991518j)

**>>>** cmath.exp(**1j** \* cmath.pi) (-1+1.2246467991473532e-16j)

Toutes ces fonctions sont à retrouver dans la [documentation du module cmath](https://docs.python.org/fr/3/library/cmath.html) .
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**>>>** data = [**1**, **2**, **2**, **3**, **4**, **5**, **5**, **6**, **7**]

**>>>** statistics.mean(data) 3.888888888888889

**>>>** statistics.median(data) 4

**>>>** statistics.variance(data) 4.111111111111111

**>>>** statistics.stdev(data) 2.0275875100994063

Pour plus d’informations sur les outils fournis par ce module, je vous invite à vous reporter sur [sa documentation](https://docs.python.org/fr/3/library/statistics.html) .

## Chemins et fichiers

On a déjà croisé la pathlib plus tôt pour tester l’existence d’un fichier. Mais ce module de la bibliothèque standard va bien au-delà et propose une ribambelle d’outils pour travailler avec les chemins et les fichiers.

Le module pathlib définit principalement le type Path ainsi que d’autres types qui en dépendent suivant l’implémentation. Ainsi, quand vous instanciez un objet Path vous obtiendrez une instance d’un autre type suivant votre système d’exploitation (WindowsPath pour Windows et PosixPath pour les autres systèmes).

|  |  |
| --- | --- |
| 1 | **>>> from pathlib import** Path |
| 2 | **>>>** Path() |
| 3 | PosixPath('.') |

### Usage des chemins

On le voit, on peut instancier un Path sans argument, le chemin correspond alors au répertoire courant (c’est ce que signifie le point). Mais on peut aussi passer un chemin (relatif comme absolu) en argument pour obtenir un objet Path correspondant.
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**>>>** Path('/') PosixPath('/')

**>>>** Path('../subdir/file.py') PosixPath('../subdir/file.py')

L’intérêt des objets Path est qu’ils sont composables entre-eux, à l’aide de l’opérateur / (qui représente la séparation entre répertoires).

|  |  |
| --- | --- |
| 1 | **>>>** Path('a') / Path('b') / Path('c') |
| 2 | PosixPath('a/b/c') |

Un raccourci permet d’ailleurs de composer des chemins directement avec des chaînes de caractères.

|  |  |
| --- | --- |
| 1 | **>>>** Path('a') / 'b' |
| 2 | PosixPath('a/b') |

Et les chemins de type Path sont bien sûr convertibles en chaînes de caractères via un appel explicite à str, ou en chaîne d’octets avec bytes
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**>>>** path = Path('a')

**>>>** str(path) 'a'

**>>>** str(path / 'b') 'a/b'

**>>>** bytes(path) b'a'

Ces objets peuvent aussi directement être utilisés pour certaines opérations qui attendent des chemins.

**...** f.write('hello')

**>>> with** open(path, 'w') **as** f:
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**...**
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### Propriétés des chemins

Les objets Path sont pourvus de nombreux attributs et méthodes et j’aimerais vous en présenter les plus importants.

* + - * 1. **parts**

Premièrement il est possible d’accéder à la décomposition d’un chemin à l’aide de son attribut

parts. On obtient ainsi un tuple des répertoires / fichiers qui composent notre chemin.
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**>>>** path.parts ('a',)

**>>>** Path('../subdir/file.py').parts ('..', 'subdir', 'file.py')

* + - * 1. **name**

L’attribut name renvoie la dernière partie du chemin, soit le nom du fichier cible.
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**>>>** path.name 'a'

**>>>** Path('../subdir/file.py').name 'file.py'

* + - * 1. **suffix, stem et suffixes**

suffix renvoie le suffixe d’un chemin, plus communément appelé l’extension du fichier. Si aucune extension n’est présente, suffix renvoie une chaîne vide.

1

2

3

4

**>>>** path.suffix ''

**>>>** Path('../subdir/file.py').suffix '.py'

À l’inverse, l’attribut stem renvoie le nom du fichier dépourvu du suffixe.
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**>>>** path.stem 'a'

**>>>** Path('../subdir/file.py').stem 'file'

Si un chemin contient plusieurs extensions (.tar.gz par exemple), seule la dernière extension sera renvoyée par suffix (et retirée de stem). L’attribut suffixes permet alors de récupérer la liste de toutes les extensions.
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**>>>** Path('photos.tar.gz').suffix '.gz'

**>>>** Path('photos.tar.gz').stem 'photos.tar'

**>>>** Path('photos.tar.gz').suffixes ['.tar', '.gz']

* + - * 1. **parent et parents**

On peut accéder au parent d’un chemin (son répertoire parent) via l’attribut parent. parent

est en quelque sort l’inverse de name.
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**>>>** path.parent PosixPath('.')

**>>>** Path('../subdir/file.py').parent PosixPath('../subdir')

L’attribut parents permet aussi d’accéder à l’ensemble des parents d’un chemin. path.pa rents[0] correspondra ainsi à path.parent, path.parents[1] à path.parent.parent, etc.
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**>>>** Path('../subdir/file.py').parents[**0**] PosixPath('../subdir')

**>>>** Path('../subdir/file.py').parents[**1**] PosixPath('..')

**>>>** Path('../subdir/file.py').parents[**2**] PosixPath('.')

**!**

Attention, l’attribut parents ne renvoie pas une liste mais un type particulier de séquence. On peut bien sûr le convertir en liste avec un appel à list.

**>>>** Path('../subdir/file.py').parents

<PosixPath.parents>

**>>>** list(Path('../subdir/file.py').parents) [PosixPath('../subdir'), PosixPath('..'), PosixPath('.')]
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* + - * 1. **is\_absolute**

La méthode is\_absolute est un prédicat pour savoir si un chemin est absolu (débute par la racine du système de fichiers) ou non.

|  |  |
| --- | --- |
| 1 | **>>>** Path('dir/hello.txt').is\_absolute() |
| 2 | False |
| 3 | **>>>** Path('/home/antoine/dir/hello.txt').is\_absolute() |
| 4 | True |

* + - * 1. **relative\_to**

La méthode relative\_to permet de convertir un chemin pour l’obtenir relativement à un autre. Elle offre ainsi un moyen de convertir un chemin absolu vers un chemin relatif.

Par exemple le chemin /home/antoine/dir/hello.txt donne dir/hello.txt relativement

à /home/antoine.

'/home/antoine') PosixPath('dir/hello.txt')

**>>>** Path('/home/antoine/dir/hello.txt').relative\_to( *♩*
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Mais on peut aussi le calculer à partir de chemins relatifs.

|  |  |
| --- | --- |
| 1 | **>>>** Path('dir/hello.txt').relative\_to('dir') |
| 2 | PosixPath('hello.txt') |

Dans le cas où aucune correspondance n’est trouvée et qu’il n’est donc pas possible de construire un chemin relatif entre les deux, la méthode lève une exception ValueError.

De même si on mélange chemins absolus et relatifs.
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**>>>** Path('dir/hello.txt').relative\_to('dir2') Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

File "/usr/lib/python3.9/pathlib.py", line **939**, in relative\_to

**raise ValueError**("{!r} is not in the subpath of {!r}"

ValueError: 'dir/hello.txt' is not in the subpath of 'dir2' OR one path is relative and the other is absolute.

### Méthodes concrètes

Toutes les méthodes précédentes permettent de manipuler les chemins de façon abstraite, déconnectée du système de fichiers. Mais d’autres méthodes servent à réaliser des opérations concrètes en s’appuyant sur le système.

* + - * 1. **exists**

Nous l’avons déjà rencontrée, la méthode exists est un prédicat pour tester si le chemin pointe vers un fichier/répertoire qui existe ou non.

|  |  |
| --- | --- |
| 1 | **>>>** Path('notfound').exists() |
| 2 | False |
| 3 | **>>>** Path('hello.txt').exists() |
| 4 | True |
| 5 | **>>>** Path('/').exists() |
| 6 | True |

* + - * 1. **is\_dir et is\_file**

Les méthodes is\_dir et is\_file permettent respectivement de tester si un chemin pointe vers un répertoire ou vers un fichier.

1

2

3

4

5

6

7

8

**>>>** Path('hello.txt').is\_dir() False

**>>>** Path('hello.txt').is\_file() True

**>>>** Path('/').is\_dir() True

**>>>** Path('/').is\_file() False

Ces méthodes renvoient False quand le chemin n’existe pas.
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**>>>** Path('notfound').is\_dir() False

**>>>** Path('notfound').is\_file() False

* + - * 1. **resolve**

La méthode resolve permet de résoudre un chemin, soit de trouver le chemin absolu corres- pondant.
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**>>>** path.resolve() PosixPath('/home/antoine/a')

**>>>** Path('hello.txt').resolve() PosixPath('/home/antoine/hello.txt')

**>>>** Path('../subdir/file.py').resolve() PosixPath('/home/subdir/file.py')

**>>>** Path('/').resolve() PosixPath('/')

Elle peut s’utiliser avec un argument strict pour lever une erreur si le chemin en question n’existe pas.

**>>>** Path('notfound').resolve() PosixPath('/home/antoine/notfound')

**>>>** Path('hello.txt').resolve(strict=True) PosixPath('/home/antoine/hello.txt')

**>>>** Path('notfound').resolve(strict=True) Traceback (most recent call last):

[...]

FileNotFoundError: [Errno 2] No such file or directory: '/home/antoine/notfound'
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* + - * 1. **cwd**

cwd est une méthode du type Path, qui renvoie le chemin vers le répertoire courant. C’est ce chemin qui est utilisé pour les résolutions de resolve.

|  |  |
| --- | --- |
| 1 | **>>>** Path.cwd() |
| 2 | PosixPath('/home/antoine') |

### Méthodes pour les répertoires

Certaines méthodes sont spécifiques aux chemins représentant des répertoires.

* + - * 1. **mkdir et rmdir**

La méthode mkdir permet de créer un répertoire là où pointe le chemin.
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**>>>** Path('subdir').exists() False

**>>>** Path('subdir').mkdir()

**>>>** Path('subdir').exists() True

**>>>** Path('subdir').is\_dir() True

La méthode lève une erreur FileExistsError si le répertoire (ou un fichier) existe déjà à ce chemin.

À l’inverse, la méthode rmdir permet de supprimer le répertoire pointé, et lève une erreur

FileNotFoundError s’il n’existe pas.
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**>>>** Path('subdir').rmdir()

**>>>** Path('subdir').rmdir() Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

File "/usr/lib/python3.9/pathlib.py", line **1363**, in rmdir

self.\_accessor.rmdir(self)

FileNotFoundError: [Errno 2] No such file or directory: 'subdir'
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Un répertoire doit être vide pour pouvoir être supprimé par rmdir.

* + - * 1. **iterdir**

Le principe des répertoires, c’est de contenir des fichiers. Ainsi les chemins possèdent une méthode iterdir qui renvoie un itérable pour parcourir les fichiers contenus dans le dossier.

hello.txt subdir game.py

**...**

**...**

**>>> for** p **in** Path('.').iterdir():
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**print**(p)

***i***

Comme on le voit, les fichiers que l’on obtient ne sont pas particulièrement triés. On peut toujours faire appel à sorted si cela est nécessaire.

**!**

Le parcours n’est pas récursif, les fichiers contenus dans les sous-dossiers (subdir par exemple) ne sont donc pas explorés.

* + - * 1. **glob**

glob est une autre méthode pour explorer les fichiers présents dans un dossier, qui permet de les rechercher selon un critère. En effet, glob prend une chaîne de caractères en argument qui décrit quels fichiers rechercher dans le répertoire.

Cette chaîne doit correspondre à un nom de fichier mais peut comprendre des \* qui agissent comme des jokers et correspondent à n’importe quels caractères. Ainsi, \*.py permet de trouver tous les fichiers .py d’un répertoire, et glob('\*') est équivalent à iterdir().

1

2

3

4

**... print**(p)

**...**

game.py

**>>> for** p **in** Path('.').glob('\*.py'):

### Méthodes pour les fichiers

Certaines autres méthodes sont spécifiques aux fichiers.

* + - * 1. **touch et unlink**

touch est la méthode qui permet de créer le fichier pointé par le chemin.

|  |  |
| --- | --- |
| 1 | **>>>** Path('newfile.txt').exists() |
| 2 | False |
| 3 | **>>>** Path('newfile.txt').touch() |
| 4 | **>>>** Path('newfile.txt').exists() |
| 5 | True |

La méthode ne produit pas d’erreur si le fichier existe déjà (met elle modifiera sa date de dernière modification).

**>>>** Path('newfile.txt').touch()

1

Et dans l’autre sens, on trouve la méthod unlink pour supprimer un fichier.
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**>>>** Path('newfile.txt').unlink()

**>>>** Path('newfile.txt').exists() False

La méthode lève une exception FileNotFoundError si le fichier n’existe pas, mais depuis Python 3.8 il est possible de lui préciser un argument booléen missing\_ok pour ne pas produire d’erreur.
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**>>>** Path('newfile.txt').unlink() Traceback (most recent call last):

File "<stdin>", line **1**, in <module>

File "/usr/lib/python3.9/pathlib.py", line **1354**, in unlink self.\_accessor.unlink(self)

FileNotFoundError: [Errno 2] No such file or directory: 'newfile.txt'

**>>>** Path('newfile.txt').unlink(missing\_ok=True)

* + - * 1. **open**

Nous l’avons déjà vu, la méthode open est semblable à la fonction *built-in* open, sauf qu’elle s’applique à un chemin. La méthode prend alors un mode en argument, 'r' par défaut, et renvoie un gestionnaire de contexte sur le fichier.
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**... print**(f\_in.read())

**...**

coucou

**>>> with** path.open() **as** f\_in:

6

**...** f\_out.write('coucou')

**...**

**>>> with** path.open('w') **as** f\_out:

* + - * 1. **read\_text et read\_bytes**

Pour simplifier certaines opérations, il existe aussi des méthodes read\_text et read\_bytes

pour lire dans une chaîne le contenu d’un fichier.

read\_text renvoie une chaîne de caractères et read\_bytes une chaîne d’octets.
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**>>>** path.read\_text() 'coucou'

**>>>** path.read\_bytes() b'coucou'

* + - * 1. **write\_text et write\_bytes**

Et réciproquement, les méthodes write\_text et write\_bytes permettent de remplacer le contenu d’un fichier par la chaîne donnée en argument.
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**>>>** path.write\_text('bonne soirée') 12

**>>>** path.read\_text() 'bonne soirée'

**>>>** path.write\_bytes(b'**\x01\x02\x03**') 3

**>>>** path.read\_bytes() b'\x01\x02\x03'

Le fichier est automatiquement créé s’il n’existe pas.
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**>>>** Path('notfound').write\_text('abc') 3

**>>>** Path('notfound').read\_text() 'abc'

Toutes les autres méthodes des objets Path sont à découvrir sur [la page de documentation du](https://docs.python.org/fr/3.8/library/pathlib.html) [module pathlib](https://docs.python.org/fr/3.8/library/pathlib.html) .

## Modules systèmes

Python dispose aussi de modules pour interagir avec le système, notamment les modules sys, shutil et os.

* + - 1. **Module sys**

sys est un module qui fournit différentes informations sur le système d’exploitation et l’inter- préteur Python.

On trouve notamment des attributs platform, version et version\_info pour connaître l’OS utilisé et la version de Python.

**>>> import sys**

**>>>** sys.platform 'linux'

**>>>** sys.version

'3.9.7 (default, Aug 31 2021, 13:28:12) \n[GCC 11.1.0]'

**>>>** sys.version\_info

sys.version\_info(major=3, minor=9, micro=7, releaselevel='final', serial=0)

**>>>** sys.version\_info.major, sys.version\_info.minor (3, 9)
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On peut aussi accéder au chemin de l’exécutable Python (executable), ainsi qu’à la liste des arguments du programme (argv).

|  |  |
| --- | --- |
| 1 | **>>>** sys.executable |
| 2 | '/usr/bin/python' |
| 3 | **>>>** sys.argv |
| 4 | [''] |

Le module met à disposition les fichiers stdin, stdout et stderr qui sont liés respectivement à l’entrée standard, la sortie standard et la sortie d’erreur.
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**>>>** sys.stdin.readline() hello

'hello\n'

**>>>** sys.stdout.write('coucou**\n**') coucou

7

**>>>** sys.stderr.write('error**\n**') error

6

Le dictionnaire modules référence tous les modules importés au sein de l’interpréteur. C’est un mécanisme de cache au sein de Python pour éviter de charger plusieurs fois un même module.
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**>>>** sys.modules

{'sys': <module 'sys' (built-in)>, 'builtins': <module 'builtins' (built-in)>, ...}

**>>>** sys.modules['sys']

<module 'sys' (built-in)>

**>>>** sys.modules['sys'].platform 'linux'

Quand je vous parlais de récursivité, j’évoquais une limite au nombre de récursions autorisées par l’interpréteur Python. Cette limite peut être connue via un appel à la fonction getrecur sionlimit du module sys.

|  |  |
| --- | --- |
| 1 | **>>>** sys.getrecursionlimit() |
| 2 | 1000 |

Enfin, nous l’avons déjà rencontrée, la fonction exit permet de couper le programme en cours d’exécution. Utilisée sans argument, la fonction coupe le programme normalement avec un code de retour de 0 (signifiant que tout s’est bien passé).
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**>>>** sys.exit()

% echo $? 0

Avec un nombre en argument, c’est ce nombre qui sera utilisé comme code de retour (un code de retour différent de 0 signifie que le programme s’est terminé sur une erreur).
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**>>>** sys.exit(**12**)

% echo $? 12

Avec une chaîne de caractères en argument, la chaîne sera écrite sur la sortie d’erreur et le code de retour sera 1.
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**>>>** sys.exit('error') error

% echo $? 1

L’ensemble de ces fonctions, et bien d’autres encore, peut être retrouvé sur [la page de documen-](https://docs.python.org/fr/3/library/sys.html) [tation du module sys](https://docs.python.org/fr/3/library/sys.html) .
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shutil peut venir en complément de pathlib, il propose des opérations de haut-niveau sur les fichiers et répertoires, notamment pour les copies, les déplacements et la suppression.

On trouve ainsi une fonction copy qui permet de copier un fichier à un autre endroit sur le système. La fonction prend en arguments le chemin source et sa destination, les chaînes de caractères et les objets Path sont acceptés.

Elle renvoie le chemin du fichier copié.

1

2

3

4

5

6

**>>> from pathlib import** Path

**>>> import shutil**

**>>>** shutil.copy(Path('hello.txt'), 'new.txt') 'new.txt'

**>>>** Path('new.txt').read\_text() 'salut\n'

Il est aussi possible de préciser un répertoire en second argument pour copier le fichier (en conservant son nom) vers ce répertoire.

|  |  |
| --- | --- |
| 1 | **>>>** shutil.copy('hello.txt', 'subdir') |
| 2 | 'subdir/hello.txt' |
| 3 | **>>>** Path('subdir/hello.txt').read\_text() |
| 4 | 'salut\n' |

Pour copier des arborescences de fichiers (fichiers et répertoires), shutil propose une fonction copytree sur le même principe que copy. La fonction copie récursivement le répertoire source et les fichiers qu’il contient vers la destination.
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**>>>** shutil.copytree('subdir', 'newdir') 'newdir'

**>>>** list(Path('newdir').iterdir()) [PosixPath('newdir/hello.txt'), PosixPath('newdir/file.py')]

De la même manière, on trouve une fonction move pour déplacer un fichier ou un répertoire vers une destination.
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**>>>** shutil.move('new.txt', 'moved.txt') 'moved.txt'

**>>>** Path('moved.txt').read\_text() 'salut\n'

**>>>** Path('new.txt').exists() False

**>>>** shutil.move('newdir', 'moveddir') 'moveddir'

**>>>** list(Path('moveddir').iterdir()) [PosixPath('moveddir/hello.txt'), PosixPath('moveddir/file.py')]

**>>>** Path('newdir').exists() False

Et le module offre aussi une fonction rmtree pour supprimer récursivement un répertoire.

1

2

3

**>>>** shutil.rmtree('moveddir')

**>>>** Path('moveddir').exists() False

Enfin, dans un tout autre genre, la fonction get\_terminal\_size permet de connaître la taille (en lignes de caractères et en colonnes) du terminal. La fonction renvoie un tuple nommé avec deux champs columns et lines.

|  |  |
| --- | --- |
| 1 | **>>>** shutil.get\_terminal\_size() |
| 2 | os.terminal\_size(columns=136, lines=66) |
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* + - 1. **Module os**

os est l’interface bas-niveau du système d’exploitation (*os* pour *operating system*), le module offre une multitude de fonctions pour communiquer avec lui.

On trouve notamment des fonctions pour manipuler les fichiers et répertoires telles que mkdir, rmdir, unlink, open, etc. Ces fonctions sont celles qui sont utilisées par la pathlib qui leur ajoute une interface plus haut-niveau pour manipuler ces données.

La plupart des fonctions exposées dans os sont d’ailleurs abstraites dans d’autres modules (subprocess, shutil) pour les rendre plus faciles à utiliser.

***i***

De la même manière, on trouve le module

, antérieur à la

, pour gérer

les chemins de fichiers avec des fonctions comme exists, dirname, basename ou encore

pathlib

os.path

splitext.

Le module propose aussi une fonction chdir (pour *change directory*) qui prend un chemin (relatif ou absolu) en argument et permet de changer le répertoire courant.
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**>>>** Path.cwd() PosixPath('/home/antoine')

**>>>** os.chdir('..')

**>>>** Path.cwd() PosixPath('/home')

**!**

Attention, changer de répertoire courant affecte ensuite toutes les opérations utilisant des chemins relatifs, c’est une opération à réaliser avec précaution.

Parmi les autres outils présents dans le module, on trouve par exemple la fonction cpu\_count

qui permet de savoir combien de cœurs sont disponibles sur la machine.

|  |  |
| --- | --- |
| 1 | **>>>** os.cpu\_count() |
| 2 | 8 |

#### Gestion de l’environnement

Un programme est toujours exécuté dans un certain environnement. Cet environnement consiste en un ensemble de variables définies par le système, sur lesquelles les programmes peuvent se baser pour certaines de leurs actions.

Il est ainsi courant de trouver des variables d’environnement telles que SHELL (le shell utilisé), USER (l’utilisateur courant), LANG (la langue de l’utilisateur), HOME (le dossier de l’utilisateur) ou PWD (le répertoire courant).

Depuis le shell, on peut spécifier des variables d’environnement supplémentaires pour un programme en plaçant VAR=value avant l’invocation du programme.

% OUTPUT=/tmp/out MAX\_VALUE=**256** python script.py

1

***i***

Il est coutume d’utiliser exclusivement des lettres capitales (ainsi que des chiffres et des

*underscores*) dans les noms de variables d’environnement.

En Python, l’environnement est accessible via le dictionnaire environ du module dictionnaire associe les valeurs des variables d’environnement à leurs noms.

os. Ce
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**>>> import os**

**>>>** os.environ

environ({..., 'OUTPUT': '/tmp/out', 'MAX\_VALUE': '256'})

On le voit, les valeurs des variables d’environnement sont toujours des chaînes de caractères, il peut alors être nécessaire de les convertir.
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**>>>** os.environ['MAX\_VALUE'] '256'

**>>>** int(os.environ['MAX\_VALUE']) 256

Le module dispose aussi d’une fonction getenv pour récupérer une variable d’environnement.

|  |  |
| --- | --- |
| 1 | **>>>** os.getenv('OUTPUT') |
| 2 | '/tmp/out' |

La fonction renvoie None si la variable d’environnement n’est pas définie, mais il est possible de lui spécifier un argument default pour choisir cette valeur par défaut.
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**>>>** os.getenv('NOTFOUND')

**>>>** os.getenv('NOTFOUND', 'no') 'no'

Le dictionnaire environ est bien sûr éditable, ce qui permet de faire évoluer l’environnement du programme.
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**>>>** os.environ['MAX\_VALUE'] = str(int(os.environ['MAX\_VALUE']) \* **2**)

**>>>** os.getenv('MAX\_VALUE') '512'

Afin de traiter l’environnement comme des chaînes d’octets, on trouve aussi le dictionnaire

environb et la fonction getenvb qui remplissent le même rôle que environ et getenv.

|  |  |
| --- | --- |
| 1 | **>>>** os.environb |
| 2 | environ({..., b'OUTPUT': b'/tmp/out', b'MAX\_VALUE': b'512'}) |
| 3 | **>>>** os.getenvb(b'MAX\_VALUE') |
| 4 | b'512' |
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# Un peu d’aléatoire

## Introduction

Actuellement notre jeu de combat se joue à deux joueurs. C’est très bien, mais que diriez vous de pouvoir y jouer en solo ?

Pour cela il va nous falloir réaliser une «intelligence artificielle», très basique. Et pour arriver à nos fins et rendre le tout moins prédictible, on va y insérer des comportements aléatoires.

Comment gérer de l’aléatoire sur une machine aussi déterministe qu’un ordinateur ? C’est ce que nous allons voir ici.

## Le module random

La bibliothèque standard de Python comprend un module random dédié aux opérations aléa- toires.

Nous sommes sur un ordinateur et l’aléatoire n’est pas réellement possible1 mais il existe une astuce. Cette astuce ce sont les générateurs pseudo-aléatoires.

Ces générateurs sont des outils produisant des suites de nombres qui semblent aléatoirement tirés. Pour cela ils s’appuient sur des paramètres extérieurs tels que le temps ou le statut des périphériques afin d’initialiser leur état, puis sur des opérations mathématiques pour générer un nombre en fonction des précédents.

En pratique ça fonctionne bien, mais attention : deux générateurs qui seraient initialisés avec la même valeur produiraient exactement les mêmes nombres.

Certains langages vous demandent d’initialiser le générateur pseudo-aléatoire avant de commencer à faire des tirages, mais Python le fait pour nous lors de l’import du module random, et est donc directement utilisable.

**>>> import random**

1

Le module propose de nombreuses fonctions, mais nous n’allons nous intéresser qu’à certaines d’entre elles.

### Nombres aléatoires

Premièrement, le plus simple, les fonctions pour tirer un nombre entier aléatoire, tel un lancer de dé. Il y en a deux, randrange et randint.

La première reçoit entre 1 et 3 arguments, comme la fonction range, formant donc un intervalle avec une valeur de début (0 si omise), de fin et un pas (1 si omis). Elle renvoie un nombre aléatoire compris dans cet intervalle (pour rappel, la valeur de fin est exclue de l’intervalle).

Voici par exemple des tirages de nombres entre 1 et 6 (inclus).

* + - * 1. À moins d’utiliser un périphérique dédié.

|  |  |
| --- | --- |
| 1 | **>>>** random.randrange(**1**, **7**) |
| 2 | 5 |
| 3 | **>>>** random.randrange(**1**, **7**) |
| 4 | 4 |
| 5 | **>>>** random.randrange(**1**, **7**) |
| 6 | 2 |

Ce qui est d’ailleurs strictement équivalent à :

|  |  |
| --- | --- |
| 1 | **>>>** random.randrange(**6**) + **1** |
| 2 | 3 |
| 3 | **>>>** random.randrange(**6**) + **1** |
| 4 | 2 |

(bien sûr, vous n’obtiendrez pas nécessairement les mêmes résultats que les exemples)

Si l’on ne souhaitait tirer que des valeurs de dé impaires, on pourrait ajouter un pas à notre appel.

|  |  |
| --- | --- |
| 1 | **>>>** random.randrange(**1**, **7**, **2**) |
| 2 | 5 |
| 3 | **>>>** random.randrange(**1**, **7**, **2**) |
| 4 | 1 |
| 5 | **>>>** random.randrange(**1**, **7**, **2**) |
| 6 | 3 |

La fonction randint est un peu similaire si ce n’est qu’elle prend deux arguments (ni plus ni moins) et qu’elle retourne un nombre de cet intervalle, bornes incluses. Ainsi, notre tirage de dé se ferait comme suit.
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**>>>** random.randint(**1**, **6**)

6

**>>>** random.randint(**1**, **6**)

4

### Opérations aléatoires

Mais tirer un nombre aléatoire ce n’est pas tout, et le module propose d’autres opérations aléatoires intéressantes.

Par exemple, la fonction choice permet de sélectionner aléatoirement un élément dans une liste.
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**>>>** actions = ['manger', 'dormir', 'aller au ciné']

**>>>** random.choice(actions) 'manger'

|  |  |
| --- | --- |
| 4 | **>>>** random.choice(actions) |
| 5 | 'aller au ciné' |

Je parle de liste, mais tout objet se comportant comme une liste2 est aussi accepté, les range

par exemple. Ainsi, random.choice(range(1, 7)) est équivalent à random.randrange(1,

7).

|  |  |
| --- | --- |
| 1 | **>>>** random.choice(range(**1**, **7**)) |
| 2 | 3 |

Si vous souhaitez tirer plusieurs valeurs sans remise, choice ne sera pas adaptée, vous risqueriez de tirer plusieurs fois la même.
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**>>>** random.choice(actions) 'manger'

**>>>** random.choice(actions) 'manger'

Dans ce cas orientez-vous vers sample, qui prend en argument le nombre de valeurs à tirer en plus de la liste.

|  |  |
| --- | --- |
| 1 | **>>>** random.sample(actions, **2**) |
| 2 | ['dormir', 'manger'] |

Enfin, la fonction shuffle permet de simplement trier aléatoire la liste (elle modifie la liste reçue en paramètre).
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**>>>** random.shuffle(actions)

**>>>** actions

['aller au ciné', 'manger', 'dormir']

**>>>** random.shuffle(actions)

**>>>** actions

['dormir', 'aller au ciné', 'manger']

C’est utile pour mélanger un paquet de cartes ou d’autres opérations du genre, et avoir ensuite un tirage sans remise.
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**>>>** cards = ['as de pique', '3 de trèfle', '7 de carreau', 'dame de cœur']

**>>>** random.shuffle(cards)

**>>>** cards.pop() '3 de trèfle'

**>>>** cards.pop()

* + - * 1. C’est-à-dire ayant une taille et permettant d’accéder à n’importe quel élément à partir de son index.

'7 de carreau'

6

## Distributions

### Lois de distribution

Voilà pour ce qui est des tirages dit discrets (on a un ensemble de valeurs connues et on veut tirer une valeur dans celles-ci) mais il est aussi possible de tirer des nombres dans des intervalles continus.

Par exemple, très simple, la fonction random va renvoyer un nombre flottant entre 0 et 1 (1 étant exclu de l’intervalle).
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**>>>** random.random() 0.9294919627802888

**>>>** random.random() 0.47588843177000617

Le tirage de ce nombre est uniforme, grossièrement cela veut dire qu’on a autant de chances de tirer un nombre n’importe où dans l’intervalle.

Une fonction est spécifiquement dédiée au tirage uniforme entre deux nombres flottants, il s’agit de la fonction uniform.

1

2

3

4

**>>>** random.uniform(**0**, **10**)

1.4017486291855232

**>>>** random.uniform(**0**, **10**)

5.926447309804371

Suivant les arrondis, la borne supérieure peut être inclue ou non dans l’intervalle, mais cela a peu d’importance : il est pratiquement impossible de tomber sur ce nombre précis, puisqu’il y en a une infinité1 .

On a l’habitude de présenter une distribution par sa densité de probabilité, la fonction qui montre quelles zones de l’intervalle ont plus de chances d’être sollicitées.

Dans le cas d’une distribution uniforme, cette densité est constante.

* + - * 1. Pas exactement puisque la représentation d’un flottant est finie, mais vous comprenez l’idée.
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Figure VIII.2.1. – Densité de probabilité d’une distribution uniforme.

D’autres distributions sont possibles pour les tirages de nombres flottants.

Il y a par exemple la distribution triangulaire accessible via la fonction triangular, qui prend en argument les deux bornes de l’intervalle.

On parle de distribution triangulaire car sa densité représente un triangle entre les deux bornes.
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Figure VIII.2.2. – Densité de probabilité d’une distribution triangulaire.

Ainsi, les valeurs autour du sommet du triangle auront plus de probabilité d’être tirées que celles aux extrémités.

|  |  |
| --- | --- |
| 1 | **>>>** random.triangular(**0**, **10**) |
| 2 | 4.0479535343895865 |

Un troisième argument optionnel, le mode, permet de spécifier la valeur du sommet du triangle (par défaut il s’agit du milieu de l’intervalle, 5 dans notre exemple).

|  |  |
| --- | --- |
| 1 | **>>>** random.triangular(**0**, **10**, **2**) |
| 2 | 2.4400405218007473 |

On trouve aussi la distribution normale, qui représente la distribution naturelle autour d’une moyenne avec un certain écart type. La moyenne et l’écart type sont les deux arguments de la fonction normalvariate.

|  |  |
| --- | --- |
| 1 | **>>>** random.normalvariate(**5**, **1**) |
| 2 | 4.655500829738334 |
| 3 | **>>>** random.normalvariate(**5**, **1**) |
| 4 | 5.808402224132684 |

Sa densité de probabilité prend la forme d’une cloche centrée autour de la moyenne. Plus on s’éloigne de la moyenne, moins les valeurs ont de chance d’être tirées.
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Figure VIII.2.3. – Densité de probabilité d’une distribution normale.

### Pondération

Un autre point important à propos des tirages aléatoires concerne la pondération. En effet, les tirages discrets que nous avons effectués jusqu’ici étaient tous uniformes : chaque valeur avait autant de chance que les autres de tomber.

Avec random.randint(1, 6), chaque valeur a une probabilité de 1 d’être tirée. On peut
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d’ailleurs le vérifier en simulant un très grand nombre de tirages et en calculant le nombre d’occurrences de chaque valeur pour en déterminer la fréquence.

Si le tirage est bien uniforme, chaque valeur est censée être équitablement présente.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>**  **>>>**  **>>>**  **>>>**  **...**  **...**  **...**  **>>>**  **...** | **from collections import** Counter occurrences = Counter()  N = **10000**  **for** \_ **in** range(N):  val = random.randint(**1**, **6**) occurrences[val] += **1**  **for** val, occ **in** sorted(occurrences.items()): # sorted pour afficher selon l'ordre des clés  **print**(f'{val}: {occ / N}') |
| 2 |
| 3 |
| 4 |
| 5 |
| 6 |
| 7 |
| 8 |
| 9 |

1: 0.0982

2: 0.1021

3: 0.0968

4: 0.1982

5: 0.1985

6: 0.3062

**...**

**...**

**>>> for** val, occ **in** sorted(occurrences.items()):

**...**

**...**

**...**

**>>>** occurrences = Counter()

**>>> for** \_ **in** range(N):

**print**(f'{val}: {occ / N}')

val = random.choice(choices) occurrences[val] += **1**

1

2

3

4

5

6

7

8

9

10

11

12

13

14

|  |  |
| --- | --- |
| 10 | **...** |
| 11 | 1: 0.1649 |
| 12 | 2: 0.1638 |
| 13 | 3: 0.1687 |
| 14 | 4: 0.1695 |
| 15 | 5: 0.1654 |
| 16 | 6: 0.1677 |

On voit que chaque fréquence est proche de 0,1666.
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Figure VIII.2.4. – Distribution uniforme des valeurs.

Mais parfois on souhaiterait pouvoir pondérer notre tirage, affecter un poids différent à chaque valeur. Une manière de faire serait d’utiliser un choice et d’y mettre plusieurs fois les valeurs selon l’importance que l’on souhaite leur donner.
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choices = [**1**, **2**, **3**, **4**, **4**, **5**, **5**, **6**, **6**, **6**]

1

Ici, 6 a une probabilité de 0,3 ( 3 ) d’être tiré, 4 et 5 en ont une de 0,2 et les autres sont de 0,1.

Mais j’ai choisi un exemple facile, il est généralement assez compliqué de déterminer combien de valeurs on souhaite metre en fonction de la probabilité que l’on veut leur donner, et cela peut amener à des listes de valeurs assez grandes.

Heureusement, Python a pensé à nous et propose une fonction qui prend directement en compte la pondération, il s’agit de la fonction random.choices.

Par défaut la fonction est sembable à choice, attribuant le même poids à chaque valeur, sauf qu’elle renvoie la valeur tirée sous forme d’une liste.

|  |  |
| --- | --- |
| 1 | **>>>** random.choices(range(**1**, **7**)) |
| 2 | [6] |

C’est parce qu’il est possible de lui demander de tirer plusieurs valeurs (avec remise) en utilisant le paramètre k.

|  |  |
| --- | --- |
| 1 | **>>>** random.choices(range(**1**, **7**), k=**3**) |
| 2 | [1, 1, 6] |

Mais l’intérêt de cette fonction se situe dans son deuxième argument qui est une liste de poids, correspondant donc aux valeurs données en premier argument. Notre tirage de tout à l’heure pourrait se réécrire de la façon suivante :

|  |  |
| --- | --- |
| 1 | **>>>** weights = [**0.1**, **0.1**, **0.1**, **0.2**, **0.2**, **0.3**] |
| 2 | **>>>** random.choices(range(**1**, **7**), weights) |
| 3 | [5] |
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Figure VIII.2.5. – Pondération des valeurs.

Encore une fois, on peut le vérifier en calculant les fréquences d’apparition.

|  |  |
| --- | --- |
| 1 | **>>>** occurrences = Counter() |
| 2 | **>>> for** \_ **in** range(N): |

1: 0.0995

2: 0.1008

3: 0.1008

4: 0.2018

5: 0.2

6: 0.2971

**print**(f'{val}: {occ / N}')

**...**

**...**

**>>> for** val, occ **in** sorted(occurrences.items()):

val = random.choices(range(**1**, **7**), weights)[**0**] # Attention, choices renvoie une liste

occurrences[val] += **1**

**...**

**...**

**...**

3

4

5

6

7

8

9

10

11

12

13

14

J’ai utilisé ici des fréquences comme poids, mais il est possible d’utiliser n’importe quels nombres, Python calculera la fréquence en fonction de la somme des poids.

|  |  |
| --- | --- |
| 1 | **>>>** weights = [**1**, **1**, **1**, **2**, **2**, **3**] |
| 2 | **>>>** random.choices(range(**1**, **7**), weights) |
| 3 | [2] |

Enfin, il est aussi possible d’utiliser des poids cumulés pour le tirage. Dans ce cas, la fonction prend un paramètre cum\_weights définissant ces poids.

Les poids cumulés peuvent être vus comme une réglette graduée entre 0 et 1, chaque valeur se voyant attribuer une graduation. Un nombre est tiré entre 0 et 1, et c’est la valeur située juste à droite de cette graduation qui sera sélectionné.

Notre tirage précédent peut alors s’écrire comme suit.

1

2

3

**>>>** cum\_weights = [**0.1**, **0.2**, **0.3**, **0.5**, **0.7**, **1**]

**>>>** random.choices(range(**1**, **7**), cum\_weights=cum\_weights) [5]

Je vous laisse calculer la fréquence des tirages pour le vérifier.
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Figure VIII.2.6. – Poids cumulés.

# Gestion du temps

## Introduction

Différents modules de la bibliothèque standard permettent de gérer les dates et le temps, des données qui ne sont pas toujours faciles à manipuler en raison de différentes conventions (durée des mois, années bissextiles, fuseaux horaires, heure d’été, secondes intercalaires, etc.).

## Module time

Il existe plusieurs manières de représenter le temps en informatique, selon que l’on parle d’instants ou de dates.

### Les timestamps

La plus simple d’entre toutes, c’est le *timestamp* qui représente un instant selon le nombre de secondes écoulées depuis une date de référence appelée *epoch* (généralement le 1er janvier 1970 à minuit UTC, norme Unix). On y accède via la fonction time du module time qui nous renvoie un nombre flottant (incluant donc les fractions de secondes).
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**>>> import time**

**>>>** time.time() 1633091908.9014919

**>>>** time.time() 1633091911.8008878

***i***

Le *timestamp* peut aussi être un nombre négatif pour représenter les instants antérieurs à cet *epoch*.

Si une plus grande précision est nécessaire, la fonction time\_ns permet de récupérer le *timestamp*

sous la forme d’un nombre entier de nanosecondes écoulées.

|  |  |
| --- | --- |
| 1 | **>>>** time.time\_ns() |
| 2 | 1633093266497388151 |

Étant un nombre, le *timestamp* est très facile à manipuler, et n’est pas soumis aux problématiques sur la gestion des fuseaux horaires. Il est donc utile pour des problématiques d’horodatage (noter à quel instant s’est produit un événement).

Cependant, on ne peut pas le considérer comme portable car son interprétation dépend de la date utilisée comme *epoch*. Il n’est ainsi pas recommandé de transmettre un *timestamp* à un autre programme car celui-ci pourrait l’interpréter différemment.

De plus, le *timestamp* est un nombre soumis à un stockage limité : auparavant sur 32 bits (aujourd’hui sur 64) il ne permettait alors de ne représenter qu’un intervalle restreint de dates.

**?**

Peut-être avez-vous entendu parler du bug de l’an 2038 ? Il s’agit de la date où les *timestamps* Unix atteindront leur capacité maximale sur 32 bits, rendant leur usage impossible après cette date.

Mais d’ici-là, tout le monde devrait être passé aux *timestamps* 64 bits.

Aussi, on pourrait être tenté d’utiliser des *timestamps* pour mesurer des durées dans un programme, en calculant la différence entre les *timestamps*. C’est une mauvaise pratique car ceux-ci ne sont pas monotones : étant alignés sur l’horloge du système, le temps peut «revenir en arrière» si l’horloge est recalibrée.

Pour un tel cas d’usage, il faut alors plutôt faire appel à la fonction monotonic (ou monoto nic\_ns) qui est une horloge monotonique. Le nombre ainsi renvoyé est aussi un nombre de secondes (ou de nanosecondes) mais la date de référence est indéterminée, ils ne sont alors utiles que pour calculer des durées.
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**>>>** start = time.monotonic()

**>>>** ... # différentes opérations

**>>>** time.monotonic() - start 14.564803410001332

### Structure de temps

Une autre manière de représenter le temps est de stocker des données liées à une date : année, mois, jour, heure, minutes, secondes, etc. C’est ce que fait l’objet struct\_time du module

time.

On peut obtenir un objet struct\_time en appelant la fonction localtime par exemple.
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**>>>** time.localtime()

time.struct\_time(tm\_year=2021, tm\_mon=10, tm\_mday=1, tm\_hour=15, tm\_min=12, tm\_sec=52, tm\_wday=4, tm\_yday=274, tm\_isdst=1)

**>>>** date = time.localtime()

**>>>** date.tm\_year 2021

**>>>** date.tm\_hour 15

Il s’agit donc d’une représentation du temps plus exploitable, dont on peut explorer les différentes composantes. Mais un tel objet est alors dépendant du fuseau horaire (le fuseau local pour localtime) et des autres conventions sur les dates.

La fonction gmtime permet de récupérer le struct\_time correspondant au temps courant dans le fuseau horaire UTC.

**>>>** time.gmtime()

time.struct\_time(tm\_year=2021, tm\_mon=10, tm\_mday=1, tm\_hour=13, tm\_min=15, tm\_sec=3, tm\_wday=4, tm\_yday=274, tm\_isdst=0)
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### Utilitaires du module

Le module time met aussi à disposition quelques utilitaires.

Ainsi, il est possible de mettre le programme en pause pendant une certaine durée (en secondes) à l’aide de la fonction sleep.

**>>>** time.sleep(**3**)

1

On trouve aussi certaines fonctions pour faire des conversions entre les types précédents. Ainsi la fonction mktime permet de transformer un objet struct\_time (dans le fuseau courant) en un *timestamp*.

|  |  |
| --- | --- |
| 1 | **>>>** time.mktime(date) |
| 2 | 1633093972.0 |

Aussi, localtime et gmtime peuvent prendre un *timestamp* en argument et renvoyer la date associée (respectivement dans le fuseau local ou en UTC).

**>>>** time.localtime(**1633093972.0**)

time.struct\_time(tm\_year=2021, tm\_mon=10, tm\_mday=1, tm\_hour=15, tm\_min=12, tm\_sec=52, tm\_wday=4, tm\_yday=274, tm\_isdst=1)

**>>>** time.gmtime(**1633093972.0**)

time.struct\_time(tm\_year=2021, tm\_mon=10, tm\_mday=1, tm\_hour=13, tm\_min=12, tm\_sec=52, tm\_wday=4, tm\_yday=274, tm\_isdst=0)
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Enfin, on trouve d’autres fonctions de calcul du temps dans le module, comme process\_time (et process\_time\_ns) qui sert à calculer le nombre de secondes de travail effectif (excluant les pauses) du programme, ainsi que perf\_counter (et perf\_counter\_ns) spécialement dédiée aux calculs de performance du programme avec une résolution adaptée (les dates de référence de ces différentes fonctions sont indéterminées).
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**>>>** start = time.process\_time()

**>>>** time.sleep(**3**)

**>>>** time.process\_time() - start 0.0006125660000000088

**>>>** start = time.perf\_counter()

**>>>** time.sleep(**3**)

**>>>** time.perf\_counter() - start 3.0024995610001497
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## Module datetime

Le module datetime fournit une interface haut-niveau pour gérer les temps et les dates, construit autour du module time, avec le type datetime.

Un objet datetime représente une date précise (avec année, mois, jour, heure, minutes, secondes et microsecondes), avec ou sans fuseau horaire.

Une date avec fuseau horaire représente donc un instant précis, on dit qu’elle est avisée. Une date sans fuseau est dite naïve car son interprétation dépend du fuseau horaire courant.

|  |  |
| --- | --- |
| 1 | **>>>** datetime.datetime(**2000**, **4**, **12**, **8**, **30**, **55**) |
| 2 | datetime.datetime(2000, 4, 12, 8, 30, 55) |

La méthode now du type datetime permet de récupérer l’objet associé à l’instant courant (exprimé dans le fuseau local). Par défaut, elle renvoie une date naïve.
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**>>>** dt = datetime.datetime.now()

**>>>** dt

datetime.datetime(2021, 10, 1, 16, 19, 43, 840744)

Il est possible de préciser un fuseau horaire en argument pour obtenir une date avisée selon ce fuseau, par exemple en utilisant datetime.timezone.utc.
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**>>>** dt = datetime.datetime.now(datetime.timezone.utc)

**>>>** dt\_utc

datetime.datetime(2021, 10, 1, 14, 19, 43, 840744, tzinfo=datetime.timezone.utc)

On voit que le fuseau horaire est stocké dans l’attribut tzinfo de l’objet datetime.

***i***

Le format datetime ne permet que de représenter un ensemble limité de dates : seules les années 1 à 9999 sont autorisées.

### Conversions

Les datetime peuvent être convertis vers d’autres types de dates à l’aide de méthodes spéci- fiques :

— datetime.fromtimestamp permet de construire un objet datetime depuis un *times- tamp*. Un fuseau optionnel peut être donné en argument.

1 **>>>** datetime.datetime.fromtimestamp(**1633093972**) 2 datetime.datetime(2021, 10, 1, 15, 12, 52)

timetuple.

**>>>** datetime.datetime.fromtimestamp(**1633093972**, datetime.timezone.utc)

datetime.datetime(2021, 10, 1, 13, 12, 52, tzinfo=datetime.timezone.utc)
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— La méthode timestamp permet l’opération inverse (que l’objet datetime soit naïf ou avisé).
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**>>>** dt.timestamp() 1633097983.840744

**>>>** dt\_utc.timestamp() 1633097983.840744

* On peut aussi convertir des datetime vers des struct\_time à l’aide de la méthode

**>>>** dt.timetuple()

time.struct\_time(tm\_year=2021, tm\_mon=10, tm\_mday=1, tm\_hour=16, tm\_min=19, tm\_sec=43, tm\_wday=4, tm\_yday=274, tm\_isdst=-1)

**>>>** dt\_utc.timetuple() time.struct\_time(tm\_year=2021, tm\_mon=10, tm\_mday=1,

tm\_hour=14, tm\_min=19, tm\_sec=43, tm\_wday=4, tm\_yday=274, tm\_isdst=-1)
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Les conversions sont aussi possibles vers et depuis des chaînes de caractères, notamment en format ISO avec les méthodes isoformat et fromisoformat.
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'2021-10-01T14:19:43.840744+00:00')

datetime.datetime(2021, 10, 1, 14, 19, 43, 840744, tzinfo=datetime.timezone.utc)

**>>>** datetime.datetime.fromisoformat( *♩*

**>>>** dt.isoformat()

'2021-10-01T16:19:43.840744'

**>>>** dt\_utc.isoformat()

'2021-10-01T14:19:43.840744+00:00'

**>>>** datetime.datetime.fromisoformat('2021-10-01T16:19:43.840744') datetime.datetime(2021, 10, 1, 16, 19, 43, 840744)

Mais d’autres conversions en chaînes sont possibles, avec strftime par exemple. Cette méthode accepte une chaîne pour représenter le format de sortie, où différents codes de formatage sont disponibles comme :

* %a et %A pour le nom du jour de la semaine (forme abrégée ou forme longue)
* %d pour le numéro de jour dans le mois
* %b et %B pour le nom du mois (forme abrégée ou forme longue)
* %m pour le numéro du mois
* %y et %Y pour l’année (sur 2 ou 4 chiffres)
* %H, %M et %S respectivement pour les heures, minutes et secondes
* %z et %Z pour le fuseau horaire (en tant que décalage ou par son nom)
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**>>>** dt.strftime('Le %A %d %B %Y à %Hh%M') 'Le vendredi 01 octobre 2021 à 16h19'

**>>>** dt\_utc.strftime('Le %A %d %B %Y à %Hh%M (%Z)') 'Le vendredi 01 octobre 2021 à 14h19 (UTC)'

|  |  |
| --- | --- |
| 1 | **import locale** |
| 2 | locale.setlocale(locale.LC\_ALL, 'fr\_FR') |

On notera que ces options de formatage sont aussi disponibles au sein des *fstrings* pour représenter des objets datetime.

**!**

Il se peut que vous obteniez des noms anglais pour les jours et mois, cela est dû à la *locale* définie pour les conversions. Vous pouvez définir une *locale* française à l’aide des lignes suivantes :

(fr\_BE pour la Belgique et fr\_CA pour le Canada sont aussi disponibles)
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**>>>** f'{dt:%d/%m/%Y %H:%M}' '01/10/2021 16:19'

**>>>** f'{dt\_utc:%d/%m/%Y %H:%M%z}' '01/10/2021 14:19+0000'

L’opération inverse est elle aussi possible (mais plus compliquée) avec la méthode strptime : on spécifie le chaîne représentant la date et le format attendu en arguments, la méthode nous renvoie alors l’objet datetime correspondant.

**>>>** datetime.datetime.strptime('01/10/2021 14:19+0000', '%d/%m/%Y %H:%M%z')

datetime.datetime(2021, 10, 1, 14, 19, tzinfo=datetime.timezone.utc)
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### Durées

Il est possible de soustraire des objets datetime pour obtenir une durée, qui représente le nombre de jours et secondes qui séparent les deux dates.

|  |  |
| --- | --- |
| 1 | **>>>** dt - datetime.datetime(**2000**, **4**, **12**, **8**, **30**, **55**) |
| 2 | datetime.timedelta(days=7842, seconds=28128, microseconds=840744) |

Ces durées se matérialisent par le type timedelta. Elles peuvent s’additionner et se soustraire entre-elles. Il est aussi possible de les multiplier par des nombres.

|  |  |
| --- | --- |
| 1 | **>>>** datetime.timedelta(days=**1**) + datetime.timedelta(days=**1**) |
| 2 | datetime.timedelta(days=2) |
| 3 | **>>>** datetime.timedelta(days=**1**) - datetime.timedelta(days=**1**) |
| 4 | datetime.timedelta(0) |
| 5 | **>>>** datetime.timedelta(days=**1**) \* **10** |
| 6 | datetime.timedelta(days=10) |

Et bien sûr, on peut additionner une durée à un datetime (naïf ou avisé) pour obtenir un nouveau datetime.
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**>>>** dt + datetime.timedelta(days=**1**) datetime.datetime(2021, 10, 2, 16, 19, 43, 840744)

**>>>** dt\_utc + datetime.timedelta(days=**1**) datetime.datetime(2021, 10, 2, 14, 19, 43, 840744,

tzinfo=datetime.timezone.utc)

### Fuseaux horaires

On l’a vu : les objets datetime peuvent contenir ou non des informations de fuseau horaire, selon l’usage que l’on veut en faire, et les deux types sont généralement gérés par les différentes fonctions.

Il est cependant à noter qu’on ne peux pas mélanger dates naïves et avisées au sein des mêmes opérations.
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**>>>** dt\_utc - dt

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: can't subtract offset-naive and offset-aware datetimes

Le module datetime ne fournit par défaut que le fuseau horaire UTC (*Temps Universel Coordonné*) avec datetime.timezone.utc.

Mais le type timezone permet de construire des fuseaux à décalage fixe par rapport à UTC, en prenant un timedelta en argument.
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**>>>** tz = datetime.timezone(datetime.timedelta(seconds=**3600**))

**>>>** datetime.datetime.now(tz) datetime.datetime(2021, 10, 1, 15, 19, 43, 840744,

tzinfo=datetime.timezone(datetime.timedelta(seconds=3600)))

On notera aussi que la méthode astimezone permet de convertir une date vers un autre fuseau horaire. Les dates naïves sont considérées comme appartenant au fuseau local.

**>>>** dt.astimezone(tz)

datetime.datetime(2021, 10, 1, 15, 19, 43, 840744, tzinfo=datetime.timezone(datetime.timedelta(seconds=3600)))

**>>>** dt.astimezone(datetime.timezone.utc) datetime.datetime(2021, 10, 1, 14, 19, 43, 840744,

tzinfo=datetime.timezone.utc)

**>>>** dt\_utc.astimezone(tz)

datetime.datetime(2021, 10, 1, 15, 19, 43, 840744, tzinfo=datetime.timezone(datetime.timedelta(seconds=3600)))
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***i***

astimezone opère une conversion sur la date pour correspondre au fuseau horaire choisi. Pour simplement ajouter un fuseau horaire à une date sans faire de conversion, vous pouvez utiliser la méthode replace avec l’argument nommé tzinfo.

**>>>** dt.replace(tzinfo=datetime.timezone.utc) datetime.datetime(2021, 10, 1, 16, 19, 43, 840744,

tzinfo=datetime.timezone.utc)
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Depuis Python 3.9, le module zoneinfo apporte une collection de fuseaux horaires pour traiter les fuseaux courants.
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**>>> from zoneinfo import** ZoneInfo

**>>>** tz = ZoneInfo('Europe/Paris')

**>>>** dt.astimezone(tz)

datetime.datetime(2021, 10, 1, 16, 19, 43, 840744, tzinfo=zoneinfo.ZoneInfo(key='Europe/Paris'))

Pour plus d’informations sur ces modules, vous pouvez consulter les documentations de [date](https://docs.python.org/fr/3/library/datetime.html) [time](https://docs.python.org/fr/3/library/datetime.html) et [zoneinfo](https://docs.python.org/fr/3/library/zoneinfo.html) .

## Module calendar

Le module calendar est un module qui sert principalement à afficher de simples calendriers dans le terminal.
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**>>> import calendar**

**>>>** calendar.prmonth(**2021**, **10**)

octobre 2021

lu ma me je ve sa di

1 2 3

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 9 | 25 | 26 | 27 | 28 | 29 | 30 | 31 |

Le module contient ainsi des fonctions month et calendar. La première prend une année et un mois en arguments et renvoie la représentation de ce mois. La seconde prend une année et renvoie la représentation de tous les mois de cette année.

Les tailles des lignes et des colonnes sont configurables à l’aide des différents paramètres de ces fonctions.

Les fonctions prmonth et prcal sont des raccourcis pour directement afficher ces représentations sur le terminal.

Le module apporte aussi différents attributs pour connaître les noms de jours et de mois :

* day\_name est le tableau des noms de jours de la semaine
* day\_abbr est celui des noms de jours abrégés
* month\_name est le tableau des noms de mois
* month\_abbr est celui des noms de mois abrégés
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**>>>** calendar.day\_name[**0**] 'lundi'

**>>>** calendar.day\_abbr[**1**] 'mar.'

**>>>** calendar.month\_name[**3**] 'mars'

**>>>** calendar.month\_abbr[**7**] 'juil.'

Enfin, on trouve aussi dans ce module une fonction timegm qui permet de convertir un objet

struct\_time en *timestamp*.

|  |  |
| --- | --- |
| 1 | **>>>** calendar.timegm(time.gmtime()) |
| 2 | 1633102464 |
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## Conclusion
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# Expressions rationnelles

## Introduction

Dans ce chapitre nous allons découvrir les «expressions rationnelles» aussi connues sous le noms de *regex* (de l’anglais «*regular expressions*» parfois traduit en «expressions régulières») et comment les utiliser en Python.

## Problématique

On sait demander à Python de résoudre des problèmes simples sur des chaînes de caractères comme :

* récupère-moi les N premiers caractères de la chaîne ( ) ;

my\_string[:N]

* teste si telle chaîne commence par tel préfixe ( ) ;

my\_string.startswith(prefix)

* découpe-moi cette chaine en morceaux selon l ) ;

my\_string.split(' ')

es espaces (

* etc.

Mais comment pourrions-nous procéder pour des problèmes plus complexes comme «est-ce que ma chaîne de caractères représente un nombre» ?1

Une solution évidente serait de tenter une conversion float(my\_string) et voir si elle réussit

ou elle échoue.2

Mais intéressons-nous ici à une autre solution qui consisterait à analyser notre chaîne caractère par caractère afin d’identifier si oui ou non elle correspond à un nombre. La chaîne pourrait commencer par un + ou un -, suivraient une série de chiffres potentiellement suivis d’un . et d’une nouvelle série de chiffres.
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**def is\_number**(my\_string):

# On traite notre chaîne comme un itérateur pour simplifier les traitements

it = iter(my\_string) first\_char = next(it, '')

# On ignore le préfixe + ou -

**if** first\_char **in** ('+', '-'): first\_char = next(it, '')

# On vérifie que la chaîne commence par un chiffre

**if not** first\_char.isdigit():

1. Nous ne nous intéresserons ici qu’aux notations simples pour des nombres décimaux comme 42,

ou encore d’exposants comme

+12.5

1e10

-18000,

exit les nombres complexes ou les notations sans partie entière telles que .3 ou à base

.

1e10

1. Ce qui ne remplit pas à 100% la demande puisque l’expression reconnaît les formes .3, qui ne nous intéressent pas ici.

inf

et même

12 **return** False 13

1. **for** char **in** it:
2. **if** char == '.':
3. # Si on tombe sur un point, on sort de la boucle pour traiter la partie décimale
4. # On vérifie cependant que la partie décimale commence par un chiffre
5. next\_char = next(it, '')
6. **if not** next\_char.isdigit():
7. **return** False
8. **break**
9. **elif not** char.isdigit():
10. # Si le caractère n'est pas un chiffre, la chaîne ne peut pas représenter un nombre
11. **return** False 25
12. # On recommence pour la partie décimale (optionnelle)
13. **for** char **in** it:
14. **if not** char.isdigit():
15. **return** False 30
16. # On est arrivé jusqu'au bout, la chaîne représente un nombre
17. **return** True

|  |  |
| --- | --- |
| 1 | **>>>** is\_number('123') |
| 2 | True |
| 3 | **>>>** is\_number('123.45') |
| 4 | True |
| 5 | **>>>** is\_number('-123.45') |
| 6 | True |
| 7 | **>>>** is\_number('+12000') |
| 8 | True |
| 9 | **>>>** is\_number('abc') |
| 10 | False |
| 11 | **>>>** is\_number('12c4') |
| 12 | False |
| 13 | **>>>** is\_number('.5') |
| 14 | False |
| 15 | **>>>** is\_number('10.') |
| 16 | False |
| 17 | **>>>** is\_number('.') |
| 18 | False |
| 19 | **>>>** is\_number('') |
| 20 | False |

Cette solution est un peu fastidieuse mais nous verrons par la suite qu’il y a plus simple grâce aux *regex*.

## Une histoire d’automates

La solution que nous venons de réaliser s’apparente à un automate fini, un modèle de calcul qui parcourt des données séquentiellement (notre chaîne caractère par caractère) afin d’identifier des motifs, le tout sans utiliser de mémoire.

L’ensemble des motifs (ou mots) qui peuvent être identifiés par un automate forme ce qu’on appelle un langage. Dans notre exemple le langage est formé des représentations de nombres de la forme 123 et 4.56 pouvant être préfixés d’un + ou d’un -.

Il est d’usage de représenter un automate sous la forme d’un graphe montrant les relations entre les états.
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Un état correspond à l’avancée dans la chaîne de caractères, en consommant les caractères qui correspondent au motif.

On part de l’état initial (à gauche) et on avance vers la droite tant qu’un chemin correspond au caractère lu dans notre chaîne (plusieurs chemins sont possibles). Si l’on atteint l’état final (à droite) alors c’est que le motif est reconnu dans la chaîne.
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Figure VIII.4.2. – Animation de l’automate pour tester la chaine -123.45

Il existe plusieurs types d’automates, les automates finis étant les plus simples d’entre eux. On dit d’un langage formé de mots reconnaissables par un automate fini qu’il est rationnel, d’où le terme d’expression rationnelle.

Le graphe ci-dessus représente donc une expression rationnelle pour reconnaître les chaînes représentant des nombres. Mais nous allons tout de suite voir une manière plus formelle de la décrire.

## Module re

En effet le graphe qui précède est bien joli, mais comment l’intégrer à notre programme pour pouvoir l’utiliser ?

Ce graphe n’est qu’une représentation de l’expression rationnelle comme il en existe d’autres (notre fonction is\_number en est une elle aussi).

Le plus souvent, on va représenter ces expressions sous la forme de chaînes de caractères, où des caractères spéciaux permettront de décrire des motifs (comme des boucles). Il existe

plusieurs standards pour cela, les plus connus étant POSIX et PCRE (*Perl-Compatible Regular Expressions*).

Le standard POSIX est celui que l’on retrouvera dans des outils tels que grep ou sed. En Python, c’est plutôt le standard PCRE qui est utilisé avec le module re.

Ce module regroupe les opérations permettant de travailler avec des expressions rationnelles, offrant différentes fonctions pour plusieurs usages (rechercher un motif, découper selon un motif, etc.).

### Utilisation

On va y aller pas à pas pour construire une expression correspondant à notre besoin. Nous allons tout d’abord importer le module re et nous intéresser à la fonction re.fullmatch. C’est une fonction qui reçoit l’expression rationnelle (en premier argument) et le texte à analyser (en second) et qui renvoie un objet résultat ou None suivant si le texte correspond à l’expression ou non.

L’expression rationnelle peut être une chaîne de caractères toute simple (par exemple '123') et la fonction va alors simplement vérifier que les caractères correspondent un à un.
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**>>> import re**

**>>>** re.fullmatch('123', '123')

<re.Match object; span=(0, 3), match='123'>

**>>>** re.fullmatch('123', '124')

On considère dans ce cas que la *regex* se compose de motifs (1, 2, 3) qui ne peuvent chacun identifier qu’un seul caractère.

***i***

On voit dans l’objet re.Match renvoyé par la fonction la zone qui a été identifiée dans le texte (la valeur span qui indique que le motif a été identifié entre les caractères 0 et 3) et l’extrait correspondant dans le texte (match, le texte complet dans notre cas).

Mais l’expression peut aussi contenir des caractères particuliers pour exprimer des motifs plus évolués. Ces motifs pouvant correspondre à plusieurs caractères dans notre texte. Par exemple le caractère . utilisé dans une *regex* signifie «n’importe quel caractère» (comme un joker).
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**>>>** re.fullmatch('12.', '123')

<re.Match object; span=(0, 3), match='123'>

**>>>** re.fullmatch('12.', '124')

<re.Match object; span=(0, 3), match='124'>

**>>>** re.fullmatch('12.', '134')

Un autre caractère particulier est le + qui indique que le motif qui précède peut être répété indéfiniment. La *regex* 'a+' permet ainsi de reconnaître les suites de caractères a (minuscule, on note au passage que les *regex* sont sensibles à la casse par défaut).

|  |  |
| --- | --- |
| 1 | **>>>** re.fullmatch('a+', 'a') |
| 2 | <re.Match object; span=(0, 1), match='a'> |
| 3 | **>>>** re.fullmatch('a+', 'aaaa') |
| 4 | <re.Match object; span=(0, 4), match='aaaa'> |
| 5 | **>>>** re.fullmatch('a+', 'aaab') |
| 6 | **>>>** re.fullmatch('a+', 'A') |

|  |  |
| --- | --- |
| 1 | **>>>** re.fullmatch('.+', '123') |
| 2 | <re.Match object; span=(0, 3), match='123'> |
| 3 | **>>>** re.fullmatch('.+', 'aaa') |
| 4 | <re.Match object; span=(0, 3), match='aaa'> |
| 5 | **>>>** re.fullmatch('.+', 'abcd') |
| 6 | <re.Match object; span=(0, 4), match='abcd'> |

Dans le même genre que + on trouve aussi ? pour indiquer un motif optionnel. Un motif suivi d’un ? peut donc être présent zéro ou une fois.

***i***

Il est parfaitement possible de combiner nos motifs spéciaux, ainsi .+ identifie une suite de n’importe quels caractères : '123', 'aaa', 'abcd', etc.
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**>>>** re.fullmatch('a?b', 'ab')

<re.Match object; span=(0, 2), match='ab'>

**>>>** re.fullmatch('a?b', 'b')

<re.Match object; span=(0, 1), match='b'>

**>>>** re.fullmatch('a?b', 'a')

On peut utiliser des parenthèses comme en mathématiques pour gérer les priorités : (ab)?

correspondra ainsi à la chaîne 'ab' ou à la chaîne vide, tandis que ab? correspond à 'a' ou

'ab'.

Dans notre cas initial, on cherche à pouvoir identifier des suites de chiffres. Pour cela il va nous falloir utiliser des classes de caractères : ce sont des motifs qui peuvent correspondre à plusieurs caractères bien précis (ici des chiffres).

On définit une classe de caractère à l’aide d’une paire de crochets à l’intérieur de laquelle on fait figurer tous les caractères possibles. Par exemple [0123456789] correspond à n’importe quel chiffre.

Pour simplifier, il est possible d’utiliser un - pour définir un intervalle de caractères à l’intérieur de la classe : la syntaxe précédente devient alors équivalente à [0-9].
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**>>>** re.fullmatch('[0-9]', '5')

<re.Match object; span=(0, 1), match='5'>

**>>>** re.fullmatch('[0-9]+', '123')

<re.Match object; span=(0, 3), match='123'>

* + - 1. **is\_number**

Nous avons maintenant toutes les clefs en main pour recoder notre fonction is\_number… ou presque!

En effet, dans notre nombre nous voulons pouvoir identifier un caractère ., mais nous savons que ce caractère est un motif particulier dans une *regex* qui fait office de joker.

Comment alors faire en sorte de n’identifier que le caractère . et lui seul? Il nous faut pour cela l’échapper, en le faisant précéder d’un *antislash* (\).
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>>> re.fullmatch('\.', '.')

<re.Match object; span=(**0**, **1**), match='.'>

>>> re.fullmatch('\.', 'a')

Reprenons maintenant le graphe de notre automate et décomposons-le.
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Il commence par un état *Start of line*, c’est-à-dire le début de la ligne. re.fullmatch s’occupe déjà de rechercher un motif au début du texte donné, donc nous n’avons pas à en tenir compte ici.

L’état suivant est optionnel puisqu’il existe un chemin qui le contourne, il teste si le caractère est un + ou un -.

Cela correspond donc au motif [+-]? (à l’intérieur d’une classe de caractère, le + perd son statut de caractère spécial).

On voit que l’état suivant forme une boucle : il y a en effet un chemin qui part de la droite de l’état pour revenir à sa gauche, qui permet de le répéter indéfniment.

Cette boucle correspond au symbole + que nous avons vu plus haut, qui signifie «au moins une fois».

L’état en lui-même détaille que le caractère doit être entre 0 et correspondant à ce motif est donc [0-9]+.

9, soit

[0-9]. La *regex*

Les deux états qui suivent peuvent-être court-circuités pour arriver directement à la fin, cela veut dire qu’ils forment un groupe optionnel (...)?.

Le premier état est un simple point (\.) et le second est une nouvelle suite de chiffres ([0-9]+). Le groupe s’exprime donc sous la forme (\.[0-9]+)?.

Enfin, l’état *End of line* est lui aussi déjà géré par la fonction fullmatch.

En mettant tous ces extraits bout à bout, on forme la *regex* finale qui identifie nos nombres :

[+-]?[0-9]+(\.[0-9]+)?.

1 **>>>** pattern = '[+-]?[0-9]+(\.[0-9]+)?'

2 **>>>** re.fullmatch(pattern, '123.456')

|  |  |
| --- | --- |
| 3 | <re.Match object; span=(0, 7), match='123.456'> |
| 4 | **>>>** re.fullmatch(pattern, '-42') |
| 5 | <re.Match object; span=(0, 3), match='-42'> |
| 6 | **>>>** re.fullmatch(pattern, '100') |
| 7 | <re.Match object; span=(0, 3), match='100'> |
| 8 | **>>>** re.fullmatch(pattern, '0.0') |
| 9 | <re.Match object; span=(0, 3), match='0.0'> |
| 10 | **>>>** re.fullmatch(pattern, '.123') |
| 11 | **>>>** re.fullmatch(pattern, '123.') |
| 12 | **>>>** re.fullmatch(pattern, '.') |
| 13 | **>>>** re.fullmatch(pattern, 'abc') |

La fonction is\_number peut donc simplement être réécrite comme suit.
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**import re**

**def is\_number**(my\_string):

result = re.fullmatch('[+-]?[0-9]+(\.[0-9]+)?', my\_string)

**return** result **is not** None

### Autres fonctions du module

D’autres fonctions sont aussi proposées par le module re pour réaliser d’autres opérations.

* + - * 1. **re.search**

re.search est une fonction similaire à re.fullmatch à la différence qu’elle permet de trouver un motif n’importe où dans la chaîne.

|  |  |
| --- | --- |
| 1 | **>>>** re.search('[0-9]+', 'abc123def') |
| 2 | <re.Match object; span=(3, 6), match='123'> |

On remarque que les valeurs span et match du résultat correspondent à la zone où notre motif a été identifié dans le texte. Cette valeur match est d’ailleurs récupérable en accédant au premier élément ([0]) de l’objet résultat.
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**>>>** result = re.search('[0-9]+', 'abc123def')

**>>>** result[**0**] '123'

***i***

Nous verrons par la suite que ce résultat peut en effet contenir plusieurs éléments.

Sachez qu’il existe les caractères spéciaux ^ et $ pour reproduire le comportement de fullmatch avec search : un motif débutant par ^ signifie que le motif doit être trouvé au début du texte et un motif finissant par $ signifie que le motif doit être trouvé à la fin.

**>>>** re.search('^[0-9]+', 'abc123')

**>>>** re.search('^[0-9]+', '123abc')

<re.Match object; span=(0, 3), match='123'>

**>>>** re.search('[0-9]+$', '123abc')

**>>>** re.search('[0-9]+$', 'abc123')

<re.Match object; span=(3, 6), match='123'>
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En combinant les deux, re.search('^...$', ...) est alors équivalent à re.full

match('...', ...).
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**>>>** re.search('^[0-9]+$', 'abc123def')

**>>>** re.search('^[0-9]+$', '123')

<re.Match object; span=(0, 3), match='123'>

***i***

On note qu’il existe aussi la fonction re.match qui recherche un motif au début du texte. Elle est ainsi équivalente à re.search avec un ^ systématique.

* + - * 1. **re.findall**

Cette fonction est un peu plus intéressante : elle permet de trouver toutes les occurrences d’un motif dans le texte. Elle renvoie la liste des extraits de texte ainsi trouvés.

**>>>** re.findall('[0-9]+',

"Nous sommes le 31 mars 2022 et il fait 10°C") ['31', '2022', '10']
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Si le motif n’est jamais trouvé, la fonction renvoie simplement une liste vide.

|  |  |
| --- | --- |
| 1 | **>>>** re.findall('[0-9]+', "C'est bientôt le week-end") |
| 2 | [] |

Dans la même veine, on trouve la fonction re.finditer qui ne renvoie pas une liste mais un itérateur pour parcourir les résultats. Elle évite ainsi de parcourir le texte en entier dès le début et de constuire une liste.

<re.Match object; span=(15, 17), match='31'>

<re.Match object; span=(23, 27), match='2022'>

<re.Match object; span=(39, 41), match='10'>

**...**

**...**

**>>> for** result **in** re.finditer('[0-9]+',

"Nous sommes le 31 mars 2022 et il fait 10°C"):
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**print**(result)

* + - * 1. **re.sub**

Cette fonction permet d’opérer des remplacements (ou comme son nom l’indique des substitu- tions) sur un texte, remplaçant chaque occurrence du motif par la valeur précisée.

Elle prend donc en arguments la *regex*, la valeur par laquelle remplacer le motif, et le texte sur lequel opérer. Et elle renvoie le texte après substitution.

**>>>** re.sub('[0-9]+', '?',

"Nous sommes le 31 mars 2022 et il fait 10°C") 'Nous sommes le ? mars ? et il fait ?°C'
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Si le motif n’est pas trouvé, alors le texte est renvoyé inchangé.

|  |  |
| --- | --- |
| 1 | **>>>** re.sub('[0-9]+', '?', "C'est bientôt le week-end") |
| 2 | "C'est bientôt le week-end" |

* + - * 1. **re.split**

re.split est plus ou moins équivalente à la méthode split des chaînes de caractères, qui permet de découper la chaîne selon un séparateur, sauf qu’ici le séparateur est spécifié sous la forme d’une *regex*.

|  |  |
| --- | --- |
| 1 | **>>>** re.split('[ ,.?!:]+', 'Alors : ça décoiffe, hein ?') |
| 2 | ['Alors', 'ça', 'décoiffe', 'hein', ''] |

***i***

On constate qu’une chaîne vide est renvoyée dans le résultat si le texte termine par un séparateur. Mais on peut facilement la filtrer si elle ne nous intéresse pas.

**>>>** [s **for** s **in** re.split('[ ,.?!:]+', 'Alors : ça décoiffe, hein ?') **if** s]

['Alors', 'ça', 'décoiffe', 'hein']
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* + - * 1. **re.compile**

On notera enfin la présence de la fonction re.compile qui permet de créer un objet *regex*. Cette fonction reçoit l’expression rationnelle sous forme d’une chaîne et renvoie un objet avec des méthodes fullmatch, search, finditer, split, etc.

Cea peut être plus pratique si l’on est amené à réutiliser plusieurs fois une même expression.
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>>> pattern = re.compile('[0-9]+')

>>> pattern.findall('3 + 5 = 8')

['3', '5', '8']

|  |  |
| --- | --- |
| 4 | >>> pattern.sub('?', '3 + 5 = 8') |
| 5 | '? + ? = ?' |

## Syntaxe des regex

Maintenant que nous connaissons les fonctions du module, voyons voir quelques autres éléments de syntaxe des *regex*.

* + - 1. **Chaînes brutes (*raw strings*)**

Il est d’usage, pour représenter des expressions rationnelles, de ne pas utiliser des chaînes de caractères telles quelles mais d’utiliser ce qu’on appelle des chaînes brutes (ou *raw strings*). On les reconnaît au caractère r qui les préfixe.

|  |  |
| --- | --- |
| 1 | **>>>** r'abc' |
| 2 | 'abc' |

Celles-ci ne forment pas un type particulier, on voit d’ailleurs que l’objet évalué est une chaîne de caractère tout à fait normale. Non la différence se trouve au niveau de l’analyse de l’entrée par l’interpréteur, la façon dont il interprète les caractères écrits pour former l’objet str.

On le sait, les chaînes de caractères permettent d’utiliser des séquences d’échappement telles que \t ou \n pour représenter des caractères spéciaux.
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abc def

ghi

**>>> print**('abc**\t**def**\n**ghi')

Ce comportement est rendu possible par l’interpréteur qui quand il lit la séquence de caractères

\t dans le code la transforme en caractère «tabulation».

Mais il ne le fait pas pour les chaînes brutes, qui conservent alors toutes les séquences d’échap- pement sans les interpréter comme des caractères spéciaux.

|  |  |
| --- | --- |
| 1 | **>>> print**(r'abc\tdef\nghi') |
| 2 | abc\tdef\nghi |

Pour les *regex*, on préfère ainsi utiliser des chaînes brutes pour ne pas générer de conflits avec des motifs qui pourraient être interprétés comme des séquences d’échappement.

|  |  |
| --- | --- |
| 1 | **>>>** re.fullmatch(r'[0-9]+', '1234') |
| 2 | <re.Match object; span=(0, 4), match='1234'> |

### Syntaxe des motifs

On a déjà vu de nombreux motifs dans le début du chapitre, mais laissez-moi ici vous les présenter de façon plus détaillée.

#### Échappement (\)

L’antislash utilisé devant un caractère spécial du motif permet de lui faire faire son aspect spécial et de l’utiliser comme un caractère normal. \+ identifie le caractère +.
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**>>>** re.match(r'\.\+\$', '.+$')

<re.Match object; span=(0, 3), match='.+$'>

**>>>** re.match(r'\.\+\$', 'toto')

**>>>** re.match(r'.+$', 'toto')

<re.Match object; span=(0, 4), match='toto'>

#### Joker (.)

. est le caractère joker, il correspond à n’importe quel caractère du texte (hors retours à la ligne). Il correspond toujours à un et un seul caractère.
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**>>>** re.match(r'.', 'a')

<re.Match object; span=(0, 1), match='a'>

**>>>** re.match(r'.', '@')

<re.Match object; span=(0, 1), match='@'>

**>>>** re.match(r'.', '')

**>>>** re.match(r'.', 'ab')

<re.Match object; span=(0, 1), match='a'>

Par défaut, le caractère de retour à la ligne (\n) n’est pas reconnu par ce motif mais on verra avec l’option DOTALL comment y remédier.

**>>>** re.match(r'.', '**\n**')

1

#### Classes de caractères ([...])

Les crochets identifient les classes de caractères, une classe pouvant alors correspondre à n’importe lequel des caractères qu’elle contient. [abc] pourra correspondre aux caractères a, b ou c (toujours un et un seul).

Il est possible de préciser dans cette classe des intervalles de chiffres ou de lettres à l’aide d’un tiret (-). [0-9] identifie ainsi un chiffre et [0-0A-Za-z] un caractère alphanumérique.

Pour contenir le caractère - en lui-même, il est possible de l’échapper (le précéder d’un \) ou le placer au tout début ou à la fin de la classe : [0-91-Za-z\_-] identifie un caractère alphanumérique, un caractère de soulignement (\_) ou un tiret (-).

Un ^ placé en début de classe fait office de négation, ainsi la classe [^0-9] reconnaît les caractères qui ne sont pas des chiffres.

Les autres symboles que nous avons pu voir perdent leur signification spéciale à l’intérieur d’une classe de caractères. Seul le caractère ] a besoin d’être échappé pour éviter de fermer la classe prématurément.

* + - * 1. **Quantificateurs (?, +, \*, {...})**

Les quantificateurs sont différents symboles qui s’appliquent au motif qui précède afin d’en préciser la quantité attendue.

rend le motif optionnel. Il s’agit alors d’un quantificateur 0 ou 1 fois.

?

+

\*

permet de répéter le motif. Il s’agit alors d’un quantificateur 1 fois ou plus.

est un quantificateur 0 ou plus, il combine alors ? et +.

Les accolades ({...}) permettent d’appliquer un quantificateur personnalisé au motif qui précède. On précise à l’intérieur de ces accolades le nombre de répétitions voulues, ou l’intervalle de répétitions acceptées (sous forme de deux nombres séparés d’une virgule).

Par exemple x{3} identifie la chaîne xxx et x{2,4} correspond aux chaînes xx, xxx et xxxx. Il est possible d’omettre l’une ou l’autre des bornes de l’intervalle. {,n} sera alors équivalent à

{0,n} et {n,} signifiera un motif répété au moins n fois.

* + - * 1. **Groupes ((...))**

Les parenthèses permettent de prioriser une sous-expression mais aussi de former un groupe de capture. Lors d’un appel valide à re.fullmatch par exemple, l’objet re.Match renvoyé permet d’accéder aux différentes valeurs des groupes capturés.

Chaque groupe est identifié par un nombre correspondant à sa position dans l’expression, et le groupe 0 correspond à la chaîne entière.
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**>>>** match = re.fullmatch('([0-9]+)\+([0-9]+)=([0-9]+)', '13+25=38')

**>>>** match[**0**] '13+25=38'

**>>>** match[**1**] '13'

**>>>** match[**2**] '25'

**>>>** match[**3**] '38'

L’objet re.Match possède aussi une méthode groups pour renvoyer tous les groupes capturés dans le texte.

|  |  |
| --- | --- |
| 1 | **>>>** match.groups() |
| 2 | ('13', '25', '38') |

***i*** Pour bénéficier de la priorisation des parenthèses sans créer de groupe de capture, il est possible d’utiliser un ?: à l’intérieur des parenthèses ((?:...)), Python comprendra alors que ces parenthèses ne correspondent pas à un groupe.

|  |  |
| --- | --- |
| 1 | **>>>** re.fullmatch('(ab)+', 'ababab') |
| 2 | <re.Match object; span=(0, 6), match='ababab'> |
| 3 | **>>>** \_.groups() |
| 4 | ('ab',) |
| 5 | **>>>** re.fullmatch('(?:ab)+', 'ababab') |
| 6 | <re.Match object; span=(0, 6), match='ababab'> |
| 7 | **>>>** \_.groups() |
| 8 | () |

#### Unions (|)

***i***

Les quantificateurs nous permettent de représenter un choix entre plusieurs alternatives suivant le nombre de fois qu’un motif est répété. Cette notion de choix est au cœur des automates finis puisqu’ils représentent les différents chemins qui partent d’un même nœud.

Pour représenter un choix simple, on utilise l’opérateur d’union (|), celui-ci offrant deux possibilités pour évaluer la chaîne : soit le motif de gauche, soit celui de droite. Ainsi l’expression ab|cd correspond aux deux chaînes 'ab' et 'cd'.
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**>>>** re.fullmatch(r'ab|cd', 'ab')

<re.Match object; span=(0, 2), match='ab'>

**>>>** re.fullmatch(r'ab|cd', 'cd')

<re.Match object; span=(0, 2), match='cd'>

**>>>** re.fullmatch(r'ab|cd', 'abcd')

L’opérateur d’union a une priorité plus faible que l’ensemble des autres opérateurs, à l’exception des parenthèses qui permettent donc de prioriser une union.

L’expression a(b|c)d correspond alors aux chaînes 'abd' et 'acd'.

**>>>** re.fullmatch(r'a(b|c)d', 'abd')

<re.Match object; span=(0, 3), match='abd'>

**>>>** re.fullmatch(r'a(b|c)d', 'acd')

<re.Match object; span=(0, 3), match='acd'>

**>>>** re.fullmatch(r'a(b|c)d', 'ab')
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Un quantificateur peut évidemment être appliqué à une union, deux choix possibles seront alors à opérer à chaque répétition du motif. (ab|ba)+ représente une chaîne comprenant une suite de mots ab ou ba.

**>>>** re.fullmatch('(ab|ba)+', 'ababab')

<re.Match object; span=(0, 6), match='ababab'>

**>>>** re.fullmatch('(ab|ba)+', 'baba')

<re.Match object; span=(0, 4), match='baba'>

**>>>** re.fullmatch('(ab|ba)+', 'abba')
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|  |  |
| --- | --- |
| 6 | <re.Match object; span=(0, 4), match='abba'> |
| 7 | **>>>** re.fullmatch('(ab|ba)+', 'abbb') |

Enfin, il est possible d’utiliser plusieurs | successifs pour représenter un choix entre plus de deux motifs. ab|bc|cd identifie le motif ab, bc ou cd.
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<re.Match object; span=(0, 2), match='ab'>

**>>>** re.fullmatch('ab|bc|cd', 'bc')

<re.Match object; span=(0, 2), match='bc'>

**>>>** re.fullmatch('ab|bc|cd', 'cd')

<re.Match object; span=(0, 2), match='cd'>

**>>>** re.fullmatch('ab|bc|cd', 'ac')

***i***

On note que les unions permettent de représenter différemment des motifs que l’on connaissait déjà. Par exemple X|XY est équivalent à XY? et a|b|c est équivalent à [abc].

#### Marqueurs d’extrémités (^ et $)

Les caractères ^ et $ permettent respectivement d’identifier le début et la fin du texte (ou de la ligne suivant le mode, voir les options plus bas).

Ces marqueurs n’ont pas d’intérêt avec re.fullmatch qui les ajoute implicitement mais s’avèrent utiles pour les autres fonctions du module. Un motif débutant par ^ indique qu’il doit se trouver au début du texte, tandis qu’un motif se terminant par $ indique qu’il doit se trouver à la fin du texte.
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**>>>** re.search(r'^a', 'bac')

**>>>** re.search(r'^a', 'abc')

<re.Match object; span=(0, 1), match='a'>

**>>>** re.search(r'a$', 'bac')

**>>>** re.search(r'a$', 'bca')

<re.Match object; span=(2, 3), match='a'>

Ces marqueurs sont moins prioritaires que l’union, il est donc parfaitement possible par exemple de représenter l’ensemble des chaînes qui commencent par «zeste» ou terminent par «savoir» avec ^zeste|savoir$.
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**>>>** re.search(r'^zeste|savoir$', 'zeste de savoir')

<re.Match object; span=(0, 5), match='zeste'>

**>>>** re.search(r'^zeste|savoir$', 'concentré de savoir')

<re.Match object; span=(13, 19), match='savoir'>

**>>>** re.search(r'^zeste|savoir$', 'zeste de citron')

<re.Match object; span=(0, 5), match='zeste'>

**>>>** re.search(r'^zeste|savoir$', 'concentré de citron')

***i***

On remarque que lorsque les deux motifs d’une union correspondent au texte, c’est celui de gauche qui l’emporte («zeste de savoir» *matche* sur ^zeste avant savoir$).

#### Séquences spéciales

On trouve aussi quelques séquences d’échappement particulières pour représenter facilement certaines classes de caractères.

Ainsi, \d identifie un chiffre (à la manière de [0-9] mais en plus large car identifie tous les caractères reconnus comme tels par le standard Unicode).
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**>>>** re.fullmatch(r'\d+', '123')

<re.Match object; span=(0, 3), match='123'>

**>>>** re.fullmatch(r'\d+', 'abc')

**>>>** re.fullmatch(r'\d+', '')

<re.Match object; span=(0, 3), match=''>

À l’inverse, \D identifie ce qui n’est pas un chiffre.
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**>>>** re.fullmatch(r'\D+', '123')

**>>>** re.fullmatch(r'\D+', 'abc')

<re.Match object; span=(0, 3), match='abc'>

La séquence \w correspond aux caractères alphanumériques unicodes (chiffres, lettres et caractères de soulignement comme \_). Là encore, \W (notez la majuscule) identifie le motif inverse, soit les caractères non alphanumériques.
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**>>>** re.fullmatch(r'\w+', 'Ab\_12')

<re.Match object; span=(0, 5), match='Ab\_12'>

**>>>** re.fullmatch(r'\w+', 'Àƀ\_')

<re.Match object; span=(0, 5), match='Àƀ\_'>

**>>>** re.fullmatch(r'\w+', '.?')

**>>>** re.fullmatch(r'\W+', '.?')

<re.Match object; span=(0, 2), match='.?'>

La séquence \s identifie un caractère d’espacement, et \S un autre caractère.
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**>>>** re.fullmatch(r'\s', ' ')

<re.Match object; span=(0, 1), match=' '>

**>>>** re.fullmatch(r'\s', '**\n**')

<re.Match object; span=(0, 1), match='\n'>

**>>>** re.fullmatch(r'\s', '**\t**')

<re.Match object; span=(0, 1), match='\t'>

**>>>** re.fullmatch(r'\s', 'x')

**>>>** re.fullmatch(r'\S', 'x')

<re.Match object; span=(0, 1), match='x'>
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D’autres motifs et séquences d’échappement ne sont pas abordés ici et je vous invite à les retrouver dans [la documentation du mode re](https://docs.python.org/fr/3/library/re.html) .

### Options

Les fonctions de recherche du module re acceptent un argument flags qui permet de préciser des options sur la recherche, que je vais vous décrire ici.

* + - * 1. **re.IGNORECASE (ou re.I)**

Cette option permet simplement d’ignorer la casse des caractères de la chaîne à analyser, ainsi le motif ne fera pas de différence entre caractères en minuscules ou en capitales.
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**>>>** re.match('[a-z]+', 'ToTo', re.IGNORECASE)

<re.Match object; span=(0, 4), match='ToTo'>

**>>>** re.match('[a-z]+', 'ToTo')

* + - * 1. **re.ASCII (re.A)**

Par défaut les *regex* en Python expriment des motifs unicode, c’est-à-dire qu’elles gèrent les caractères accentués et spéciaux.

Comme on l’a vu, le motif \w permet par exemple de reconnaître des chiffres et des lettres quelle que soit leur forme (différents alphabets, différentes diacritiques).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW3337TYGBgYDj2+IM9SQYRA4axQSwMDAwMRx99sCvbfXsysZqKreRb0cUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAePsRQtghfgQAAAABJRU5ErkJggg==)Mais il est possible de restreindre ces motifs à la seule table des caractères ASCII (cf [le tableau](https://zestedesavoir.com/tutoriels/2514/un-zeste-de-python/6-entrees-sorties/7-formatage/#5-5-bytes) [dans le chapitre dédié aux *bytes*](https://zestedesavoir.com/tutoriels/2514/un-zeste-de-python/6-entrees-sorties/7-formatage/#5-5-bytes)) avec l’option ASCII et ainsi n’accepter par exemple que les lettres de l’alphabet latin.
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**>>>** re.match('\w+', 'été', re.ASCII)

**>>>** re.match('\w+', 'ete', re.ASCII)

<re.Match object; span=(0, 3), match='ete'>

**>>>** re.match('\w+', 'été')

<re.Match object; span=(0, 3), match='été'>

* + - * 1. **re.DOTALL (re.S)**

On a vu précédemment que le motif joker (\*) ne reconnaissait pas le caractère de retour à la ligne dans le mode par défaut. Il est possible de changer ce comportement à l’aide de l’option

DOTALL.
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**>>>** re.match(r'.', '**\n**', re.DOTALL)

<re.Match object; span=(0, 1), match='\n'>

**>>>** re.match(r'.', '**\n**')

* + - * 1. **re.MULTILINE (re.M)**

Enfin, l’option MULTILINE est une option qui permet de gérer différemment les textes sur plusieurs lignes.

Par défaut, une chaîne de caractères contenant des retours à la ligne (\n) est gérée comme les autres chaînes, sans traitement particulier pour les sauts de ligne.

Cette option permet de différencier les lignes les unes des autres et d’avoir un traitement différencié. Ainsi les marqueurs ^ et $ n’identifieront plus seulement le début et la fin du texte mais aussi le début et la fin de chaque ligne.
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**>>>** re.findall(r'^.+$', 'abc**\n**def**\n**ghi', re.MULTILINE) ['abc', 'def', 'ghi']

**>>>** re.findall(r'^.+$', 'abc**\n**def**\n**ghi') []

|  |  |
| --- | --- |
| 1 | **>>>** re.findall(r'^.+$', 'abc**\n**def**\n**ghi', re.DOTALL) |
| 2 | ['abc\ndef\nghi'] |

#### Composition d’options

**!**

Le traitement n’est pas le même qu’avec l’option DOTALL qui elle ne reconnaît simplement pas les sauts de ligne comme des caractères spéciaux.

Les options ne sont pas exclusives et peuvent être composées les unes avec les autres. On utilise pour cela la notation d’union afin d’assembler différentes options entre elles.

**>>>** re.findall(r'^[a-z]\w+', 'abc**\n**DEF**\n**ghî', re.ASCII | re.MULTILINE | re.IGNORECASE)

['abc', 'DEF', 'gh']
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Ainsi le code qui précède permet de faire une recherche ascii multiligne ignorant la casse. On pourra bien sûr enregistrer ces options dans une variable si on est amenés à les réutiliser.
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**>>>** flags = re.ASCII | re.IGNORECASE

**>>>** re.fullmatch(r'zds\_\w+', 'zds\_foo', flags)

<re.Match object; span=(0, 7), match='zds\_foo'>

**>>>** re.fullmatch(r'zds\_\w+', 'ZDS\_BAR', flags)

<re.Match object; span=(0, 7), match='ZDS\_BAR'>

**>>>** re.fullmatch(r'zds\_\w+', 'zds\_été', flags)

***i***

L’ordre des opérandes autour des | n’a pas d’importance, puisqu’il s’agit d’une union de tous les éléments.

|  |  |
| --- | --- |
| 1 | **>>>** re.MULTILINE | re.ASCII |
| 2 | re.ASCII|re.MULTILINE |

## Limitations

***i*** On remarque d’ailleurs que l’ordre n’est pas conservé dans le résultat de l’union.

De par leur construction (automates finis) les expressions rationnelles sont normalement assez limitées en raison de l’absence de mémorisation : elles ne permettent de reconnaître que des langages rationnels.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW3337TYGBgYDj2+IM9SQYRA4axQSwMDAwMRx99sCvbfXsysZqKreRb0cUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAePsRQtghfgQAAAABJRU5ErkJggg==)Il s’agit du type de langage le plus simple dans la [hiérarchie de Chomsky](https://fr.wikipedia.org/wiki/Hi%C3%A9rarchie_de_Chomsky) , on ne peut pas les utiliser pour décrire des structures récursives par exemple.

Mais le moteur de *regex* de Python permet d’aller au-delà de certaines limitations (au prix de l’efficacité et de la lisibilité) en fournissant des fonctionnalités supplémentaires :

* Le *look-ahead* qui permet de regarder ce qui suit une expression.

|  |  |
| --- | --- |
| 1 | **>>>** # trouve toutes les lettres suivies d'un "b" |
| 2 | **>>>** re.findall(r'\w(?=b)', 'ab cd eb') |
| 3 | ['a', 'e'] |
| 4 | **>>>** # ou celles qui ne sont pas suivies d'une espace |
| 5 | **>>>** re.findall(r'\w(?! )', 'ab cd eb') |
| 6 | ['a', 'c', 'e', 'b'] |

* Le *look-behind* pour regarder ce qui précède.

|  |  |
| --- | --- |
| 1 | **>>>** # trouve toutes les lettres précédées d'un "a" |
| 2 | **>>>** re.findall(r'(?<=a)\w', 'ab de ac') |
| 3 | ['b', 'c'] |
| 4 | **>>>** # ou celles qui ne sont pas précédées d'une espace |
| 5 | **>>>** re.findall(r'(?<! )\w', 'ab de ac') |
| 6 | ['a', 'b', 'e', 'c'] |

* Les *back-references* pour référencer une expression déjà capturée.

**>>>** # trouve les motifs doublés

**>>>** re.findall(r'(\w+)(\1)', 'toto tutu tati') [('to', 'to'), ('tu', 'tu')]

**>>>** reconnaît N occurrences de "a" suivies

d'un "b" et de N nouvelles occurences de "a"

**>>>** re.fullmatch(r'(a+)b(\1)', 'aba')

<re.Match object; span=(0, 3), match='aba'>

**>>>** re.fullmatch(r'(a+)b(\1)', 'aaabaaa')

<re.Match object; span=(0, 7), match='aaabaaa'>

**>>>** re.fullmatch(r'(a+)b(\1)', 'abaaa')
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Cependant, même avec ces fonctionnalités supplémentaires certaines choses restent impossibles. Par exemple on ne peut pas écrire de motif pour reconnaître N occurrences de «a» suivies de N occurrences de «b».

De même qu’une expression arithmétique (3 \* (1 + 2 \* 5)), par sa nature récursive, ne peut pas être reconnue par une *regex*, même étendue.

On notera enfin que les fonctionnalités étendues présentées ici ne sont pas standards et ne seront pas reconnues par les moteurs de *regex* «purs»1 , je vous recommande donc de les éviter autant que possible (ainsi que pour des questions de lisibilité et de performances) et de préférer des algorithmes plus classiques pour résoudre vos problèmes complexes.

## Conclusion

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP38xAGE88AAAAASUVORK5CYII=)Pour des informations plus complètes sur les *regex* en Python, je vous renvoie bien sûr à [la](https://docs.python.org/fr/3/library/re.html) [documentation du module re](https://docs.python.org/fr/3/library/re.html) .

1. Par exemple la bibliothèque [re2](https://pypi.org/project/google-re2/) qui propose une implémentation optimale d’un moteur d’expressions

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABRElEQVQokWP8//8/Az7w4MN3JcMZJ+9ik2MkpPnTzz98q6++jIbxN954HXL40QcnBgYGBsall54nZG+9MR9d04oQXR93FeGtMP7///8Zq/be7Z9x5km+rZzAvsOPPjgx5Wy9MU9DhOsaumZuNuav2DRmmMhM9NcQXcPAwMDAINC+//+cs08y////z4AN//v3j7Fi9+0JAu37/1fsvj3h379/jHPOPskUaN//nwmff9FtbHNWLmRkZEQEEi6bsdkIk/v44zff/ffflFhw2crIyPifn4PlAzYb+dhZPvGxs3zCqZmBgYGhwkah4f///4wwjUcefXD4+usvNywW8GqGuQDGnnb6ceGTjz/lYJrxBhghMHCaWRgYGBj23nvnUbLr9jRCijVEuK6xMjH9gtscqi2+dPudt37E2HTzzTfNDFOZiTA+AFzixlPrbUFuAAAAAElFTkSuQmCC)

rationnelles (à l’aide d’automates finis justement) ne comprend pas ces extensions (et c’est ce qui lui permet d’être optimale).

# TP : Monstre sauvage

## Introduction

Comme promis, on va reprendre notre jeu pour le transformer en jeu solo. Maintenant on sélectionnera un monstre et l’ordinateur en choisira un autre. À chaque tour, il sélectionnera aussi quelle attaque il souhaite nous infliger.

## L’aléatoire à la rescousse !

On va donc intégrer quelques doses d’aléatoire dans notre jeu, à différents niveaux :

* Pour le choix de monstre, l’ordinateur réalisera un choix aléatoire, de même pour son nombre de PV.
* Pour connaître l’ordre d’attaque entre les deux monstres, on pourra faire un tirage aléatoire (savoir qui commence).
* À chaque tour, l’ordinateur sélectionnera une attaque aléatoire pour son monstre. Ce choix pourra être pondéré selon les dégâts infligés par chaque attaque.

Pour plus de généricité, on aimerait ne pas avoir à gérer l’ordinateur comme un cas spécifique, et donc ne pas faire de différence de traitement entre nos deux joueurs.

Pour cela, je vous propose de modifier la structure des joueurs (le dictionnaire tel que renvoyé par

la fonction

tack\_func'

get\_player

) pour y ajouter une fonction (un *callback*) associée à la clé 'chose\_at

, qui pourra être appelée depuis la boucle de jeu pour demander au joueur de

sélectionner une attaque.

Dans le cas d’un joueur humain, cette fonction fera appel à input, et dans le cas de l’ordinateur elle opérera une sélection aléatoire. Mais la boucle de jeu n’en saura rien, ce sera totalement abstrait pour elle.

|  |  |
| --- | --- |
| 1 | attack = player['chose\_attack\_func'](player) |
| 2 | apply\_attack(player, opponent) |

En bonus, on pourrait ajouter un choix pour permettre au 2ème joueur d’être un humain ou un robot, voire que les deux joueurs soient des ordinateurs pour les observer combattre. ![](data:image/png;base64,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)

### Solution

Je vous propose la solution suivante, n’hésitez pas à regarder plus en détails le mécanisme de *callback*. J’ai aussi utilisé une interface commune entre les modules players et ia, avec une fonction get\_player prenant un identifiant en argument et renvoyant un dictionnaire décrivant le joueur.

Pour la sélection du nombre de PV par l’ordinateur, j’ai utilisé une distribution normale, mais tout autre tirage serait correct.

Enfin, pour alléger le code, j’ai supprimé ce qui était relatif à la sauvegarde du jeu car ça n’est plus utile ici.
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[Contenu masqué n°17](#_bookmark505)

## Animations

Un tout petit exercice avant de finir.

L’ordinateur est un peu trop rapide à jouer, on a à peine le temps de voir ce qui se passe. On serait alors tenté d’ajouter un simple time.sleep(1) pour ralentir l’exécution, mais on se demanderait alors ce qui se passe.

Une autre idée serait d’ajouter des animations pendant les choix de l’ordinateur, afin de voir qu’il se passe quelque chose sans que ça ne se passe trop vite.

Et pour cela, on va simplement utiliser les fonctions print et time.sleep.

Par exemple comment représenter une barre de progression en animation ? On peut afficher un caractère, attendre, afficher un autre caractère, etc.

Pour cela, on va appeler print avec l’argument end='' (pour ne pas afficher de retour à la ligne) dans une boucle. En sortie de boucle, on s’occupera de revenir à la ligne pour finaliser la barre.
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**import time**

**for** \_ **in** range(**10**): **print**('-', end='') time.sleep(**0.1**)

**print**()

Si vous exécutez ce code, vous verrez probablement la barre complète s’afficher d’un seul coup au bout d’une seconde, sans aucune animation.

Cela est dû au mécanisme de *flush* (mémoire tampon) dont je vous avais parlé : en l’absence de retour à la ligne, print a simplement placé le texte en mémoire tampon mais n’a rien écrit réellement sur le terminal. On corrige ça an ajoutant l’argument flush=True à l’appel.
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**import time**

**for** \_ **in** range(**10**):

**print**('-', end='', flush=True) time.sleep(**0.1**)

**print**()

***i***

Pour aller plus loin, on peut aussi utiliser le caractère spécial \b qui permet de revenir en arrière sur la ligne et donc d’effacer le dernier caractère imprimé.

### Solution

Rien de bien méchant, je présente ici le fichier tp/ia.py uniquement qui est le seul à changer.
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[Contenu masqué n°18](#_bookmark506)
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## Contenu masqué

### Contenu masqué n°17

1

Listing 77 – tp/ init .py

Listing 78 – tp/ main .py

**if** name == ' main ': game.main()

**from . import** game
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monsters = {

'pythachu': {

'name': 'Pythachu',

'attacks': ['tonnerre', 'charge'],

},

'pythard': {

'name': 'Pythard',

'attacks': ['jet-de-flotte', 'charge'],

},

'ponytha': {

'name': 'Ponytha',

'attacks': ['brûlure', 'charge'],

},

}

attacks = {

'charge': {'damages': **20**},

'tonnerre': {'damages': **50**},

|  |  |  |
| --- | --- | --- |
| 19 | } | 'jet-de-flotte': {'damages': **40**},  'brûlure': {'damages': **40**}, |
| 20 |
| 21 |

Listing 79 – tp/definitions.py

1 **import random**

2

1. **from .definitions import** attacks
2. **from .prompt import** get\_choice\_input
3. **from .players import** get\_player **as** get\_real\_player
4. **from .ia import** get\_player **as** get\_ia\_player 7

8

9 **def apply\_attack**(attack, opponent):

1. opponent['pv'] -= attack['damages']
2. **if** opponent['pv'] < **0**:
3. opponent['pv'] = **0**

13

14

1. **def game\_turn**(player, opponent):
2. # Si le joueur est KO, il n'attaque pas
3. **if** player['pv'] <= **0**:
4. **return**

19

1. attack = player['chose\_attack\_func'](player)
2. apply\_attack(attack, opponent) 22
3. **print**(
4. player['monster']['name'],
5. 'attaque',
6. opponent['monster']['name'],
7. 'qui perd',
8. attack['damages'],
9. 'PV, il lui en reste',
10. opponent['pv'], 31 )

32

33

1. **def get\_winner**(player1, player2):
2. **if** player1['pv'] > player2['pv']:
3. **return** player1
4. **else**:
5. **return** player2 39

40

1. **def main**():
2. players = [get\_real\_player(**1**), get\_ia\_player(**2**)]

random.shuffle(players) player1, player2 = players

**print**()

**print**(player1['monster']['name'], 'affronte', player2['monster']['name'])

**print**()

**while** player1['pv'] > **0 and** player2['pv'] > **0**: game\_turn(player1, player2) game\_turn(player2, player1)

winner = get\_winner(player1, player2)

**print**('Le joueur', winner['id'], 'remporte le combat avec', winner['monster']['name'])
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Listing 80 – tp/game.py

1 **import random**

2

3 **from .definitions import** attacks, monsters 4

5

1. **def chose\_monster**():
2. values = list(monsters.values())
3. monster = random.choice(values)
4. **return** monster 10

11

1. **def chose\_attack**(player):
2. monster = player['monster']
3. weights = [attacks[name]['damages'] **for** name **in**

monster['attacks']]

1. att\_name = random.choices(monster['attacks'], weights=weights)[**0**]
2. **print**(f"Le joueur {player['id']} utilise {att\_name}")
3. **return** attacks[att\_name] 18

19

1. **def get\_player**(player\_id):
2. monster = chose\_monster()
3. pv = int(random.normalvariate(**100**, **10**))
4. **print**(f *♩*

"Le joueur {player\_id} choisit {monster['name']} ({pv} PV)" *♩*

)

24

1. **return** {
2. 'id': player\_id,

|  |  |  |
| --- | --- | --- |
| 27 | } | 'monster': monster, 'pv': pv,  'chose\_attack\_func': chose\_attack, |
| 28 |
| 29 |
| 30 |

Listing 81 – tp/ia.py

* 1. **from .definitions import** attacks, monsters
  2. **from .prompt import** get\_choice\_input 3

4

1. **def chose\_attack**(player):
2. **print**('Joueur', player['id'], 'quelle attaque utilisez-vous ?')
3. **for** name **in** player['monster']['attacks']:
4. **print**('-', name.capitalize(), -attacks[name]['damages'], 'PV')

9

10 **return** get\_choice\_input(attacks, 'Attaque invalide') 11

12

1. **def get\_player**(player\_id):
2. **print**('Monstres disponibles :')
3. **for** monster **in** monsters.values():
4. **print**('-', monster['name']) 17
5. **print**('Joueur', player\_id, 'quel monstre choisissez-vous ?')
6. monster = get\_choice\_input(monsters, 'Monstre invalide')
7. pv = int(input('Quel est son nombre de PV ? '))
8. **return** {
9. 'id': player\_id,
10. 'monster': monster,
11. 'pv': pv,
12. 'chose\_attack\_func': chose\_attack, 26 }

Listing 82 – tp/players.py

1
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6

**def get\_choice\_input**(choices, error\_message): entry = input('> ').lower()

**while** entry **not in** choices:

**print**(error\_message)

entry = input('> ').lower()

**return** choices[entry]

Listing 83 – tp/prompt.py

[Retourner au texte.](#_bookmark500)

### Contenu masqué n°18

* 1. **import random**
  2. **import time**

3

4 **from .definitions import** attacks, monsters 5

6

1. **def wait**(steps, step\_duration=**0.1**):
2. **print**('[', end='', flush=True)
3. **for** \_ **in** range(steps):
4. **print**('>', end='', flush=True)
5. time.sleep(step\_duration)
6. **print**('**\b**#', end='', flush=True)
7. **print**(']') 14

15

1. **def chose\_monster**():
2. values = list(monsters.values())
3. monster = random.choice(values)
4. wait(**10**)
5. **return** monster 21

22

1. **def chose\_attack**(player):
2. monster = player['monster']
3. weights = [attacks[name]['damages'] **for** name **in**

monster['attacks']]

1. att\_name = random.choices(monster['attacks'], weights=weights)[**0**]

27

1. wait(**10**)
2. **print**(f"Le joueur {player['id']} utilise {att\_name}")
3. **return** attacks[att\_name] 31

32

1. **def get\_player**(player\_id):
2. monster = chose\_monster()
3. pv = int(random.normalvariate(**100**, **10**))
4. **print**(f *♩*

"Le joueur {player\_id} choisit {monster['name']} ({pv} PV)" *♩*

)

37

1. **return** {
2. 'id': player\_id,
3. 'monster': monster,
4. 'pv': pv,
5. 'chose\_attack\_func': chose\_attack, 43 }

Listing 84 – tp/ia.py

[Retourner au texte.](#_bookmark503)

# Installer des modules complémentaires

## Introduction
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Il est ainsi parfois nécessaire, quand on développe un programme, de réutiliser le code de quelqu’un d’autre, de faire appel à une bibliothèque logicielle externe.

Généralement cette bibliothèque prendra la forme d’un paquet Python, que l’on pourra installer pour le rendre disponible comme tout autre module. Il nous suffira alors de l’importer depuis notre code pour pouvoir l’utiliser.

Voyons donc maintenant comment installer de tels modules complémentaires.

## Installation

Il existe plusieurs manières d’installer des modules complémentaires en Python.

D’abord, ils peuvent être installés au niveau du système d’exploitation, notamment si celui-ci met à disposition un gestionnaire de paquets. Sous Ubuntu on trouve ainsi un paquet python3- numpy dans apt pour installer la bilbiothèque Python numpy par exemple.

Sous Windows, on trouvera parfois des fichiers .exe permettant d’installer des modules particu- liers.

Ces installations se font au niveau du système, les bibliothèques deviennent alors disponibles depuis n’importe où sur l’ordinateur.
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), qui viennent directement avec un ensemble de paquets tiers pour un usage particulier (ici des bibliothèques dédiées au calcul scientifique) et ainsi en simplifier l’installation.

Mais ces solutions sont assez dépendantes du système utilisé, et il devient difficile de simplement dire «mon code a besoin du module *potjevleesch* pour fonctionner» si son installation est différente sur chaque machine.

Heureusement, Python fournit un outil pour simplifier et unifier tout cela : pip !

## Pip, le gestionnaire de paquets Python

*Pip* est un gestionnaire de paquets spécialement dédié à l’installation de modules complémentaires pour Python. Il est normalement inclus dans toute installation récente de Python. Vous pouvez vous en assurer en essayant d’exécuter la commande python -m pip (ou python3 -m pip, voire py -m pip sur Windows) depuis un terminal (pas depuis une console Python).

***i***

Si toutefois ce n’était pas le cas, regardez si un paquet python-pip ou python3-pip

existe dans le gestionnaire de paquets de votre système que vous pourriez installer. Sinon, vous pouvez exécuter la commande python3 -m ensurepip --default-pip (py

-m ensurepip --default-pip sous Windows) pour demander à Python d’installer le nécessaire.

Pip peut donc être invoqué via la commande *shell* python -m pip ( ou par le simple raccourci pip.

py -m pip

sous Windows),

L’outil comprend plusieurs commandes, notamment la commande install pour installer un paquet, suivie du nom du paquet à installer. Ce nom sera généralement inscrit sur les sites officiels des bibliothèques que vous souhaitez installer.

Downloading Pillow-9.0.1-cp310-cp310-manylinux\_2\_17\_x86\_64.manyl *♩*

inux2014\_x86\_64.whl (**4**.3 MB)

|████████████████████████████████| **4**.3 MB **1**.7 MB/s Installing collected packages: Pillow

Successfully installed Pillow-9.0.1

% pip install Pillow Collecting Pillow
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Le paquet sera alors installé par défaut pour l’utilisateur courant (ou pour tout le système si la commande est exécutée avec les droits d’administration).

**!**

Attention aux paquets frauduleux. Il peut arriver que certains paquets imitent le nom de paquets connus pour diffuser du code malicieux. Assurez-vous donc de toujours utiliser le nom clairement défini sur le site officiel.

Il est aussi possible de spécifier une version précise du paquet à l’aide de la syntaxe pa quet==version, par exemple pip install Pillow==9.0.1. C’est la méthode conseillée dans votre répertoire de travail pour être sûr de la version utilisée.

On peut même préciser plusieurs noms de paquets à installer derrière pip install.

pip install accepte aussi une option -r suivie d’un nom de fichier, ce fichier devant contenir les dépendances à installer dans une syntaxe comprise par pip install :

|  |  |
| --- | --- |
| 1 | Pillow==9.0.1 |
| 2 | pyglet |

Listing 85 – requirements.txt

% pip install -r requirements.txt Collecting Pillow

1

2

Using cached Pillow-9.0.1-cp310-cp310-manylinux\_2\_17\_x86\_64.many *♩*

linux2014\_x86\_64.whl (**4**.3 MB)

Collecting pyglet==**1**.5.22

Downloading pyglet-1.5.22-py3-none-any.whl (**1**.1 MB)

|████████████████████████████████| **1**.1 MB **2**.8 MB/s Installing collected packages: pyglet, Pillow Successfully installed Pillow-9.0.1 pyglet-1.5.22

4

5

6

7

8

3

À l’inverse, on peut supprimer un paquet installé à l’aide de la commande uninstall. La désisntallation demandera une confirmation (y) pour supprimer le paquet.

% pip uninstall Pillow

Found existing installation: Pillow **9**.0.1 Uninstalling Pillow-9.0.1:

Would remove:

...

Proceed (Y/n)? y

Successfully uninstalled Pillow-9.0.1
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Il est aussi possible de lister les paquets installés avec pip list.

|  |  |  |
| --- | --- | --- |
| 1 | % pip list |  |
| 2  3  4 | Package  Pillow | Version  **9**.0.1 |
| 5 | pip | **21**.2.4 |
| 6 | pyglet | **1**.5.22 |
| 7 | setuptools | **58**.1.0 |

pip freeze permet quant à lui d’extraire la liste des paquets installés dans une syntaxe comprise par pip install.

1

2

3

% pip freeze Pillow==**9**.0.1 pyglet==**1**.5.22

***i***

Il est ainsi courant d’utiliser la liste renvoyée par pip freeze pour former un fichier requi rements.txt qui pourra ensuite permettre de réinstaller à l’identique ces mêmes dépen- dances dans un autre environnement à l’aide d’un pip install -r requirements.txt. Cela permet d’avoir un environnement reproductible d’une machine à l’autre.

Par défaut, pip fait appel à l’index *PyPI* (*Python Package Index*) pour trouver les paquets à installer, c’est le dépôt officiel des paquets Python, qui peut être consulté à cette URL : <https://pypi.org/> .

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP38xAGE88AAAAASUVORK5CYII=)Il est possible sur le site de faire des recherches sur l’index ou d’explorer les projets pour retrouver

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAARCAYAAAA7bUf6AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABTElEQVQ4jWP8//8/AzFAacKRt+9//BHCJsdIrCGrr76M/vn3HzsDAwPD////GdZdfx1x4MF7VwYGBgbGKy8/69nMO3MRm8YbOVaS4jxsL5DF/v//z1i1927/jDNP8h0UBHcfePDelcl32YX9uGx/9fWXBC4DMkxkJgZpiq5gYGBgYHr/449Qp4tKHjZDdMS4L+IyoM1ZuZCRkZGBgYGBgYWBgYGBi4356/sKB0ZcLsJhADwwmXBpJMYAdmamn4IcLO8YBNr3/1988VnS////GdDxv3//GCt2354g0L7/f8Xu2xP+/fvHiE0dXpcwMjL+5+dg+YDNCygAn0uQXYTMFmjf///F558SRLkE2UXoYgsuPEuHsYkyhBAYZoawMDAwMOy6+9Yrd9vNucRowJZFGMNWXdqy6+5bb1JsFuRgebc5ysBRW4znEgMDAwMAhULmdYh48dgAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW3337TYGBgYDj2+IM9SQYRA4axQSwMDAwMRx99sCvbfXsysZqKreRb0cUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAePsRQtghfgQAAAABJRU5ErkJggg==)des paquets. Chaque paquet vient avec une page de description et un ensemble de métadonnées. Voici par exemple [la page du paquet Pillow](https://pypi.org/project/Pillow/) .

Pour plus d’informations au sujet de *Pip*, vous pouvez vous reporter au [guide officiel](https://docs.python.org/fr/3/installing/index.html) .

## Environnements virtuels

En utilisant *Pip* comme nous venons de le faire, les paquets sont installés au niveau du système ou de l’utilisateur. C’est accommodant parce que le paquet est alors disponible partout et utilisable par tous les projets, mais cela peut parfois poser problème.

En effet, une seule version d’un paquet peut être disponible à la fois, ce qui fait que tous les projets doivent partager cette même version. Impossible alors pour un projet de bénéficier des évolutions récentes d’un module complémentaire si un autre projet dépend d’une version plus ancienne.

Pour résoudre ce problème, on va chercher à cloisonner nos applications, afin qu’elles gardent leurs dépendances (les modules complémentaires qu’elles doivent installer) auprès d’elles plutôt que de les installer sur tout le système. Et cela se fait à l’aide des environnements virtuels.

Un environnement virtuel n’est ni plus ni moins qu’un répertoire cloisonné de bibliothèques Python. On peut donc avoir autant d’environnements virtuels que l’on veut sur le système, qui contiendront chacun leurs bibliothèques dans les versions qu’ils veulent.

Mais bien sûr, dans un même environnement, une bibliothèque ne pourra être installée qu’en un seul exemplaire (donc une seule version).

Pour créer un nouvel environnement, on utilise la commande *shell* python -m venv suivie d’un nom, souvent env ou venv. Ce nom correspond au nom du répertoire qui sera créé pour l’environnement, depuis le répertoire courant donc.

On fera en sorte d’utiliser le répertoire du projet comme répertoire courant.

% python -m venv env

1

Cette commande a donc créé un dossier env dans le répertoire courant. Pour l’instant cet environnement est juste créé, mais pour l’utiliser nous devons l’activer.

Cela se fait à l’aide de la commande source XXX/bin/activate sous Linux/Mac ou XXX\\Scripts\\Activate.ps1 sous Windows. Avec XXX remplacé par le nom du répertoire de l’environnement, env dans notre cas.

|  |  |
| --- | --- |
| 1 | % source env/bin/activate |
| 2 | (env) % |

On voit que le *prompt* de notre *shell* est maintenant préfixé d’un (env) pour signifier que nous sommes à l’intérieur de l’environnement.

Toutes les commandes que nous exécuterons maintenant (notamment les pip install) le seront à l’intérieur de cet environnement et n’affecteront pas le reste du système.

***i***

Il est nécessaire d’activer l’environnement virtuel chaque fois que vous ouvrez un nouveau terminal pour pouvoir l’utiliser.

Une fois votre travail terminé, si vous souhaitez sortir de l’environnement virtuel, vous pouvez utiliser la commande deactivate.

|  |  |
| --- | --- |
| 1 | (env) % deactivate |
| 2 | % |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAARCAYAAAA7bUf6AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABTElEQVQ4jWP8//8/AzFAacKRt+9//BHCJsdIrCGrr76M/vn3HzsDAwPD////GdZdfx1x4MF7VwYGBgbGKy8/69nMO3MRm8YbOVaS4jxsL5DF/v//z1i1927/jDNP8h0UBHcfePDelcl32YX9uGx/9fWXBC4DMkxkJgZpiq5gYGBgYHr/449Qp4tKHjZDdMS4L+IyoM1ZuZCRkZGBgYGBgYWBgYGBi4356/sKB0ZcLsJhADwwmXBpJMYAdmamn4IcLO8YBNr3/1988VnS////GdDxv3//GCt2354g0L7/f8Xu2xP+/fvHiE0dXpcwMjL+5+dg+YDNCygAn0uQXYTMFmjf///F558SRLkE2UXoYgsuPEuHsYkyhBAYZoawMDAwMOy6+9Yrd9vNucRowJZFGMNWXdqy6+5bb1JsFuRgebc5ysBRW4znEgMDAwMAhULmdYh48dgAAAAASUVORK5CYII=)Vous pouvez consulter [la page de documentation du module venv](https://docs.python.org/fr/3/library/venv.html) pour de plus amples informations à son sujet.

# Neuvième partie Annexes

**Introduction**

# Glossaire et mots clés

## Glossaire

#### annotation de type

Information facultative sur le **type** d’une **variable**, d’une **fonction** ou d’un **paramètre**. Utilisée par des outils tels que *mypy* pour vérifier la cohérence du code.

#### argument

**Valeur** envoyée à une **fonction**, qui sera assignée à un **paramètre**. Les arguments peuvent être positionnels (une simple valeur dans la liste des arguments) ou nommés (préfixés du nom du paramètre : end='\n').

#### assertion

**Prédicat** évalué avec le **mot-clé** assert qui lève une **exception** s’il est faux.

#### assignation

Affectation d’une **valeur** à une **variable**.

variable = **42**

1

#### attribut

Champ contenu dans un **objet**, données relatives à l’objet (obj.attr).

#### bibliothèque standard (*stdlib*)

Ensemble des **modules**, **paquets** et **fonctions natives** embarquées avec Python par défaut.

#### bloc

Élément de syntaxe qui réunit plusieurs lignes de code dans une même entité, introduit par une

**instruction** particulière (**boucle**, **condition**, etc.) suivie d’un :.

#### booléen

**Type** de **valeur** à deux états, *vrai* (True) ou *faux* (False).

#### boucle

**Bloc** de code répété un certain nombre de fois (pour **itérer** avec une boucle for ou selon une

**condition booléenne** avec un while).
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**while** condition:

...

**for** item **in** iterable:

...

#### boucle infinie

**Boucle** dont la condition de fin n’est jamais atteinte, qui ne s’arrête jamais.

##### *bytes*

**Valeur** semblable aux **chaînes de caractères** pour représenter des **séquences** d’octets (des nombres entre 0 et 255). b'a\x01b\x02' est de type *bytes*.

##### *callable*

**Objet** que l’on peut appeler, tel qu’une **fonction**.
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**>>>** min(**3**, **4**)

3

**>>>** int('123') 123

* + - * 1. **chaîne de caractères (*string*)**

**Valeur** représentant du texte, une **séquence** de caractères ('abcdef' par exemple).

* + - * 1. **chemin (*path*)**

*Adresse* d’un **fichier** sur le système d’exploitation.

#### clé

Identifiant d’une **valeur** dans un **dictionnaire**. Seuls les types de données ***hashables*** peuvent être utilisés en tant que clés.

#### condition

**Bloc** de code exécuté selon la **valeur** d’une **expression booléenne**.

**if** condition:

...
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#### conteneur

**Objet** contenant des éléments (des **valeurs**), auxquels on peut généralement accéder par

**itération** ou via l’opérateur container[key].

#### débogueur

Outil permettant de déceler pas-à-pas les bugs dans le code d’un programme.

#### décorateur

Élément de syntaxe permettant de modifier le comportement d’une **fonction**, introduit par un

@ suivi du nom du décorateur avant la définition de la fonction (@cache par exemple).
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**@cache**

**def addition**(a, b):

**return** a + b

#### dictionnaire

Table d’association, pour associer des **valeurs** à des **clés**.

{'a': 'foo', **2**: **3**}

1

#### docstring

**Chaîne de caractères** en en-tête d’une **fonction** pour documenter son comportement.
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**def addition**(a, b):

"Addition entre deux nombres"

**return** a + b

##### *EAFP*

*Easier to Ask Forgiveness than Permission* (*il est plus simple de demander pardon que demander la permission*), mécanisme de traitement des erreurs qui préconise de laisser se produire les **exceptions** pour les attraper ensuite (*demander pardon*).

*EAFP* s’oppose à ***LBYL***.

#### éditeur de texte

Logiciel permettant de modifier des **fichiers** texte (ou fichiers de code) sur le système d’exploi- tation.

#### encodage

Norme de codage des caractères dans une **chaîne de caractères**, associe chaque caractère (lettres, chiffres, symbole, accents, etc.) à un nombre.

* + - * 1. **ensemble (*set*)**

**Conteneur** non-ordonné composé de **valeurs** uniques et **hashables**.

{'a', 'b', 'c'}

1

#### entrée standard

Flux de données en entrée du programme, le terminal par défaut, sollicité par la **fonction**

input. Correspond à sys.stdin.

#### environnement virtuel

Répertoire cloisonné de **paquets** Python.

#### exception

Comportement permettant de remonter des erreurs dans le programme afin de les traiter.

#### expression

Ensemble d’opérations Python qui produisent une **valeur**.

|  |  |
| --- | --- |
| 1 | **>>>** (**1** + **2** \* **3**) / **5** + round(**1**/**3**, **2**) |
| 2 | 1.73 |

#### fichier

Document sur le système d’exploitation (adressé par un **chemin**), représenté en Python par un

**objet** qui permet d’interagir avec lui (lire son contenu, écrire dans le fichier, etc.).

#### fonction

Opération recevant des **arguments** et renvoyant une nouvelle **valeur** en fonction de ceux-ci (fonctions mathématiques par exemple : round, abs).

|  |  |
| --- | --- |
| 1 | **>>>** round(**3.5**) |
| 2 | 4 |
| 3 | **>>>** abs(-**2**) |
| 4 | 2 |

* + - * 1. **fonction native (*builtin*)**

**Fonction** disponible directement dans l’interpréteur, sans **import**.

#### fonction récursive

**Fonction** qui se rappelle elle-même pour mettre en place un mécanisme de répétition.

**def my\_len**(s): **if** s:

**return 1** + len(s[**1**:])

**return 0**
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#### formatage

Action d’obtenir une **représentation** d’une **valeur** dans un format voulu.

##### *f-string*

Chaîne de **formatage**, élément de syntaxe permettant de composer facilement des **chaines de caractères**.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | f"1 | + 3 | = | {1+3}" |
| 2 | '1 | + 3 | = 4' |  |  |

#### gestionnaire de contexte

**Bloc** permettant de gérer des ressources (telles que des **fichiers**).

**with** open('file.txt') **as** finput:

...
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##### *hashable*

**Valeur** qui peut être utilisée en tant que **clé** de **dictionnaire** ou contenue dans un **ensemble**. Le *hash* est un «code-barre» généré à partir de la valeur, qui permet de la retrouver : le *hash* d’un objet ne doit pas changer et deux valeurs égales doivent avoir le même *hash*.

Les **types immutables** natifs de Python sont *hashables* tandis que les **mutables** ne le sont pas.

##### *IDLE*

*Interactive DeveLopment Environment*, l’environnement de développement fourni avec Python.

#### import

**Instruction** qui permet de charger le code d’un **module** Python.

**import math**
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#### instruction

Élément de syntaxe de Python au sens large, souvent équivalent à une ligne de code.

#### intension

Manière de créer des **listes** / **ensembles** / **dictionnaires** par **itération**.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | [i\*\***2 for** i **in** | range(**5**)] |
| 2 | [0, | 1, 4, 9, 16] |  |
| 3 | **>>>** | {i\*\***2 for** i **in** | range(**5**)} |
| 4 | {0, | 1, 4, 9, 16} |  |
| 5 | **>>>** | {i\*\***2**: i **for** i | **in** range(**5**)} |
| 6 | {0: | 0, 1: 1, 4: 2, | 9: 3, 16: 4} |

#### interpréteur interactif / *REPL*

Mode de l’interpréteur de Python qui permet d’entrer les **instructions** et de les exécuter directement, en affichant les **valeurs** des **expressions**.

*REPL* pour *Read-Eval-Print-Loop*, soit *boucle qui lit, évalue et affiche*.

#### introspection

Caractéristique d’un programme qui est capable de s’inspecter lui-même (parcourir les **attributs**

de ses objets, explorer les **méthodes**, etc.).

#### itérable

**Valeur** sur laquelle on peut **itérer** à l’aide d’une **boucle** for, appliquer un traitement sur chacun des éléments.

**for** item **in** [**3**, **2**, **5**, **8**]:

...
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#### itérateur

Curseur le long d’un **itérable**, utilisé par les **boucles** for pour les parcourir.

#### itération / itérer

Action de parcourir les éléments d’un **itérable** avec un **itérateur**.

##### *LBYL*

*Look Before You Leap* (*réfléchis avant d’agir* ), mécanisme de traitement des erreurs qui préconise d’empêcher les erreurs en vérifiant les conditions de réussite au préalable.

*LBYL* s’oppose à ***EAFP***.

#### liste

**Séquence mutable** d’élements de **types** variables.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1 | [**1**, **2**, | **3**, | **4**] |  |
| 2 | ['a', | **42**, | **1.5**, | [**0**]] |

#### littéral

Élément de syntaxe de base qui possède une **valeur**, comme les **chaînes de caractères**, les

**listes** ou les **dictionnaires**.

#### méthode

**Fonction** intégrée à un **objet**, opération spécifique à un **type**.

|  |  |
| --- | --- |
| 1 | **>>>** [**1**, **2**, **3**].pop() |
| 2 | 3 |

#### module

Fichier de code Python, que l’on peut charger à l’aide d’un **import**.

#### mot-clé

Élément de syntaxe formé de lettres correspondant à une **instruction** ou un **opérateur** du langage. Les mots-clés ne peuvent pas être utilisés comme noms de **variables**.

#### mutable / immutable

Une **valeur** mutable est une valeur modifiable, que l’on peut altérer (les **listes** par exemple) contrairement à une valeur immutable (comme les **tuples**).

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | values = [**1**, **2**, **3**] |
| 2 | **>>>** | values[**0**] = **4** |
| 3 | **>>>** | values |
| 4 | [4, | 2, 3] |

**>>>** values = (**1**, **2**, **3**)

**>>>** values[**0**] = **4**

Traceback (most recent call last): File "<stdin>", line **1**, in <module>

TypeError: 'tuple' object does not support item assignment
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#### nombre complexe

Représentation d’un nombre complexe en Python, formé de deux **flottants** (partie réelle et partie imaginaire suffixée d’un j) comme 3.2+5j.

#### nombre entier

Représentation d’un nombre entier relatif (positif ou négatif) en Python. Suite de chiffres potentiellement précédée d’un + ou d’un -, comme 101 ou -42.

#### nombre flottant

Représentation d’un nombre réel en Python, formé d’une partie entière et d’une partie décimale, comme 10.0, 8.3 ou 5e2.

#### objet / valeur

Résultat d’une **expression**, qui peut être stocké dans une **variable**. Toute valeur Python est un objet, et peut posséder des **attributs** et **méthodes**.

#### opérateur

Élément de syntaxe (**mot-clé** ou caractères spéciaux) représentant une opération en Python, comme + pour l’addition.

* + - * 1. **paquet (*package*)**

Niveau d’indirection au-dessus du **module** : un module qui contient des modules.

S’utilise aussi pour parler des bibliothèques tierces, installables via pip (gestionnaire de pa- quets).

#### paramètre

**Variable** d’une **fonction** dont la **valeur** sera automatiquement **assignée** selon un **argument**. Un paramètre peut choisir d’accepter les arguments positionnels ou nommés, et posséder une valeur par défaut.

**def func**(param1, param2=None):

**pass**

1

2

##### *PEP*

*Python Enhancement Proposal*, soit *Proposition d’amélioration pour Python*, c’est par là que passent les demandes de fonctionnalités au langage, avant d’être acceptées ou non.

#### prédicat

**Expression** booléenne, utilisée dans une condition.

#### pythonique

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP38xAGE88AAAAASUVORK5CYII=)Qualificatif de ce qui est idiomatique en Python, qui correspond à la philosophie du langage. Voir [cet article](https://zestedesavoir.com/articles/1079/les-secrets-dun-code-pythonique/) à propos du code pythonique.

#### représentation

**Chaîne de caractères** obtenue à partir d’une **valeur**, qui permet d’en décrire le contenu.

#### retour

**Valeur** renvoyée par une **fonction**. Donne sa valeur à l’**expression** d’appel de la fonction.

|  |  |
| --- | --- |
| 1 | **>>>** x = abs(-**1**) |
| 2 | **>>>** x |
| 3 | 1 |

#### séquence

**Conteneur** dont les clés sont des nombres entiers de 0 à N-1 (avec N la taille du conteneur).

#### scope

Espace de noms, là où sont déclarées les **variables**.

##### *slicing*

Découpage d’une séquence selon un intervalle.

1

2

3

4

**>>>** 'abcdefghi'[**1**:-**1**:**2**] 'bdfh'

**>>>** [**1**, **2**, **3**, **4**][**1**:]

[2, 3, 4]

#### sortie d’erreur

Flux de données en sortie du programme dédié aux erreurs, le terminal par défaut. Correspond

à sys.stderr.

#### sortie standard

Flux de données en sortie du programme où sont affichés les messages (par appel à print par exemple), le terminal par défaut. Correspond à sys.stdout.

#### test

**Fonction** composée d’**assertions** pour vérifier le bon comportement d’un code.

#### tuple

**Séquence immutable** d’éléments de **types** variables.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1 | (**1**, **2**, | **3**, | **4**) |  |
| 2 | ('a', | **42**, | **1.5**, | [**0**]) |

#### tuple nommé

**tuple** dont les éléments peuvent aussi être accédés via des **atributs**.

1

2

3

4

**from collections import** namedtuple Point = namedtuple('Point', ('x', 'y')) p = Point(**3**, **5**)

**print**(p.x, p.y)

#### type

Toute **valeur** en Python possède un type, qui décrit les opérations et **méthodes** qui lui sont applicables.

#### variable

Étiquette posée sur une **valeur** par **assignation**. Plusieurs variables peuvent correspondre à la même valeur.

variable = **42**

1

#### zen

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP38xAGE88AAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk8ccf8oIdB/5ffvnFgCSD0MG777+FGRgYGJ58+iFHkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP3891j0nQAAAAASUVORK5CYII=)*Zen of Python*, ou **PEP** 20, sorte de poème qui décrit la philosophie du langage : [https://www.py-](https://www.python.org/dev/peps/pep-0020/) [thon.org/dev/peps/pep-0020/](https://www.python.org/dev/peps/pep-0020/) ([traduction](https://zestedesavoir.com/articles/1079/les-secrets-dun-code-pythonique/#1-zen-of-python) ).

## Tableau des mots-clés

Voici le tableau de l’ensemble des mots-clés de Python :

**impass**

**alse**

**wait**

**lse**

**ort**

**e**

**a**

**F**

**p**

reexinr

one

ak

aise

b

N

cept

fi re nal t

rue

ss

ly

urn

c

T

la is

ncdofntli t

or

ambd

rya

a

nue

n owhile l

ef

rom

no

l ca

f

sd

a

glo

t

ot

th

wi

s

a

del n

r bal

ryi

fo

i

e

a

se

eld

sync

lif

À cela on pourrait aussi ajouter les mots-clés match et case, qui sont bien des mots-clés mais pas des noms réservés (vous pouvez nommer une variable match ou case sans soucis).

* : Valeur False du type booléen.

|  |  |  |
| --- | --- | --- |
| False | | |
| None | | : |
| True | | : |
| and |  | |

* Valeur None, qui représente l’absence de valeur.
* Valeur True du type booléen.
* : Opération booléenne ET (conjonction).

|  |  |
| --- | --- |
| 1 | **>>>** True **and** False |
| 2 | False |

* as: Permet une assignation si couplé à un autre mot-clé. (import, with, except).

**import math as m**

1

**with** open('file') **as** f:

...

1

2

1

2

3

4

**try**:

...

**except ValueError as** e:

...

* assert: Assertion, échoue si l’expression donnée est fausse (les assertions ne sont pas exécutées si Python est lancé en mode optimisé -O).

**assert 5** == **4** + **1**

1

* async: Introduit une fonction asynchrone (async def)1 3 .
* : Attend un résultat asynchrone (depuis une fonction asynchrone)1 3 .

await

* : Permet de sortir immédiatement d’une boucle. En cas de boucles imbriquées, le mot-clé affecte la boucle intérieure uniquement.

break

**while** condition:

...

**break**

1

2

3

* : Introduit un motif de filtrage dans un bloc match2 3 .
* : Définit une classe en programmation orientée objet4 .

class

case

* : Permet de passer à l’itération suivante de la boucle. En cas de boucles imbriquées, le mot-clé affecte la boucle intérieure uniquement.

continue

**while** condition:

...

**continue**

1

2

3

* def: Définit une fonction.

**def func**(a, b):

...

1

2

* del: Supprime une variable ou un élément d’un conteneur.

**del** var

1

**del** container[key]

1

* elif: Condition *sinon-si* dans un bloc conditionnel.

**if** condition:

...

**elif** other\_condition:

...

1

2

3

4

* else: Condition *sinon* dans un bloc conditionnel, ou deuxième clause d’une expression conditionnelle.

**if** condition:

...

**else**:

...

1

2

3

4

Peut aussi se placer après un bloc for/while (réagir en cas de sortie de boucle préma- turée) ou try (réagir si tout s’est bien passé).

* except: Attrape une exception après un bloc try.

1

2

3

4

**try**:

...

**except ValueError**:

...

* finally: Exécute des instructions dans tous les cas après un bloc try.

1

2

3

4

**try**:

...

**finally**:

...

* for: Introduit une boucle d’itération. Peut aussi introduire une intension (liste, ensemble, etc.).

**for** item **in** iterable:

...

1

2

[... **for** item **in** iterable]

1

* : Réalise un import dans l’espace de nom courant, conjointement avec import

).

(from ... import

from

**from collections import** Counter

1

* global: Déclare une variable comme étant globale.

**global** var

1

* if: Introduit un bloc conditionnel avec une condition *si*. Peut aussi introduire une expression conditionnelle ou une condition de filtrage dans une intension.

**if** condition:

...

1

2

[... **for** item **in** iterable **if** condition]

1

* : Réalise un import, utilisé seul (import simple) ou conjointement avec from

import

).

(from ... import

**import math**

1

**from collections import** Counter

1

* in: Opérateur d’appartenance, teste si une valeur est présente dans un conteneur.

value **in** container

1

* not in: Opérateur de non-appartenance, teste si une valeur est absente d’un conteneur.

value **not in** container

1

* is: Opérateur d’identité.

value **is** None

1

* is not: Opérateur de non-identité.

value **is not** None

1

* lambda: Introduit une fonction lambda.

**lambda** x: x\*\***2**

1

* : Introduit un bloc de filtrage par motif2 3 .
* : Déclare une variable comme non-locale5 .

nonlocal

match

* : Opération booléenne NON (négation).

not

|  |  |
| --- | --- |
| 1 | **>>> not** True |
| 2 | False |

* or: Opération booléenne OU (disjontion).

|  |  |
| --- | --- |
| 1 | **>>>** True **or** False |
| 2 | True |

* pass: Ne fait rien, ne renvoie rien (utile quand un bloc indenté est attendu).

|  |  |
| --- | --- |
| 1 | **if** True: |
| 2 | **pass** |

* raise: Lève une exception.

**raise ValueError**()

1

* return: Renvoie une valeur depuis une fonction (la fonction se termine au premier

return).

**def f**(a, b):

**return** ...

1

2

* try: Introduit un bloc de traitement d’exception.

**try**:

...

**except**:

...

1

2

3

4

* while: Introduit une boucle sur une condition.

**while** condition:

...

1

2

* with: Introduit un gestionnaire de contexte (pour ouvrir un fichier par exemple).

**with** open('file') **as** f:

...

1

2

* yield: Produit une valeur depuis un générateur3 .
  + - 1. Introduit en [Python 3.5](https://zestedesavoir.com/articles/175/sortie-de-python-3-5/) .
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      3. Non abordé dans ce cours.
      4. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABRElEQVQokWP8//8/Az7w4MN3JcMZJ+9ik2MkpPnTzz98q6++jIbxN954HXL40QcnBgYGBsall54nZG+9MR9d04oQXR93FeGtMP7///8Zq/be7Z9x5km+rZzAvsOPPjgx5Wy9MU9DhOsaumZuNuav2DRmmMhM9NcQXcPAwMDAINC+//+cs08y////z4AN//v3j7Fi9+0JAu37/1fsvj3h379/jHPOPskUaN//nwmff9FtbHNWLmRkZEQEEi6bsdkIk/v44zff/ffflFhw2crIyPifn4PlAzYb+dhZPvGxs3zCqZmBgYGhwkah4f///4wwjUcefXD4+usvNywW8GqGuQDGnnb6ceGTjz/lYJrxBhghMHCaWRgYGBj23nvnUbLr9jRCijVEuK6xMjH9gtscqi2+dPudt37E2HTzzTfNDFOZiTA+AFzixlPrbUFuAAAAAElFTkSuQmCC)Non abordé, mais c’est l’objet du cours [sur la programmation objet en Python](https://zestedesavoir.com/tutoriels/1253/la-programmation-orientee-objet-en-python/) .
      5. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABRElEQVQokWP8//8/Az7w4MN3JcMZJ+9ik2MkpPnTzz98q6++jIbxN954HXL40QcnBgYGBsall54nZG+9MR9d04oQXR93FeGtMP7///8Zq/be7Z9x5km+rZzAvsOPPjgx5Wy9MU9DhOsaumZuNuav2DRmmMhM9NcQXcPAwMDAINC+//+cs08y////z4AN//v3j7Fi9+0JAu37/1fsvj3h379/jHPOPskUaN//nwmff9FtbHNWLmRkZEQEEi6bsdkIk/v44zff/ffflFhw2crIyPifn4PlAzYb+dhZPvGxs3zCqZmBgYGhwkah4f///4wwjUcefXD4+usvNywW8GqGuQDGnnb6ceGTjz/lYJrxBhghMHCaWRgYGBj23nvnUbLr9jRCijVEuK6xMjH9gtscqi2+dPudt37E2HTzzTfNDFOZiTA+AFzixlPrbUFuAAAAAElFTkSuQmCC)Non abordé, mais introduit dans [ce tutoriel sur les scopes](https://zestedesavoir.com/tutoriels/3163/variables-scopes-et-closures-en-python/) .

## Tableau des opérateurs

### Opérateurs simples (expressions)

En plus des mots-clés précédents, on trouve aussi les opérateurs suivants. Ces opérateurs sont constitués de caractères spéciaux et ne sont donc pas des noms.

(.

.

)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **+** | | **%** | **&** | **!** | **=:=** |
|  | - | \* | \*| | < | < |
|  | |
| \* | | x | ^ | .> | > |
| / | | x | ~ | t< | =@ |
| / | | /x | = | => | =, |

— + : Addition / concaténation, ou opérateur unaire positif.

.a

t

r

[..

.

]

1

2

3

4

5

6

**>>> 3** + **5**

8

**>>>** 'abc' + 'def' 'abcdef'

**>>>** +**42**

42

— - : Soustraction / différence ou opérateur unaire négatif.

1

2

3

4

**>>> 3** - **5**

-2

**>>>** -**42**

-42

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**1**, | **2**, | **3**} | - | {**2**, | **3**, | **4**} |
| 2 | {1} |  |  |  |  |  |  |  |

— \* : Multiplication, concaténation multiplicative, ou opérateur *splat*.

1

2

3

4

5

6

**>>> 3** \* **5**

15

**>>>** 'cou' \* **2**

'coucou'

**>>>** [**3**] \* **4**

[3, 3, 3, 3]

func(\*[**1**, **2**, **3**])

1

* / : Division ou séparateur de chemins.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | **3** | / **5** |
| 2 | 0.6 |  |  |

|  |  |
| --- | --- |
| 1 | **>>>** Path('a') / Path('b') |
| 2 | PosixPath('a/b') |

* // : Division entière (euclidienne).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 1 | **>>>** | **10** | // | **3** |
| 2 | 3 |  |  |  |

* % : Modulo (reste de division) ou formatage de chaîne.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | **>>>** | **10** % | **3** |
| 2 | 1 |  |  |

|  |  |
| --- | --- |
| 1 | **>>>** 'salut %s' % 'toto' |
| 2 | 'salut toto' |

* \*\* : Exponentiation (puissance) ou *double-splat*

|  |  |
| --- | --- |
| 1 | **>>> 5** \*\* **3** |
| 2 | 125 |

func(\*\*{'arg': **42**})

1

* x(...) : Appel de fonction (ou *callable*), instanciation de type.

1

2

3

4

**>>>** round(**3.5**) 4

**>>>** list() []

* x.attr : Accès à un attribut.

|  |  |
| --- | --- |
| 1 | **>>>** Path('a/b').name |
| 2 | 'b' |

* x[...] : Accès à un élément. Permet aussi le *slicing*.

1

2

3

4

**>>>** squares[**3**] 9

**>>>** squares[**4**:**8**] [16, 25, 36, 49]

* & : Conjonction (*ET* ) bit-à-bit ou intersection d’ensembles.

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b101** & **0b110**) |
| 2 | '0b100' |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**1**, | **2**, | **3**} | & | {**2**, | **3**, | **4**} |
| 2 | {2, | 3} |  |  |  |  |  |  |

* | : Disjonction (*OU* ) bit-à-bit ou union d’ensembles.

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b101** | **0b110**) |
| 2 | '0b111' |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**1**, | **2**, | **3**} | | | {**2**, | **3**, | **4**} |
| 2 | {1, | 2, | 3, | 4} |  |  |  |  |

* ^ : *XOR* bit-à-bit ou différence symétrique d’ensembles.

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b101** ^ **0b110**) |
| 2 | '0b11' |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **>>>** | {**1**, | **2**, | **3**} | ^ | {**2**, | **3**, | **4**} |
| 2 | {1, | 4} |  |  |  |  |  |  |

* ~ : Négation (*NON* ) bit-à-bit, opérateur unaire.

|  |  |
| --- | --- |
| 1 | **>>>** bin(~**0b101**) |
| 2 | '-0b110' |

— == : Test d’égalité.

|  |  |
| --- | --- |
| 1 | **>>> 5** == **4** + **1** |
| 2 | True |

* != : Test de différence.

|  |  |
| --- | --- |
| 1 | **>>> 5** != **4** + **1** |
| 2 | False |

* < : Test d’infériorité stricte.

|  |  |
| --- | --- |
| 1 | **>>> 3** < **5** |
| 2 | True |

* > : Test de supériorité stricte.

|  |  |
| --- | --- |
| 1 | **>>> 3** > **5** |
| 2 | False |

* <= : Test d’infériorité.

1

2

3

4

**>>> 3** <= **5**

True

**>>> 3** <= **3**

True

* >= : Test de supériorité.

1

2

3

4

**>>> 3** >= **5**

False

**>>> 3** >= **3**

True

* := : Expression d’assignation2 .

1

2

3

4

**... print**(x+**1**)

**...**

6

**>>> if** x:= **5**:

* < : Décalage de bits à gauche.

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b101** << **2**) |
| 2 | '0b10100' |

* > : Décalage de bits à droite.

|  |  |
| --- | --- |
| 1 | **>>>** bin(**0b10101** >> **2**) |
| 2 | '0b101' |

* : Multiplication matricielle1 3 .

@

,

* : La virgule est un peu à part, c’est un séparateur (arguments, listes, etc.) mais aussi l’opérateur qui permet de créer des tuples.

1

2

3

4

**>>> 1**,

(1,)

**>>> 3**, **4**, **5**

(3, 4, 5)

### Opérateurs d’assignation

\*=

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **=** | | **\*** | **=%** | **=|** | **=>>** |
| + | | =/ | =\* | ^ | =@= |
|  | - | / | & | =<< |  |
|  | = |

Les opérations d’assignation suivent toutes le même principe, var = expression.

/=

1

2

3

**>>>** x = **42**

**>>>** x 42

L’opérateur utilisé applique simplement l’opération cible (+ pour += etc.) entre la variable initiale et l’expression.

1

2

3

4

5

6

**>>>** x //= **3** # x = x // 3

**>>>** x 14

**>>>** x += **2** # x = x + 2

**>>>** x 44

* + - * 1. Introduit en [Python 3.5](https://zestedesavoir.com/articles/175/sortie-de-python-3-5/) .
        2. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABRElEQVQokWP8//8/Az7w4MN3JcMZJ+9ik2MkpPnTzz98q6++jIbxN954HXL40QcnBgYGBsall54nZG+9MR9d04oQXR93FeGtMP7///8Zq/be7Z9x5km+rZzAvsOPPjgx5Wy9MU9DhOsaumZuNuav2DRmmMhM9NcQXcPAwMDAINC+//+cs08y////z4AN//v3j7Fi9+0JAu37/1fsvj3h379/jHPOPskUaN//nwmff9FtbHNWLmRkZEQEEi6bsdkIk/v44zff/ffflFhw2crIyPifn4PlAzYb+dhZPvGxs3zCqZmBgYGhwkah4f///4wwjUcefXD4+usvNywW8GqGuQDGnnb6ceGTjz/lYJrxBhghMHCaWRgYGBj23nvnUbLr9jRCijVEuK6xMjH9gtscqi2+dPudt37E2HTzzTfNDFOZiTA+AFzixlPrbUFuAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAPCAYAAAA71pVKAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABRElEQVQokWP8//8/Az7w4MN3JcMZJ+9ik2MkpPnTzz98q6++jIbxN954HXL40QcnBgYGBsall54nZG+9MR9d04oQXR93FeGtMP7///8Zq/be7Z9x5km+rZzAvsOPPjgx5Wy9MU9DhOsaumZuNuav2DRmmMhM9NcQXcPAwMDAINC+//+cs08y////z4AN//v3j7Fi9+0JAu37/1fsvj3h379/jHPOPskUaN//nwmff9FtbHNWLmRkZEQEEi6bsdkIk/v44zff/ffflFhw2crIyPifn4PlAzYb+dhZPvGxs3zCqZmBgYGhwkah4f///4wwjUcefXD4+usvNywW8GqGuQDGnnb6ceGTjz/lYJrxBhghMHCaWRgYGBj23nvnUbLr9jRCijVEuK6xMjH9gtscqi2+dPudt37E2HTzzTfNDFOZiTA+AFzixlPrbUFuAAAAAElFTkSuQmCC)Introduit en [Python 3.8](https://docs.python.org/fr/3/whatsnew/3.8.html) .
        3. Non abordé dans ce cours.

|  |  |  |
| --- | --- | --- |
| 1 | **>>>** | values = [**1**, **2**] |
| 2 | **>>>** | copy = values |
| 3 | **>>>** | values += [**3**] |
| 4 | **>>>** | copy |
| 5 | [1, | 2, 3] |

Les opérations d’assignation permettent aussi d’assigner les éléments des conteneurs.

**!**

Attention, certaines assignations peuvent s’opérer en-place sur l’objet. a += b n’est donc pas strictement équivalent à a = a + b.

|  |  |
| --- | --- |
| 1 | values[**0**] = **42** |
| 2 | dic[key] = value |

## Priorité des opérateurs

### Ordre d’évaluation des expressions

Les expressions en Python sont toujours évaluées de la gauche vers la droite, à l’exception près des assignations où la partie droite sera évaluée avant la partie gauche.

Ainsi, dans les exemples fictifs suivants, expr1 sera toujours évaluée avant expr2, elle-même avant expr3, etc. jusque expr5.

1

2

3

4

5

6

expr1, expr2, expr3, expr4 (expr1, expr2, expr3, expr4)

{expr1: expr2, expr3: expr4} expr1 + expr2 \* (expr3 - expr4)

expr1(expr2, expr3, \*expr4, \*\*expr5) expr3, expr4 = expr1, expr2

### Tableau des priorités

Aussi, dans une même expression, les opérations seront exécutées par ordre de priorité. Dans le tableau suivant, les opérations de rang inférieur seront exécutées prioritairement à celles de rang supérieur (\*\* est évalué avant /).
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|  |  |  |
| --- | --- | --- |
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Les exemples de cette section sont tirés de la page de documentation [Référence sur les expres-](https://docs.python.org/fr/3/reference/expressions.html) [sions](https://docs.python.org/fr/3/reference/expressions.html) , sur laquelle vous trouverez plus d’informations au sujet des expressions et des priorités des opérateurs.

## Autres éléments de syntaxe

Certains éléments font partie de la syntaxe Python sans être inclus dans les tableaux précédents, les voilà détaillés ici.
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1. Inclut aussi des double-guillemets, *triple-quotes* et les différents préfixes.

# Notes diverses

## Introduction

J’aimerais ici vous présenter des petits sujets variés, indépendants les uns des autres, qui sont utiles mais n’ont pas forcément leur place dans les autres chapitres du cours.

## En-têtes de fichiers

Il est possible d’ajouter des lignes d’en-tête à nos fichiers Python. Il s’agit d’instructions spéciales que l’on place au tout début du fichier, avant les premières lignes de code.

***i***

Ces en-têtes sont facultatives et concernent des cas particuliers qui sont décrits au long du cours. Elles pourront simplement vous être utiles si par la suite vous vous trouvez dans l’un des cas concernés.

Aussi, pour simplifier les exemples donnés dans le cours, je n’y ferai jamais figurer ces en-têtes.

#### Shebang

La première dont je veux vous parler est ce qu’on appelle le *shebang*. C’est une instruction qui permet à certains systèmes (Linux notamment) de reconnaître un fichier exécutable comme un programme Python (ou plus précisément de savoir avec quoi lancer cet exécutable).

Celle-ci n’est utile que pour le ou les fichiers principaux d’un projet Python, ceux qui seront amenés à être exécutés directement.

Le *shebang* est une ligne qui prend la forme suivante, vous verrez parfois python3 à la place de

python.

#!/usr/bin/env python

1

Elle définit quel programme utiliser pour exécuter le fichier. Ici on fait appel à la commande

env pour localiser le programme python et c’est ce dernier qui exécutera notre fichier.

On trouve parfois aussi !#/usr/bin/python qui stipule directement le chemin du programme Python mais est moins portable d’un environnement à un autre.

Cela permet ensuite pour un fichier Python programme.py disposant des droits d’exécution (chmod +x programme.py) d’être exécuté à l’aide d’un simple ./programme.py depuis le répertoire courant.

*IX. Annexes*

|  |  |
| --- | --- |
| 1 | % ./programme.py |
| 2 | Hello World! |

#### Encodage

La seconde est la déclaration de l’encodage du fichier, qui permet à Python de savoir comment le décoder. En effet notre ordinateur est rudimentaire et ne sait pas ce qu’est du texte, de son point de vue il ne manipule que des nombres.

Un encodage c’est une règle qui lui décrit comment convertir chaque caractère utilisé dans le fichier (notamment les caractères spéciaux et les lettres accentuées) en nombres.

Aujourd’hui l’encodage le plus courant est UTF-8, et c’est celui que je vous recommande d’utiliser pour vos fichiers. Il est utilisé par défaut par Python, ainsi que dans IDLE et Geany.

Mais certains systèmes d’exploitation (Windows pour ne pas le citer) pourraient ne pas l’utiliser par défaut, et si c’est le cas de votre éditeur de texte, alors il faudra préciser à Python quel encodage utiliser pour lire le fichier.

Cela se fait à l’aide d’une ligne telle que :

# coding: xxx

1

Où xxx serait remplacé par l’encodage utilisé dans le fichier (utf-8, latin-1, windows\_1252, etc.).

# Quelques modules complémentaires bien utiles

## Introduction

Voyons maintenant quelques bibliothèques tierces en Python assez connues, que vous pourriez être amenés à utiliser pour répondre à différents besoins.

## Requests

*Requests* est une bibliothèque Python de référence, qui permet de réaliser des requêtes HTTP (interroger des sites web). Elle est connue pour sa facilité d’utilisation.

On l’installe via pip install requests.

Par exemple on peut l’utiliser pour interroger l’API de Zeste de Savoir, ici pour obtenir la liste des tags du site.

1. **>>> import requests**
2. **>>>** resp = requests.get('https://zestedesavoir.com/api/tags')
3. **>>>** resp.status\_code 4 200
4. **>>>** resp.text
5. '{"count":5071,"next":"https://zestedesavoir.com/api/tags/?page=2" *♩*

,"previous":null,"results":[{"id":1,"title":"exercice"},{"id": *♩* 2,"title":"java"},{"id":3,"title":"langages oo"},{"id":4,"title":"urgent"},{"id":5,"title":"bug"},{"id":6, *♩*

"title":"suggestion"},{"id":7,"title":"transmis"},{"id":8,"tit *♩*

le":"blog"},{"id":9,"title":"régression"},{"id":10,"title":"fr *♩*

ont"}]}'

1. **>>>** resp.json() 8 {'count': 5071,
2. 'next': 'https://zestedesavoir.com/api/tags/?page=2',
3. 'previous': None,
4. 'results': [{'id': 1, 'title': 'exercice'}, 12 {'id': 2, 'title': 'java'},
5. {'id': 3, 'title': 'langages oo'},
6. {'id': 4, 'title': 'urgent'},

15 {'id': 5, 'title': 'bug'},

1. {'id': 6, 'title': 'suggestion'},
2. {'id': 7, 'title': 'transmis'},

18 {'id': 8, 'title': 'blog'},

19 {'id': 9, 'title': 'régression'},

{'id': 10, 'title': 'front'}]}

20
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## Numpy

*Numpy* est une bibliothèque dédiée au calcul numérique, offrant de bonnes performances pour ces opérations. Elle est très utilisée dans le domaine scientifique (*data science*).

Elle s’installe facilement avec *Pip* : pip install numpy .

Ensuite c’est une bibliothèque qui permet notamment de manipuler des tableaux de données (de même type), et d’effectuer des opérations en lots sur les valeurs de ces tableaux.

1 **>>> import numpy as np**

2 **>>>** array = np.array([[**1**, **2**, **3**], [**4**, **5**, **6**]])

3 **>>>** array.size # nombre de valeurs 4 6

5 **>>>** array.ndim # nombre de dimensions 6 2

7 **>>>** array.shape # taille des dimensions 8 (2, 3)

1. **>>>** array.dtype # type des valeurs
2. dtype('int64')
3. **>>>** array

12 array([[1, 2, 3],

13 [4, 5, 6]])

14 **>>>** array + **1**

15 array([[2, 3, 4],

16 [5, 6, 7]])

17 **>>>** array \* **3**

18 array([[ 3, 6, 9],

19 [12, 15, 18]])

20 **>>>** array + np.arange(**10**, **16**).reshape(**2**, **3**) 21 array([[11, 13, 15],

22 [17, 19, 21]])
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## Django

*Django* est la référence en tant que *framework* pour le web, c’est une bibliothèque très complète qui permet de mettre en place en site Internet en Python. *Django* embarque par exemple de quoi abstraire la base de données en modèles (types Python) et générer des pages à partir de

gabarits (*templates*).
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.

*Django* s’installe à l’aide de la commande pip install Django.
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.
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## Pillow

*Pillow* est un paquet Python dédié à l’imagerie, c’est une bibliothèque qui permet de lire et créer des images.

Le paquet *Pip* s’appelle *Pillow* (pip install Pillow), mais c’est ensuite un module PIL qu’il faut importer depuis le code. *PIL* était l’ancien nom du paquet (en Python 2), *Python Image Libary*.

draw = ImageDraw.Draw(img)

draw.rectangle(((**100**, **100**), (**300**, **200**)), fill='blue') img.show() # affiche l'image dans une fenêtre img.save('output.png') # enregistre l'image

# crée une

**from PIL import** Image, ImageDraw

img = Image.new('RGB', (**400**, **300**), color='red') nouvelle image

1

2

3

4

5

6

7

Des informations complémentaires sur *Pillow* peuvent être trouvée dans [la documentation de la](https://pillow.readthedocs.io/en/stable/) [bibliothèque](https://pillow.readthedocs.io/en/stable/) .

## PyGObject (PyGTK)

*PyGObject* (anciennement *PyGTK* ) est une bibliothèque qui permet de créer des programmes fenêtrés, des interfaces graphiques riches (*GUI* ) formées de zones de texte, de menus ou encore de boutons.

Elle repose sur *Gtk*, un module logiciel écrit en C pour réaliser de telles interfaces, notamment utilisé par Gimp, Firefox ou encore Gnome.

![](data:image/jpeg;base64,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)

Figure IX.3.1. – Capture d’écran de *Quod Libet*, un lecteur de musique écrit en Python utilisant

*PyGtk*.
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Voici néanmoins un code permettant de réaliser une petite interface.

**import gi**

# Vérification de la version de Gtk gi.require\_version("Gtk", "3.0")

**from gi.repository import** Gtk # Création d'une fenêtre

window = Gtk.Window(title='Hello World')

box = Gtk.Box(orientation=Gtk.Orientation.VERTICAL, spacing=**6**) window.add(box)

# Ajout d'éléments graphiques

1

2

3

4

5

6

7

8

9

10

11

12

13

label = Gtk.Label(label='Salut') box.pack\_start(label, True, True, **0**)

button = Gtk.Button(label='Clique !') box.pack\_start(button, True, True, **0**)

# Connexion des événements et affichage

window.show\_all() window.connect('destroy', Gtk.main\_quit) button.connect('clicked', Gtk.main\_quit)

Gtk.main()

14

15

16

17

18

19

20

21

22

23

24

25

26
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***i***

Bon à savoir : la bibliothèque standard de Python embarque le module [tkinter](https://docs.python.org/fr/3/library/tkinter.html) pour

faut installer le paquet *APT* python3-tk.

Voir [Programmation avec tkinter](https://zestedesavoir.com/tutoriels/1729/programmation-avec-tkinter/) de @Dan737 ou [ce tutoriel](http://pascal.ortiz.free.fr/contents/tkinter/tkinter/index.html) en apprendre plus sur *tkinter*.

créer des programmes fenêtrés, mais qui n’est pas forcément le module le plus abordable pour cela.

Sur certains systèmes (Debian/Ubuntu par exemple) il n’est pas présent par défaut et il

de @**pascal.ortiz** pour

*PyGtk* et *tkinter* ne sont pas les seules bibliothèques pour écrire des programmes *GUI*, on trouve par exemple [*PyQt*](https://riverbankcomputing.com/software/pyqt/intro)ou [*wxPython*](https://www.wxpython.org/).

## Pygame

*Pygame* est aussi une bibliothèque dédiée à écrire des interfaces graphiques, mais pas des programes fenêtrés. Elle est plutôt dédiée aux interfaces «imagées», comme des jeux vidéo.
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Figure IX.3.2. – *Flappython*, un jeu-vidéo fictif que l’on pourrait réaliser avec *Pygame*.

Elle s’installe par la commande pip install pygame dans l’environnement courant.

Elle met ensuite à disposition différents éléments graphiques pour créer des fenêtres et dessiner à l’écran.
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**import pygame**

pygame.init()

screen = pygame.display.set\_mode((**800**, **600**)) running = True

screen.fill((**255**, **255**, **255**))

pygame.draw.rect(screen, (**0**, **0**, **255**), (**200**, **200**, **400**, **200**))

**while** running: pygame.display.update()

**for** event **in** pygame.event.get():

**if** event.type == pygame.QUIT: running = False

pygame.quit()
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# Tests

## Introduction

Je vous ai plusieurs fois parlé des tests au long de ce cours, mais nous n’avons pas vraiment de bonne manière de les lancer. Voyons alors ce que propose Python pour ça.

## Pytest

*Pytest* est une bibliothèque tierce fréquemment utilisée pour l’écriture de tests en Python, par la simplicité avec laquelle elle permet de décrire les cas de tests.

Premièrement vous pouvez installer *Pytest* avec la commande pip install pytest. Celle-ci installe l’utilitaire pytest dans l’environnement courant.

Ensuite, il suffit d’utiliser la commande pytest, seule ou accompagnée de fichiers ou répertoires en arguments (par défaut il explorera le répertoire courant). *Pytest* se charge d’identifier les fichiers de tests, qui sont les fichiers Python préfixés de test\_.

À l’intérieur de ces fichiers, les fonctions avec ce même préfixe sont identifiées comme des fonctions de tests.

Ainsi, les modules de tests que vous nous avons écrits précédemment, contenant des fonctions de tests formées d’assertions, sont déjà compatibles avec *Pytest*.

**def test\_addition**():

**assert** addition(**3**, **5**) == **8**

**assert** addition(**1**, **0**) == **1**

**assert** addition(**5**, -**8**) == -**3**

**from operations import** addition, soustraction

Listing 86 – test\_operations.py

**def test\_soustraction**():

**assert** soustraction(**8**, **5**) == **3**

**assert** soustraction(**5**, **8**) == -**3**

**assert** soustraction(**1**, **0**) == **1**

**assert** soustraction(**3**, -**5**) == **8**
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% pytest test\_operations.py

======================== test session starts

========================

test\_operations.py .. [**100**%]

========================= **2** passed in **0**.01s

=========================

platform linux -- Python **3**.9.7, pytest-6.2.5, py-1.10.0, pluggy-1.0.0

rootdir: /home/antoine collected **2** items
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Tout se passe bien, nos fonctions valident les tests ! En cas d’erreur, *Pytest* s’arrête à la première assertion fausse de la fonction et affiche un rapport explicite du problème.

1 ======================== test session starts

========================

1. platform linux -- Python **3**.9.7, pytest-6.2.5, py-1.10.0, pluggy-1.0.0
2. rootdir: /home/antoine
3. collected **2** items 5

6

7 test\_operations.py F. [**100**%]

8

9 ============================== FAILURES

=============================

10 test\_addition

11

1. def test\_addition():
2. assert addition(**3**, **5**) == **8**
3. assert addition(**1**, **0**) == **1**
4. > assert addition(**5**, -8) == **3**
5. E assert -3 == **3**
6. E + where -3 = addition(**5**, -8) 18

19 test\_operations.py:7: AssertionError

20 ====================== short test summary info

======================

21 FAILED test\_operations.py::test\_addition - assert -3 == 3 22 ==================== **1** failed, **1** passed in **0**.02s

====================
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## Unittest
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**class TestOperations**(unittest.TestCase): **def test\_addition**(self):

self.assertEqual(addition(**3**, **5**), **8**)

self.assertEqual(addition(**1**, **0**), **1**)

self.assertEqual(addition(**5**, -**8**), -**3**)

**def test\_soustraction**(self): self.assertEqual(soustraction(**8**, **5**), **3**)

self.assertEqual(soustraction(**5**, **8**), -**3**)

self.assertEqual(soustraction(**1**, **0**), **1**)

self.assertEqual(soustraction(**3**, -**5**), **8**)

**import unittest**

**from operations import** addition, soustraction
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Listing 87 – test\_operations.py

Il faut ainsi écrire une classe TestFooBar1 que l’on indique comme étant un cas de test (via unittest.TestCase entre parenthèses, qui signifie que notre classe dérive de TestCase) à l’interieur de laquelle on place nos fonctions de tests.

Ces fonctions possèdent un paramètre spécial self qui sera fourni automatiquement. Cet objet self possède différentes méthodes, notamment assertEqual pour vérifier que les deux arguments sont égaux, assertTrue qui revient à faire une assertion et assertFalse pour l’inverse (vérifier qu’une expression est fausse).

On peut exécuter un fichier de tests à l’aide de la commande python -m unittest.

% python -m unittest test\_operations.py

..

*♩*

Ran **2** tests in **0**.000s OK
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En cas d’erreur(s), celles-ci sont aussi signalées par le programme.

* + - 1. Il est coutume d’utiliser un style *CamelCase*, où les différents mots qui forment le nom sont écrits avec une majuscule et ne sont pas séparés d’*underscores*.

Traceback (most recent call last):

File "/home/antoine/test\_operations.py", line **10**, in test\_addition

self.assertEqual(addition(**5**, -8), **3**)

AssertionError: -3 != **3**

*♩*

Ran **2** tests in **0**.000s FAILED (failures=**1**)

*♩*

====

FAIL: test\_addition (test\_operations.TestOperations)

================================================================== *♩*

% python -m unittest test\_operations.py F.
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# Outils

## Introduction

L’écosystème Python est peuplé de nombreux outils pour vous aider à écrire et maintenir votre code.

## Linters

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQWXWCk34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xb38z8A5/IAAAAASUVORK5CYII=)Un *linter* est un programme qui permet de vérifier le style des fichiers de code, et notamment qu’ils respectent [les règles énoncées par la PEP8](https://www.python.org/dev/peps/pep-0008/) .

La PEP8 est à l’origine une description du style que doivent adopter les développements au sein de Python lui-même, qui s’est popularisée et est maintenant considérée comme un standard pour tous les projets Python.

Il ne faut cependant pas la voir comme un énoncé de règles strictes, comme dirait un célèbre pirate «c’est plus un guide qu’un véritable règlement».
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### Flake8

*Flake8* est donc un outil en ligne de commande permettant de vérifier la conformité avec la PEP8, relevant toutes les *infractions* trouvées dans les fichiers de code (mauvais espacements, lignes trops longues, etc.).

On installe l’outil par la commande pip install flake8, puis il s’utilise via flake8, optio- nellement suivi de répertoires ou de fichiers à explorer (par défaut il explorera tout le répertoire courant).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk8ccf8oIdB/5ffvnFgCSD0MG777+FGRgYGJ58+iFHkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP3891j0nQAAAAASUVORK5CYII=)*Flake8* est configurable, et permet d’activer ou désactiver certaines règles de style, je vous invite pour cela à consulter [sa page de documentation](https://flake8.pycqa.org/) .

### Pylint

*Pylint* est un outil qui va plus loin que *Flake8*. Il ne se contente pas de relever les fautes de style, mais cherche aussi à identifier de potentiels erreurs et problèmes de conception.

L’installation pip install pylint fournit un utilitaire pylint, que l’on appelle en lui donnant les fichiers à vérifier en arguments.
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### Black

*Black* est un outil relativement récent dont l’objectif est d’unifier les règles de style Python et éviter les querelles de chapelles : il est prévu pour ne pas être configurable et donc appliquer le même style partout.

*IX. Annexes*

Après une installation via pip install black, on utilise la commande black en lui fournissant des fichiers ou répertoires à explorer, que *Black* se chargera de réécrire selon son style.
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### isort

*isort* est un outil d’un autre genre, qui s’occupe de l’ordonnancement des lignes d’import. On peut lui spécifier une configuration et il se chargera de réordonner de façon logique les imports : d’abord la bibliothèque standard, puis les modules tiers, puis le paquet courant, etc.

Il s’installe en tapant pip install isort puis est disponible par la commande isort qui prend optionnellement des fichiers ou répertoires en arguments (s’applique à tout le répertoire par défaut).
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## mypy

*mypy* est un outil d’analyse statique, qui permet de s’assurer du bon comportement d’un programme.

Sans exécuter le code, *mypy* va *simplement* l’analyser pour regarder si les opérations qui sont faites sur les données sont cohérentes (via les annotations de types) et ainsi éviter un certain nombre de bugs (par exemple des ValueError à l’exécution car un cas aurait été oublié).

Les annotations de types permettent de resteindre l’ensemble de définition des fonctions (via les types de valeurs autorisées) et ainsi mettre en évidence les cas qui ne s’y conforment pas : par exemple si une fonction attend un argument int et qu’on l’appelle avec une valeur issue d’une autre fonction qui peut renvoyer un int ou None, cela soulève un problème car le cas de None n’est pas correctement géré.

On installe *mypy* a fichiers à tester : erreurs qu’il y trouvera.

mypy fichier.py

pip install mypy

vec la commande

, puis on l’exécute en lui fournissant les

. Il s’occupera alors d’analyser le code et de reporter les

La correction des erreurs renvoyées est à votre discrétion, vous pouvez choisir de les ignorer si vous savez qu’elles n’ont pas de chance de produire de bug à l’exécution, mais il est alors préférable d’annoter le programme en conséquence pour éviter qu’elles soient relevées.

# Ressources

## Introduction

Avant de terminer, j’aimerais vous donner quelques ressources pour continuer à vous documenter et apprendre le Python.

## Liens utiles

Pour commencer, quelques liens à garder en marque-pages concernant Python :
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## Cours

Ensuite j’aimerais vous donner les liens de différents cours (majoritairement francophones) pour compléter votre apprentissage du Python.

### Sur Zeste de Savoir
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### Ailleurs sur le web

* + - * + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW3337TYGBgYDj2+IM9SQYRA4axQSwMDAwMRx99sCvbfXsysZqKreRb0cUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAePsRQtghfgQAAAABJRU5ErkJggg==)[Apprendre à programmer avec Python 3](https://inforef.be/swi/python.htm) de Gérard Swinnen, livre francophone de référence pour l’apprentissage du Python
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*IX. Annexes*

## Exercices

Je voudrais ajouter quelques sites d’exericices pour vous entraîner avec Python :

* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAASCAYAAAC9+TVUAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABpklEQVQ4jWP8//8/AzFAacKRt+9//BHCJsdIrCGLLj5P+fnnHweMf/DBe+ett98EMDAwMDC+/vpTVHXSsVfYND4osBHg52D5iC6+4MKztMIdt2YaSvCcPv/iiylTwIqLe3DZ/ujjD0V0sdVXX0YV7bg1w01ZaFucgdRsBgYGBqarr77qFVnKtWEzRFmI8xYyf/vtN36ZW24sspITOLQgQDuEhYnxLwMDAwMLAwMDg6Ig5933FQ6MuFzEwAAJg4QNV1frS/CcWx6s48vJyvwdJseETyMMnHr60TJ67ZWNKkJct9aE6XnwsrN8RpYnaMjll18MQldd3i7GzfZibbiemyAn6zuYnK2cwP55/lrhLPgM+P//P2Pe9ptzeNmYP2+M1HeW4GF/jiwvL8B5X16A8z5eQxgZGf8vCtQO/vn3H7ssP8dDXOoIekeWn+OhihAXPJb+///PKNhx4P/222/8iDYEF7j08oshxYYgg0FmCLE5GRdgYWBgYNhx551f3vZbc4nR0OasUoguxpi4/srK9Tdeh5Fisxg328tt0Qa2ykJctxkYGBgArvmV4RZaUSUAAAAASUVORK5CYII=)[Hackinscience](https://www.hackinscience.org/) , une plateforme d’exercices dédiés au Python
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW33n7TZGBgYDj++IMdSQYRA4axQSwMDAwMRx99sCvbfXsysZqKLOXa0MUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAdhMRO3llOowAAAABJRU5ErkJggg==)[Exercism](https://exercism.org/) , une plateforme plus générale

## Discussions

Pour trouver de l’aide en cas de problème(s).

### Forums

* + - * + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQWXWCk34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xb38z8A5/IAAAAASUVORK5CYII=)[Forum programmation sur Zeste de Savoir](https://zestedesavoir.com/forums/savoirs/programmation/)
        + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQWXWCk34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xb38z8A5/IAAAAASUVORK5CYII=)[Forum de l’AFPy](https://discuss.afpy.org/)
        + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASCAYAAABWzo5XAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEF3331T3Xf/vTuM////f4bNt94EH3n0wYGBgYGB8cP33/wKE458wKb5UKKJoa44zwV08f///zNW7b3bP+PMk3wbOYEDRx59cGAKXnlxFy5XzDr7JBefIRkmMhN91UTWMjAwMDCdff7ZLNtUpg+bQaXWCs34DGlzVi5kZGRkYGBgYGBhYGBgkBfgvP++woERl8vwGAIPYCZ8mok1hIGBgYFBoH3//1lnnuT8//+fARv+9+8fY8Xu2xME2vf/r9h9e8K/f/8YkeXvvP2quu7ayzCCBu2++9YDlyHImIWQt1yUhHasDtPzdFYU3InhHSRAVBi5KAntQDbk0ccfCoIdB/5ffvnFgCSD0MG777+FGRgYGJ5++iFLkUHYwCA1iNgSAB9gYWBgYNh97513+Z47k4nVhC1vMuZsvT53yaUXSaS6wFiS99TacH03fg6WjwwMDAwA1xP38xAGE88AAAAASUVORK5CYII=)[Forum Python sur OpenClassrooms](https://openclassrooms.com/forum/categorie/langage-python)

### Salons de discussions

* + - * + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW33n7TZGBgYDj++IMdSQYRA4axQSwMDAwMRx99sCvbfXsysZqKLOXa0MUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAdhMRO3llOowAAAABJRU5ErkJggg==)Le salon de discussion [#python](irc://irc.libera.chat/python) (anglophone) sur le réseau IRC Liberachat (irc.li

bera.chat)
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), pour toutes questions et discussions relatives au langage

* + - * + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAYAAADQWvz5AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABq0lEQVQ4jWP8//8/AzFg/fVXYUkbr63EJc9IrEEPP3xXPPzogyOM/+fff+ZFF56lnn/xxZSBgYGB8c7br6oms07dwqZ5WbCOv6eqyCZ08e+//3ImbLi6Ztfdd17eaiLrt956E8jktfTCYVyu2Hb7jT+62Keff/hCVl3asfvuO89+D7V0e3nBfQwMDAxMr77+Em9zVinEZtAkT/UUZP6777+FA1dc3HPyySfrWX6a0QkGUrNgciwMDAwMLEyMf95XODDichkDAwPDiy8/JYNXXtp199131SVB2oEeqiKbkeVZ8GmGgccff8j7L7+499XXXxIrQ3W97RUE98Lk2FmYfghysLxjEGjf/3/WmSc5////Z8CGb7/9qqY95dhj+b7D708++WCJSx1BF7EzM/0U5WZ7uSJE3UdHnOciLnVMhAyS5ed4uC/eyBTZkG+//3IJdhz4//HHH36iDWJgYGBgZGRESbW33n7TZGBgYDj++IMdSQYRA4axQSwMDAwMRx99sCvbfXsysZqKLOXa0MUYE9dfWbn+xuswUl2gLcZ9aUOEvosIF9trBgYGBgAdhMRO3llOowAAAABJRU5ErkJggg==)[Serveur Discord non-officiel de Zeste de Savoir](https://discord.gg/ue5MTKq) , très général mais avec avec un salon dédié à l’informatque
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## Conférences

Parce qu’on peut découvrir tout un tas de choses lors de conférences et qu’on trouve généralement les vidéos en ligne ensuite.
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# Conclusion

*Conclusion*

Après la lecture de ce cours, ta quête du Python est loin d’être terminée. Tu connais maintenant les fondamentaux du langage, mais il y a encore tant à voir !
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Un zeste de Python… Python in Zest’

C’est un travail de [plus de 4 ans](https://zestedesavoir.com/billets/1956/de-la-difficulte-decrire-un-cours-python-pour-debutants/) de réflexion et d’écriture qui s’achève avec ce tutoriel.
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Je rappelle enfin que ce cours est diffusé sous licence *Creative Commons Attribution-ShareAlike*
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